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Getting Started

The Developer Studio 2006 integrated development environment (IDE) provides many tools and features to help
you build powerful applications quickly. Not all features and tools are available in all editions of Developer Studio
2006. For a list of features and tools included in your edition, refer to the feature matrix on http://www.borland.com/
delphi.

In This Section
What's Developer Studio 20067
Provides a product overview and describes the Developer Studio 2006 tools for managing the development
life cycle.

What's New in Developer Studio 2006
Introduces key new features and functionality in the product.

Tour of the IDE
Describes the various IDE elements.

Starting a Project
Describe the parts of a project and provides a list of projects supported in Developer Studio 2006.

Code Editor
Describes the features of the Developer Studio 2006 Code Editor.

Help on Help
Explains how information is organized in the online Help and lists additional developer resources.

Procedures
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What's Developer Studio 2006?

Developer Studio 2006 is an integrated development environment (IDE) for building Delphi, Delphi for .NET, C#,
and C++ applications. The Developer Studio 2006 IDE provides a comprehensive set of tools that streamline and
simplify the development life cycle. The tools available in the IDE depend on the edition of Developer Studio 2006
you are using. The following sections briefly describe these tools.

Defining Requirements

Developer Studio 2006 provides an interface to Borland CaliberRM, a Web-based requirements definition and
management system designed to help control the product development process. Within the IDE, you can access
CaliberRM to collaborate on project requirements and ensure that your applications meets end-user needs.

Modeling Applications

Modeling can help you can improve the performance, effectiveness, and maintainability of your applications by
creating a detailed visual design before you ever write a line of code. Developer Studio 2006 provides UML-based
class diagramming tools and a framework of Enterprise Core Objects (ECO) to help you create model-

powered .NET applications.

Designing User Interfaces

The Developer Studio 2006 visual designer surface lets you create graphical user interfaces by dragging and
dropping components from the Tool Palette to a form. Using the designers, you can create VCL Forms, Windows
Forms, Web Forms, and HTML pages.

Generating and Editing Code

Developer Studio 2006 auto-generates much of your application code as soon as you begin a project. To help you
complete the remaining application logic, the text-based Code Editor provides features such as refactoring,
synchronized editing, code completion, recorded keystroke macros, and custom key mappings. Syntax highlighting
and code folding make your code easier to read and navigate.

Compiling, Debugging, and Deploying Applications

Within the IDE, you can set compiler options, compile and run your application, and view compiler messages. The
integrated Borland .NET and Borland Win32 debuggers help you find and fix runtime and logic errors, control program
execution, and step through code to watch variables and modify data values. The Developer Studio 2006 ASP.NET
Deployment Manager can assist you in copying the files required by your ASP.NET application to a web server.
Additionally, the .NET Framework includes several utilities to help you prepare applications for deployment.
Developer Studio 2006 includes InstallShield Express for creating Windows Installer setups.

Controlling Access and Tracking Changes to Code

Source control systems enable team development by controlling access and tracking changes to source code and
other files. Developer Studio 2006 provides a full-featured, direct integration with StarTeam, Borland's automated

change and software configuration management system. Within the Developer Studio 2006 IDE, you can perform
common source control tasks, such as file check in, check out, and synchronization.
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The .NET Framework

The Microsoft .NET Framework provides the foundation for building and running .NET applications. The Framework
includes the common language runtime and class library. The common language runtime manages the execution
of code and provides services, such as memory management and cross-language integration, that simplify the
development process. The class library is a collection of reusable, object-oriented components for developing .NET
applications that take advantage of the common language runtime services.

Developer Studio 2006 makes the entire Framework class library available in the IDE to help you develop .NET
applications. Developer Studio 2006 enhances the Framework in the following areas:

m The Developer Studio 2006 Borland Data Providers for .NET provide access to InterBase, Oracle, DB2
Universal, and Microsoft SQL Server databases.

m Several database utilities assist in performing tasks such as connecting to databases, browsing and editing
databases, and executing SQL queries.

m The .NET Menu Designers simplify the creation of main menus and context menus on Windows Forms.
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What's New in Developer Studio 2006

Developer Studio 2006 provides key new features for developing Delphi, Delphi for .NET, C#, and C++ applications

C++ Personality

Developer Studio 2006 provdes support for developing C++ applications. The following key features are available
for only the C++ personality:

m Build configurations: You can create and quickly switch between multiple build configurations, which store
sets of command-line options for build tools such as the compiler and linker.

m Build events: You can specify commands to execute at certain points in the build by righ-clicking a buildable
file in the Project Manager and choosing Build Events.

m CodeGuard integration: CodeGuard, a tool that provides runtime debugging for C++ applications, has tighter
integration with Developer Studio 2006.

m Dinkumware runtime libraries: Dinkumware runtime libraries are provided for enhanced conformance to
ANSI/ISO C++ standards.

IDE

= New Memory Manager: This relncludes a new memory manager that significantly improves start-up time,
runtime speed, and hyperthreading performance.

m Improved Speed for Several Features: The Search | Find Uses/Import Namespace, Find Class, and Change
Parameters features all have significant performance improvements in this release.

m Change Parameters Refactoring: You can add, remove, or change the ordering of method parameters using
this refactoring. Change parameters refactoring is available for Delphi for Win32 and Delphi for .NET.

m Message view: The Message view automatically scrolls to display new items.

m Project Repository improvements: You can now add a starter project, demo, template, or other frequently
used file to the Object Repository, which causes it to become available on the New menu.

Form Designer
m Design Guidelines: When you move components on a form, design guidelines appear and help you align
components.

m Form Positioner: This new view appears in the lower-right corner of the Form Designer. You can expand this
view and quickly reposition the runtime position of the form.

Code Editor

m New code templates: Code templates provide a means of automating the task of typing frequently used code
structures. Developer Studio 2006 provides a library of templates for every supported language, and you can
add other new templates by choosing File ¥ New F Other k¥ Other Files k Code Template.

m Surround templates: You can right-click a selected a block of code and choose Surround to view a list of
possible templates with which to surround your code.

m Live templates editing: When you add a code template to your source code, you can TAB through fields and
insert points to quickly populate the template with logic.
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Block completion: Block closures are automatically added as needed when you edit code.

Method navigation: You can quickly navigate between methods in your source code using a series of hotkeys.
CTRL+ALT+UP and CTRL+ALT+DOWN move to the previous and next method, respectively. CTRL+ALT+HOME and
CTRL+ALT+END move to the first and last methods in the source, respectively. CTRL+ALT+QAL toggles class lock,
which causes method navigation to apply to only the current class.

Improved Code Editor gutter: The Code Editor gutter is now more readable and less cluttered.

Diff highlighting: Yellow highlights appear in the Code Editor gutter next to lines modified since your last save.
Green highlights appear next to lines that have been modified and saved in the current editing session.

Close all other pages: You can close all other pages by right-clicking a page tab and choosing Close All Other
Pages.

Debugger

Remote debugging: Remote debugging is now available for native Win32 applications, managed applications,
and ASP.NET applications.

Symbol table management: You can now specify the order in which symbols tables are loaded for a particular
module that you are debugging. You can also limit the search to specific symbol tables, which can speed up
the debugging process.

Expandable watches: You can now inspect the values of members within a watched object, as well as elements
within an object. Expanded tooltips are available for watched objects.

CPU view: In the CPU view, you can now select multiple items and copy them to the clipboard..
Sort by load order: In the Module view, modules can now be sorted by their load order.

Close implicitly opened files: The debugger now closes any files it automatically opens in a debugging
session.

ECO Framework

ECO State Machines: The addition of ECO state machine diagrams allow you to model the behavior of classes.
ECO state machine diagrams support entry and exit actions, transition effects, OCL guard expressions, and
concurrent state machines.

ECO Action Language: ECO Action Language is an extension of the Object Constraint Language (OCL) that
allows side-effects. You can use ECO Action Language on state machine diagrams to completely specify
behavior on the diagram itself, rather than writing code.

OCL Expression Editor: The OCL Expression Editor is now available from both the ECO WinForm designer,
and on ECO UML diagrams.

Reverse and Wrap an Existing Database with ECO: The ECO space designer now contains a tool to help
you create an ECO model from an existing database. This wizard steps you through the process of selecting a
database and customizing the OR mapping.

Modeling

Together UML Tools: New diagram types and code constructs such as interfaces, enumerations and structures
may be created from the Model view. The following diagrams and constructs are available: Class diagram, Use
case diagram, Sequence diagram, Collaboration diagram, State chart diagram, Activity diagram, Component
diagram, Deployment diagram, Class, Interface, Structure, Enumeration, Delegate, Namespace, Object,
Constraint, Note.
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m Together Engine: The core engine has been rewritten to provide increased speed and stability

ASP.NET Web Development
m Show referenced assemblies: The Deployment Manager can now show all assemblies referenced by the
current project.

m Adding external files: You can easily choose the external files that you want to deploy using the External
Files dialog box.

m Markup source preservation: When you edit a markup document using the MSHTML control, the IDE now
preserves whitespace, user-specified tag and attribute formatting, and closing tags.

m Change default layout: You can now change the default layout in the Design Editor to be Grid Layout or
Flow Layout. Choose Tools k Options ¥ HTML/ASP.NET Options to change the default layout.

m Cassini:Developer Studio 2006 provides better support for the Cassini debugging web server. A pre-built server
is included with the IDE.

Database

Many changes have been made to improve support for database application development in Developer Studio 2006.

dbExpress

m dbExpress Unicode support: The MSSQL driver now supports unicode.

m ConnectionString property: The ConnectionString property in dbExpress lets you pass all database options
and connection information using a single connection string.

m Customizable decimal separator: You can now specify the decimal separator.
m MSSQL Return values: Support for doExpress MSSQL return values from Stored Procedures has been added.
m TSQLQuery support: Support for TQSLQuery OUT and INOUT parameters has been added.

BDP.NET Updates

m Connection pooling support: You can now use connection pooling to decrease connection time by using a
connection from an existing pool. Connection pooling options are available on the Connections Editor dialog
box.

m Reconcile Error Dialog: When an error occurs during a database Delete, Insert or Update operation, the
Reconcile Error dialog box lets you to decide which data source to use, whether to abort the operation
completely or to continue on with the next update.

General database features

m Support for MySQL 4.0.24 BDP Provider
m Customizable SQL type mapping for Data Migration
m QuoteObjects support for CREATE/ALTER/DROP in ISQLSchemaCreate

m Related Objects and ForeignKey support in ISQLExtendedMetaData (for ORACLE, Interbase, MSSQL, and
Sybase)
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m Support for the following Oracle 9i data types: TIMESTAMP, TIMESTAMP WITH TIME ZONE, TIMESTAMP
WITH LOCAL TIME ZONE, INTERVAL YEAR TO MONTH, and INTERVAL DAY TO SECOND

VCL’
New components: The following new components have been added to the Visual Component Library:

m TTraylcon
m TGridPanel
m TFlowPanel

New classes: The following new classes have been added:

m TCustomTransparentControl
m TMargins
m TPadding

Delphi Language Enhancements
Records: The following support has been added for record types:
m Operator overloading
m Non-virtual method declaration
m Regular instance methods
m Constructors with non-empty parameter lists
m Static methods and properties

Note: Destructors in records are not permitted.

StarTeam Integration

m Search: The StarTeam integration has been enhanced to include access to the Borland Search feature.

m Visual Diff / Merge: You can now use the Visual Diff and Visual Merge features from the embedded StarTeam
client, even if you do not have the standalone StarTeam client installed.

CaliberRM Integration

m Integration: You can log on to the CaliberRM server directly from the IDE. Once you are logged on, you can
use the CaliberRM requirements management features to add, remove, or update requirements.

m Linking requirements to source code files: You can link a requirement directly to source code files within the
IDE.
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Tour of the IDE

When you start Developer Studio 2006, the integrated development environment (IDE) launches and displays
several tools and menus. The IDE helps you visually design user interfaces, set object properties, write code, and
view and manage your application in various ways.

The default IDE desktop layout includes some of the most commonly used tools. You can use the View menu to
display or hide certain tools. You can also customize and save the desktop layouts that work best for you.

The tools available in the IDE depend on the edition of Developer Studio 2006 you are using and include the

m Welcome Page

m Accessibility Options
m Forms

m Form Designer

m Tool Palette

m Object Inspector
m Object Repository
m Project Manager
m Data Explorer

m Structure View

m History Manager
m Code Editor

The following sections describe each of these tools.

Welcome Page

When you open Developer Studio 2006, the Welcome Page appears with a number of links to developer resources,
such as product-related articles, training, and online Help. As you develop projects, you can quickly access them
from the list recent projects at the top of the page. If you close the Welcome Page, you can reopen it by

choosing View F Welcome Page.

Accessibility Options

The IDE's main menu supports MS Active Accessibility (MSAA). This means that you can use the Windows
accessibility tools from the Start Menu viaAll Programs k Accessories F Accessibility.

Forms

Typically, a form represents a window or HTML page in a user interface. At design-time, a form is displayed on the
Designer surface. You add components from the Tool Palette to a form to create your user interface.

Developer Studio 2006 provides several types of forms, as described in the following sections. Select the form that
best suits your application design, whether it's a Web application that provides business logic functionality over the
Web, or a Windows application that provides processing and high-performance content display. To switch between
the Designer and Code Editor, click their associated tabs below the IDE.

To access forms, choose File ¥ New F Other.
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Windows Forms

Use Windows Forms to build native Windows applications that run in a managed environment. You use the .NET
classes to build Windows clients which presents two major advantages—it allows application clients to use features
unavailable to browser clients, and it leverages the .NET Framework infrastructure. Windows Forms present a
programming model that takes advantage of a unified .NET Framework (for security and dynamic application
updates, for instance) and the richness of GUI Windows clients. You use Windows controls, such as buttons, list
boxes, and text boxes, to build your Windows applications.

To access a Windows Form, choose File ¥ New k Other ¥ Delphi for .NET Projects ¥ Windows Forms
Application.

ASP.NET Web Forms

Use ASP.NET Web Forms to create applications that can be accessed from any Web browser on any platform. You
use the .NET classes to create a ASP.NET Web Forms application. The form consists of the visual representation
of the HTML, the actual HTML, and a code-behind file.

To access an ASP.NET Web Form, choose File ¥ New k Other F Delphifor .NET Projects ¥ ASP.NET Web
Application.

VCL Forms

Use VCL Forms to create applications that use VCL.NET components to run in the .NET Framework. You use the
Borland Visual Component Library for .NET classes to create a VCL Forms application.

VCL Forms are especially useful if you want to port an existing Delphi application containing VCL controls to
the .NET environment, or if you are already familiar with the VCL and prefer to use it.

To access a VCL Forms, choose File ¥ New k Other ¥ Delphi for .NET Projects ¥ VCL Forms Application.

Form Designer

The Form Designer, or Designer, is displayed automatically when you are using a form. The appearance and
functionality of the Designer depends on the type of form you are using. For example, if you are using an ASP.NET
Web Form, the Designer will display an HTML tag editor. To access the Designer, click the Design tab at the bottom
of the IDE.

Visual Components

Visual components appear on the form at design-time and are visible to the end user at runtime. They include such
things as buttons, labels, toolbars, and listboxes.

Form Preview

A preview icon at the bottom right of the Designer (for VCL Forms) shows the positioning of your form as it will appear
on the screen at runtime. This allows you to position the forms of your application in relation to each other as you
design them.

HTML Designer

Use the HTML Designer to view and edit ASP.NET Web Forms or HTML pages. This Designer provides a Tag
Editor for editing HTML tags alongside the visual representation of the form or page. You can also use the Object
Inspector to edit properties of the visible items on the HTML page and to display the properties of any current HTML
tag in the Tag Editor. A combo box located above the Tag Editor lets you display and edit SCRIPT tags.

To create a new HTML file, choose File ¥ New ¥ Other ¥ Web Documents k¥ HTML Page.
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Nonvisual Components and the Component Tray

Nonvisual components are attached to the form, but they are only visible at design-time; they are not visible to end
users at runtime. You can use nonvisual components as a way to reuse groups of database and system objects or
isolate the parts of your application that handle database connectivity and business rules.

When you add an nonvisual component to a form, they are displayed in the component tray at the bottom of the
Designer surface. The component tray lets you distinguish between visual and nonvisual components.

Design Guidelines

If you are creating components for a form, you can register an object type and then indicate various points on or
near a component's bounds that are "alignment" points. These "alignment" points are vertical or horizontal lines that
cut across a visual control's bounds.

When you have the alignment points in place, you can supply Ul guideline information so that each component will
adhere to rules such as distance between controls, shortcuts, focus labels, tab order, maximum number of items
(listboxes, menus), etc. In this way, the Form Designer can assist the Code Developer in adhering to established Ul
guidelines.

If the Snap to Grid option is enabled, and Use Designer Guidelines is also enabled, the designer guidelines will take
precedence. This means that if a grid point is within the tolerance of the new location and a guideline is also within
that distance away, then the control will snap to the guideline instead of the grid position, even if the guideline does
not fall on the grid position. The snap tolerance is determined by the grid size. Even if the Snap to Grid and Show
Grid options are disabled, the Designer will still use the grid size in determining the tolerance.

This feature is currently only available in VCL and VCL.NET only (This includes C++). Winforms does not yet have
this feature. See the link at the end of this topic for more information about setting Designer Guidelines.

Tool Palette

The Tool Palette contains items to help you develop your application. The items displayed depend on the current
view. For example, if you are viewing a form on the Designer, the Tool Palette displays components that are
appropriate for that form. You can double-click a control to add it to your form. If you are viewing code in the Code
Editor, the Tool Palette displays code segments that you can add to your application.

Customized Components

In addition to the components that are installed with Developer Studio 2006, you can add customized or third party
components to the Tool Palette and save them in their own category.

Component Templates

You can create templates that are made up of one or more components. After arranging components on a form,
setting their properties, and writing code for them, you can save them as a component template. Later, by selecting
the template from the Tool Palette, you can place the preconfigured components on a form in a single step; all
associated properties and event-handling code are added to your project at the same time. You can reposition the
components independently, reset their properties, and create or modify event handlers for them just as if you had
placed each component in a separate operation.

Object Inspector

The Object Inspector lets you set designtime properties and create event handlers for components. This provides
the connection between your application’s visual appearance and the code that makes the application run. The
Object Inspector contains two tabs: Properties and Events.

Use the Properties tab to change physical attributes of your components. Depending on your selection, some
category options let you enter values in a text box while others require you to select values from a drop-down box.
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For Boolean operations, you toggle between True or False. After you change your components’ physical attributes,
you create event handlers that control how the components function.

Use the Events tab to specify the event of a specific object you select. If there is an existing event handler, use the
drop-down box to select it. By default, some options in the Object Inspector are collapsed. To expand the options,
click the plus sign (+) next to the category.

Certain nonvisual components, for example, the Borland Data Providers, allow quick access to editors such as the
Connection Editor and Command Text Editor. You can access these editors in the Designer Verb area at the
bottom of the Object Inspector. To open the editors, point your cursor over the name of the editor until your cursor
changes into a hand and the editor turns into a link. Alternatively, you can right-click the nonvisual component, scroll
down to its associated editor and select it. Note that not all nonvisual components have associated editors. In addition
to editors, this area can also display hyperlinks to show custom component editors, launch a web page and show
dialog boxes.

Object Repository

To simplify development, Developer Studio 2006 offers pre-designed templates, forms, and other items that you can
access and use in your application.

Inside the Object Repository

The Object Repository contains items that address the types of applications you can develop. It contains templates,
forms, and many others items. You can create projects such as class library, control library, console applications,
HTML pages, and many others by accessing the available templates.

The Object Repository is accessible by choosing File ¥ New k Other. A New Items dialog box appears, displaying
the contents of the Object Repository . You can also edit or remove existing objects from the Object Repository
by right-clicking the Object Repository to view your editing options.

Object Repository Templates

You can add your own objects to the Object Repository as templates to reuse or share with other developers.
Reusing objects lets you build families of applications with common user interfaces and functionality to reduce
development time and improve quality.

You can add a starter project, demo, template, or other useful file to the Repository, and then make it available
through the New menu. Choose Project ¥ Add to Repository. Select your file. Now when you select the File
New command, you can choose the file you just added and work with a new copy of it.

Project Manager

A project is made up of several application files. The Project Manager lets you view and organize your project files
such as forms, executables, assemblies, objects and library files. Within the Project Manager, you can add, remove,
and rename files. You can also combine related projects to form project group, which you can compile at the same
time.

Add References

You can integrate your legacy COM servers and ActiveX controls into managed applications by adding references
to unmanaged DLLs to your project, and then browse the types just as you would with managed assemblies. Choose
Project ¥ Add Reference to integrate your legacy COM servers or ActiveX controls. Alternatively, right-click the
Reference folder in the Project Manager and click Add Reference. You can add other .NET assemblies, COM/
ActiveX components, or type libraries using the Add Reference feature.
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Copy References to a Local Path

During runtime, assemblies must be in the output path of the project or in the Global Assembly Cache (GAC) for
deployment. In the Project Manager, you can right-click an assembly and use the Copy Local setting to copy the
reference to the local output path. Follow these guidelines to determine whether a reference must be copied.

m If the reference is to an assembly created in another project, select the Copy Local setting.
m If the assembly is in the GAC, do not select the Copy Local setting.

Add Web References

You can quickly add a Web Reference to your client application and access the Web Service you want to use. When
you add a Web Reference, you are importing a WSDL document into your client application, which describes a
particular Web Service. Once you imported the WSDL document, Developer Studio 2006 generates all the interfaces
and class definitions you need for calling that Web Service. To use the Add Web Reference feature, from your
Project Manager, right-click the Web Services node.

Data Explorer

The Data Explorer lets you browse database server-specific schema objects including tables, fields, stored
procedure definitions, triggers, and indexes. Using the context menus, you can create and manage database
connections. You can also drag and drop data from a data source to most forms to build your database application
quickly.

Structure View

The Structure View shows the hierarchy of source code or HTML displayed in the Code Editor, or components
displayed on the Designer. When displaying the structure of source code or HTML, you can double-click an item to
jump to its declaration or location in the Code Editor. When displaying components, you can double-click a
component to select it on the form.

If your code contains syntax errors, they are displayed in the Errors folder in the Structure View. You can double-
click an error to locate its source in the Code Editor.

You can control the content and appearance of the Structure View by choosing Tools ¥ Options k Environment
Options Fk Explorer and changing the settings.

History Manager

The History Manager lets you see and compare versions of a file, including multiple backup versions, saved local
changes, and the buffer of unsaved changes for the active file. If the current file is under version control, all types
of revisions are available in the History Manager. The History Manager is displayed to the right of the Code tab
and contains the following tabbed pages:

m The Contents page displays current and previous versions of the file.

m The Diff page displays differences between selected versions of the file.

m The Info page displays all labels and comments for the active file.

You can use the History Manager toolbar to refresh revision information, revert a selected version to the most

current version, and synchronize scrolling between the source viewers in the Contents or Diff pages and the Code
Editor.
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Code Editor

The Code Editor provides a convenient way to view and modify your source code. ltis a full-featured, customizable,
UTF8 editor that provides refactoring, automatic backups, Code Insight, syntax highlighting, multiple undo capability,
context-sensitive Help, Code Templates, Smart Block Completion, Find Class, Find Unit/Import Namespace, and

more. Choose the Code Editor link in the section below to view descriptions for each of these Code Editor features.
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Starting a Project

A project is a collection of files that is used to create a target application. This collection of files consists of the files
you include and modify directly, such as source code files and resources, and other files that Developer Studio 2006
maintains to store project settings, such as the .bdsproj project file. Projects are created at design time, and they
produce the project target files (.exe, .dll, .bpl, etc.) when you compile the project.To assist in the development
process, the Object Repository offers many pre-designed templates, forms, files, and other items that you can use
to create applications.

To create a project, click New from the Welcome Page and select the type of application you want to create, or
choose File ¥ New Fk Other. To open an existing project, click Project from the Welcome Page or choose File
F Open Project.

This section includes information about

m Types of projects
m Working with unmanaged code

Type of Projects

Depending on the edition of Developer Studio 2006 that you are using, you can create traditional Windows
applications, ASP.NET Web applications, ADO.NET database applications, Web Services applications, and many
others. Developer Studio 2006 also supports assemblies, custom components, multi-threading, and COM. For a list
of the features and tools included in your edition, refer to the feature matrix on either the Borland Delphi web page
or the Borland C#Builder web page.

Windows Applications

You can create Windows applications using Windows Forms to provide processing and high-performance content
display. In addition to traditional uses for Windows applications, a Windows application can be used with constructs
from the newer .NET framework. For instance, a Windows application can function as a front end to an ADO.NET
database.

ASP.NET Web Applications

You can create Web applications using ASP.NET Web Forms to provide Web access to databases and Web
Services. Web Forms provide the user interface for Web applications and consist of HTML, server controls, and
application logic in code-behind files. Developer Studio 2006 lets you drag and drop components and provides in-
place HTML editing.

In addition to drag and drop components and visual designers, Borland provides an easy way to create application
menus and submenus. The .NET Menu Designers MainMenu and ContextMenu are components that work like
editors to let you visually design menus and quickly code their functionality.

ASP.NET Web Services Applications

You can create Web Services applications that deliver content, such as HTML pages or XML documents, over the
Web. Web Services is an internet-based integration methodology that allows applications to connect through the
Web and exchange information using standard messaging protocols.

Developer Studio 2006 simplifies the creation of Web Services by providing methods for creating a SOAP Server
application. The .asmx and .dll files are created automatically and you can test the Web Service within the IDE,
without writing a client application for it.
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When writing a client application that uses, or consumes, a published Web Service, you can use the UDDI Browser
to locate and import WSDL that describes the Web Service into your client application.

VCL.NET Applications
You can use VCL Forms to create a .NET Windows application that uses components from the VCL.NET framework.

Developer Studio 2006 simplifies the task of building .NET-enabled applications by supporting VCL components that
have been augmented to run on the .NET Framework. This eliminates the need for you to create custom components
to provide standard VCL component capabilities. This makes the process of porting Win32 applications to .NET
much simpler and more reliable.

Database Applications

Whether your application uses Windows Forms, Web Forms, or VCL Forms, Developer Studio 2006 has several
tools that make it easy to connect to a database, browse and edit a database, execute SQL queries, and display
live data at design time.

The ADO.NET framework data providers let you access MS SQL, Oracle, and ODBC and OLE DB-accessible
databases. The Borland Data Providers (BDP.NET) let you access MS SQL, Oracle, DB2, and InterBase databases.
You can connect to any of these data sources, expose their data in datasets, and use SQL commands to manipulate
the data. Using BDP.NET provides the following advantages:

m Portable code that's written once and connects to any supported database.

m Open architecture that allows you to provide support for additional database systems.

m Logical data types that map easily to .NET native types.

m Consistent data types that map across databases, where applicable.

m Unlike OLE DB, there is no need for a COM/Interop layer.

When using VCL Forms and the VCL.NET framework components, you can extend database support even further
by using the BDE.NET, dbExpress.NET, and Midas Client for .NET connection technologies.

Model-Driven Applications

Modeling is a term used to describe the process of software design. Developing a model of a software system is
roughly equivalent to an architect creating a set of blueprints for a large development project. Like a set of blueprints,
a model not only depicts the system as a whole, but also allows you to focus in on specifics such as structural and
behavioral details. Abstracted away from any particular programming language (and at some levels, even from
specific technology), the model allows all participants in the development cycle to communicate in the same
language.

Borland's Model Driven Architecture (MDA) describes an approach to software engineering where the modeling tools
are completely integrated within the development environment itself. The MDA is designed around Borland’s
Enterprise Core Objects (ECO) framework. The ECO framework is a set of interface, classes, and custom attributes
that provide the communication conduit between your application and the modeling-related features of the IDE.

The ECO features include:

m Automatic mapping of the model classes, with their attributes and relationships, to a relational schema.
m Automatic evolution of schema when the model changes.

m Specification of the persistence backend. You can choose to store objects in a relational database or in an XML
file.

m Design-time structural validation of the model and its Object Constraint Language (OCL) expressions.
m Runtime validation of the OCL expressions.
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m An event mechanism that allows you to receive notifications whenever objects are added, changed, or removed.

Developer Studio 2006 IDE leverages the ECO framework to provide an integrated surface on which to develop your
application model. The IDE and its modeling surface features include:

m Creating model-driven applications as a new kind of project.
m Creating class diagrams, and manipulating model elements (packages, and classes) directly on the surface.
m Adding, removing, and changing class attributes and methods on the class diagram.

m Two-way updating between source code and the modeling surface. Changes in source code are reflected in
the graphical depiction, and vice versa.

m Two-way navigating between model elements and source code. You can navigate from the graphical depiction
of a model element directly to its corresponding source code. Similarly, you can navigate from a modeled class
in source code directly to its graphical diagram on the modeling surface.

m Exporting and importing models using XMl 1.1.

Note: Not all modeling features are available in all editions of Developer Studio 2006. To determine the modeling
features supported in your product edition, refer to the feature matrix on either the Borland Delphi web page
or the Borland C#Builder web page.

Assemblies

An assembly is a logical package, much like a DLL file, that consists of manifests, modules, portable executable
(PE) files, and resources (.html, .jpeg, .gif) and is used for deployment and versioning. An application can have one
or more assemblies that are referenced by one or more applications, depending on whether the assemblies reside
in an application directory or in a global assembly cache (GAC).

Additional Projects

In addition to the project types described above, Developer Studio 2006 provides templates to create class libraries,
control libraries, console applications, Visual Basic applications, reports, text files, and more. These templates are
stored in the Object Repository and you can access them by choosing File ¥ New k Other.

Unmanaged Code and COM/Interop

Unmanaged code refers to applications that do not target the .NET Framework Common Language Runtime (CLR).
COM/Interop is a .NET service that allows seamless interoperation between managed and unmanaged code. The
COM/Interop service allows you to leverage existing COM servers and ActiveX controls in your .NET applications,
and expose .NET components in legacy unmanaged applications. The Developer Studio 2006 IDE includes tools to
help you integrate your legacy COM servers and ActiveX controls into managed applications. Additionally, you can
add references to unmanaged DLLs to your project, and then browse the types contained, just as you would with
managed assemblies.

35



36



Code Editor

The Code Editor is a full-featured, customizable, UTF8 editor that provides syntax highlighting, multiple undo
capability, and context-sensitive Help for language elements.

As you design the user interface for your application, Developer Studio 2006 generates the underlying code. When
you modify object properties, your changes are automatically reflected in the source files.

Because all of your programs share common characteristics, Developer Studio 2006 auto-generates code to get
you started. You can think of the auto-generated code as an outline that you can examine to create your program.

Note: If you are using WinForms, do not modify the auto-generated code for the Initialize Components method. Doing
so will cause your form to disappear when you click the Design tab.

The Code Editor provides the following features to help you write code:

m Change Bars

m Code Insight

m Sync Edit

m Code Completion
m Code Browsing
m Help Insight

m Code Templates
m Code Folding

m To-Do Lists

m Keystroke Macros
m Bookmarks

m Block comments

Change Bars

When you make changes to your code with the Code Editor in Developer Studio 2006, the left margin of the Code
Editor will display a yellow change bar to indicate that changes have been made after the last Save operation. You
can customize the change bars to display in other colors.

Code Insight

Code Insight refers to a subset of features embedded in the Code Editor (such as Code Parameter Hints, Code
Hints, Help Insight, Code Completion, Class Completion, Block Completion, and Code Browsing) that aid in the code
writing process. These features help identify common statements you wish to insert into your code, and assist you
in the selection of properties and methods. Some of these features are described in more detail in the sub-sections
below.

To invoke Code Insight, press CTRL+SPACE while using the Code Editor. A pop-up window displays a list of symbols
that are valid at the cursor location.

To enable and configure Code Insight features, choose Tools F Options and click Code Insight.

When you're using the Delphi Language, the pop-up window filters out all interface method declarations that are
referred to by property read or write clauses. The window displays only properties and stand-alone methods declared
in the interface type. Code insight supports WM_xxx, CM_xxx, and CN_xxx message methods based on like named
constants from all units in the uses clause.
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Code Parameter Hints

Displays a hint containing argument names and types for method calls. Available between the parenthesis of a call
i.e. ShowMessage ( | );

You can invode Code Parameter Hints by pressing CTRL+SHIFT+SPACE.

Code Hints
Display a hint containing information about the symbol such as type, file and line # declared at.

You can display Code Hints by hovering the mouse over an identifier in your code, while working in the Code Editor.

Note: Code Hints only work when you have disabled the Help Insight feature.

Help Insight

Help Insight displays a hint containing information about the symbol such as type, file, line # declared at, and any
XML documentation associated with the symbol (if available).

Invoke Help Insight by hovering the mouse over an identifier in your code, while working in the Code Editor. You
can also invoke Help Insight by pressing CTRL+SHIFT+H.

Code Completion

The Code Completion feature displays a drop-down list of available symbols at the current cursor location. You
invoke Code Completion for your specific language in the following way:

Delphi — CTRL + SPACE +.
C# — CTRL + SPACE +.
C++ — CTRL + SPACE + —>

Class Completion

Class completion simplifies the process of defining and implementing new classes by generating skeleton code for
the class members that you declare. By positioning the cursor within a class declaration in the interface section of
a unit and pressing CTRL+SHIFT+C, any unfinished property declarations are completed. For any methods that require
an implementation, empty methods are added to the implementation section. They are also on the editor context
menu.

Block Completion

When you press ENTER while working in the Code Editor and there is a block of code that is incorrectly closed, the
Code Editor enters the closing block token at the next available empty line after the current cursor position. For
instance, if you are using the Code Editor with the Delphi language, and you type the token begin and then press
ENTER, the Code Editor automatically completes the statement so that you now have: begin end; . This feature also
works for the C# and C++ languages.

Code Browsing

While using the Code Editor to edit a VCL Form application, you can hold down the CTRL key while passing the
mouse over the name of any class, variable, property, method, or other identifier. The mouse pointer turns into a
hand and the identifier appears highlighted and underlined; click on it, and the Code Editor jumps to the declaration
of the identifier, opening the source file, if necessary. You can do the same thing by right-clicking on an identifier
and choosing Find Declaration.
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Code browsing can find and open only units in the project Search path or Source path, or in the product Browsing
or Library path. Directories are searched in the following order:

1 The project Search path (Project ¥ Options k Directories/Conditionals).
2 The project Source path (the directory in which the project was saved).

3 The global Browsing path (Tools ¥ Options F Library).

4 The global Library path (Tools ¥ Options F Library).

The Library path is searched only if there is no project open in the IDE.

Code Navigation

The sections below describe features that you can use to navigate through your code while you are using the Code
Editor.

Method Hopping

You can navigate between methods using a series of editor hotkeys. You can also lock the hopping to occur only
within the methods of the current class. For example, if class lock is enabled and you are in a method of TComponent,
then hopping is only available within the methods of TComponent.

The keyboard shortcuts for Method Hopping are as follows:
m CTRL+QAL - toggles class lock
m CTRL+ALT+UP - moves to the top of the current method, or the previous method
m CTRL+ALT+DOWN - moves to the net method
m CTRL+ALT+HOME - first method in source
B CTRL+ALT+END - last method in source
m CTRL+ALT+MOUSE_WHEEL - scrolls through methods

Finding Classes

Allows you to find classes (using C# regular expressions). Use theSearch k Find Classes command to see a list
of available classes that you can select. After you choose one, the IDE navigates to its declaration.

Finding Units

Depending on which language you are programming in, you can use a refactoring feature to locate namespaces or
units. If you are using C#, you can use the Use the Import Namespace command to import namespaces into your
code. If you are using the Delphi language, you can use the Find Unit command to locate and add units to your

code file. For code that is written using the .NET framework, the Assembly Browser will open if the expression is not
found. The Assembly Browser will allow you to browse for a type. The Find Type window allows regular expressions.

Code Templates

Code Templates allow you to have a dictionary of pre-written code, which can be inserted into your programs while
you're working with the Code Editor. This reduces the amount of typing that you must do on a daily basis.

Use the links at the end of this topic to learn more about creating and using Code Templates.
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Code Folding

Code folding lets you collapse sections of code to create a hierarchical view of your code and to make it easier to
read and navigate. The collapsed code is not deleted, but hidden from view. To use code folding, click the plus and
minus signs next to the code.

To-Do Lists

A To-Do List records tasks that need to be completed for a project. After you add a task to the To-Do List, you can
edit the task, add it to your code as a comment, indicate that it has been completed, and then remove it from the
list. You can filter the list to display only those tasks that interest you.

Keystroke Macros

You can record a series of keystrokes as a macro while editing code. After you record a macro, you can play it back
to repeat the keystrokes during the current IDE session. Recording a macro replaces the previously recorded macro.

Bookmarks

Bookmarks provide a convenient way to navigate long files. You can mark a location in your code with a bookmark
and jump to that location from anywhere in the file. You can use up to ten bookmarks, numbered 0 through 9, within

a file. When you set a bookmark, a book icon |i is displayed in the left gutter of the Code Editor.

Block Comments

You can comment a section of code by selecting the code in the Code Editor and pressing CTRL+/ (slash). Each
line of the selected code is prefixed with // and will be ignored by the compiler. Pressing CTRL+/ will add or remove
the slashes, based on whether the first line of the code is prefixed with //. When using the Visual Studio or Visual
Basic key mappings, use CTRL+K+C to add and remove comment slashes.
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Getting Started with Together

This section contains in introduction to modeling with Borland Together.

The two sample projects are designed to help you explore Together features while working with projects. Some of
the special features include: UML modeling, patterns, generating project documentation.

In This Section

About Together
Provides a brief introduction to the feature set of Together. Use Together for building a UML model of your

application.
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About Together

Welcome to Borland® Together®, the award-winning, design-driven environment for modeling applications.
Together includes features such as support for UML 2.0, OCL, patterns, Quality Assurance audits and metrics,
source code refactoring and generation, IBM Rational Rose (MDL) format import, XMI format import and export, and
automated documentation generation.

A key feature of Together, LiveSource™, keeps your Together diagrams synchronized with your source code in the
Developer Studio 2006 Editor.

Together is an integral part of a complete ALM (Application Lifecycle Management) solution provided by Borland
Software Corporation. This version of Together is a part of the new generation of the Borland’s ALM solution named
SDO (Software Delivery Optimization). SDO is Borland’s vision and strategy for transforming software delivery to
an incorporated and disciplined approach that aligns teams, technology and process to maximize the business value
of software.

The Together features are tightly integrated with the Developer Studio 2006 environment. When Together support
is activated, the following items are added or modified:

m Diagram View

m Model View

m Object Inspector

m Tool Palette

In addition, specific commands are added to the main menu and the context menus of the Project Manager and
Structure View.
The following offer additional assistance, information, and resources:

m For information on how to use this Help system, see Help on Help

m Borland Together Home Page

m Borland Together Documentation

m Borland Product Support
m Borland Newsgroups

Not all features described in this Help system are available in all editions of the product.
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Help on Help
This section includes information about the:

m Developer Studio 2006 Help

m Microsoft .NET Framework SDK Help

m Borland Developer Support Services and Web Sites
m Developer Studio 2006 Quick Start Guide

m Typographic Conventions Used in the Help

Developer Studio 2006 Help

The Developer Studio 2006 Help includes conceptual overviews, procedural how-to's, and reference information,
allowing you to navigate from general to more specific information as needed.

Additionally, the persistent navigation panes in the Help window make it easier to locate and filter information. By
default, no filter is set, allowing you to view all of the installed Help. However, to narrow the focus when searching
the Help or using the index, use the Filter by: drop-down list on the Content, Search, and Index panes. To display
the navigation panes, use the View k Navigation menu command.

Tip: When navigating to a topic by using a link from another topic, the context of the topic you are viewing might

not be obvious. To find the context of that topic within the Content pane, click the Sync Contents " button
on the toolbar of the Borland Help viewer.

Conceptual Overviews

The conceptual overviews provide information about product architecture, components, and tools that simplify
development. If you are new to a particular area of development, such as modeling or ADO.NET, see the overview
topic at the beginning of each section in the online Help.

At the end of most of the overviews, you will find links to related, more detailed information. Icons are used to indicate
that a link leads to the .NET SDK, partner Help, or to a web site. The icons are explained later in this topic.

How-To Procedures

The how-to procedures provide step-by-step instructions. For development tasks that include several subtasks, there
are core procedures, which include the subtasks required to accomplish a larger task. If you are beginning a
development project and want to know what steps are involved, see the core procedure for the area you are working
on.

In addition to the core procedures, there are several single-task procedures.

All of the procedures are located under Procedures in the Content pane of the Help window. Additionally, most of
the conceptual overviews provide links to the pertinent procedures.

Reference Topics

The reference topics provides detailed information on subjects such as API elements, the Delphi language, and
compiler directives.

All of the reference topics are located under Reference in the Content pane of the Help window. Additionally, most
API references are underlined and link directly to the appropriate reference topic.
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Context Sensitive F1 Help
Context sensitive Help is available throughout the IDE by selecting an item and pressing F1:

m In the Code Editor, select and highlight the entire element, such as a namespace, keyword, or method
m On a form Design tab, select the component

m In the Messages window, select a message

m Within IDE windows, such as the Project Manager or Model View, click within the window

Note: Pressing F1 on an element that is part of the VCL.NET framework displays the Developer Studio 2006 Help.
Pressing F1 on an element that is part of the .NET framework displays the Microsoft .NET Help.

Microsoft SDK Help

Developer Studio 2006 is distributed with the both the Microsoft .NET Framework SDK and the Microsoft Platform
SDK, which include extensive online Help. Where appropriate, the Developer Studio 2006 Help provides links to the
SDK online Help. Alternatively, you can access the SDK Help directly from the Content pane of this Help system.

Borland Developer Support Services and Web Site

Borland offers a variety of support options to meet the needs of its diverse developer community. To find out about
support, refer to www.borland.com/devsupport. From the web site, you can access many newsgroups where
developers exchange information, tips, and techniques. The site also includes a list of books, technical documents,
and Frequently Asked Questions (FAQ). Additionally, you can access the Borland Developer Network.

Developer Studio 2006 Quick Start Guide

The Developer Studio 2006 Quick Start guide provides an overview of the Developer Studio 2006 development
environment to help you install and start using the product right away. The Quick Start guide is shipped along with
your product.

Typographic Conventions Used in the Help
The following typographic conventions are used throughout the Developer Studio 2006 online Help.

Typographic conventions
Convention Used to indicate

Monospace type Source code and text that you must type.

Boldface Reserved language keywords or compiler options, references to dialog boxes and tools.

Italics Developer Studio 2006 identifiers, such as variables or type names. Italicized text is also used for book
titles and to emphasize new terms.

KEYCAPS Keyboard keys, for example, the CTRL or ENTER key.

WEB A link to Web resources.

S0¥, An external link to Microsoft SDK documentation.

kA An external link to documentation provided by Borland partners.
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Managing the Development Life Cycle

The application development life cycle involves designing, developing, testing, debugging, and deploying
applications. Developer Studio 2006 provides powerful tools to support this iterative process, including integrated
source control, form design tools, the Delphi for .NET compiler, an integrated debugging environment, and
installation and deployment tools.

In This Section
Managing the Development Cycle Overview
Provides a brief overview of the steps involved in managing the development cycle.

Using Source Control
Provides an overview of general source control concepts and specifics of the Developer Studio 2006 source
control capabilities.

Designing User Interfaces
Provides an overview of designing user interfaces with the Developer Studio 2006 designers.

Together Features Overview
Compiling, Building, and Running Applications
Provides an overview of compiling, building, and running applications in the IDE.

Localizing Applications
Describes the Translation Tools available with Developer Studio 2006.

Overview of Debugging
Provides general debugging information and describes the debugging tools available in Developer Studio
2006.

Deploying Applications
Provides information about deploying applications.
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Managing the Development Cycle Overview

The development cycle as described here is a subset of Application Lifecycle Management (ALM), dealing
specifically with the part of the cycle that includes the implementation and control of actual development tasks. It
does not include such things as modeling applications. Developer Studio 2006 provides a framework of tools that
helps you manage and perform all of your development requirements.

These tools include:

m Requirements management

m Source control integration

m User interface design

m Code visualization capabilities

m Project building, compilation, and debugging capabilities

Requirements Management

Developer Studio 2006 provides full integration with CaliberRM requirements management software. Using this
integration, you can add, remove, and update requirements for your software project within the Developer Studio
2006 IDE. This integration also enables you to create links between the requirement specification and the portions
of the code within your software project that fulfill the requirement.

Source Control Integration

Developer Studio 2006 provides a full-featured direct integration with Borland StarTeam. This integration allows you
to access your source control system in one of two ways:

m Manage project files within the source control system from the Developer Studio 2006 IDE.
m Invoke the source control system in a separate process.

Invoke the source control system in a separate process if you need to use specific features of that system, which
are not exposed in the Developer Studio 2006 IDE. The source control application appears in a separate window.

In most cases, you manage your project files from within the Developer Studio 2006 IDE. The integration provided
allows you to check-in, check-out, update, commit, and otherwise manage your source files using a simplified user
interface. The integration supports the level of multi-user capabilities provided by your specific source control system.

User Interface Design

Developer Studio 2006 provides a rich environment for designing a .NET user interface. In addition to the Windows
Form Designer, which includes a full set of visual components, the IDE gives you tools to build ASP.NET Web Forms,
along with a set of Web Controls. Developer Studio 2006 also includes a VCL.NET Forms design tool, which allows
you to build .NET applications using VCL components. The Designer offers a variety of alignment tools, font tools,
and visual components for building many types of applications, including MDI and SDI applications, tabbed dialogs,
and data aware applications.

Code Visualization

The Code Visualization feature of Developer Studio 2006 provides the means to document and debug your class
designs using a visual paradigm. As you load your projects and code files, you can use the Model View to get both
a hierarchical graphical view of all of the objects represented in your classes, as well as a UML-like model of your
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application objects. This feature can help you visualize the relationships between objects in your application, and
can assist you in developing and implementing.

Build, Compile, Run, and Debug

Developer Studio 2006 provides a full-featured build and compile system, along with an integrated debugger. The
visual approach to building, compiling, and running your application makes the entire development process simpler
than in the past. Projects with subprojects and multiple source files can be compiled all together, which is called
building, or you can compile each project individually.

The integrated debugger allows you to set watches and breakpoints, and to step through, into, and over individual
lines of code. A set of debugger windows provides details on variables, processes, and threads, and lets you drill
down deeply into your code to find and fix errors.
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Using Source Control

Borland's Developer Studio 2006 provides a full-featured direct integration with StarTeam, Borland's automated
change and software configuration management (SCM) system. This integration lets you access StarTeam's rich
feature set from within the IDE. The integration also provides some Developer Studio 2006-specific features to allow
you to easily check in and check out Developer Studio 2006 project source files and manage your work more easily.

Source Control Basics

Each source control system consists of one or more centralized repositories and a number of clients. A repository
is a database that contains not only the actual data files, but also the structure of each project you define.

Most source control systems adhere to a concept of a logical project, within which files are stored, usually in one or
more tree directory structures. A source control system project might contain one or many Developer Studio 2006

projects in addition to other documents and artifacts. The system also enforces its own user authentication or, very
often, takes advantage of the authentication provided by the underlying operating system. Doing so allows the source
control system to maintain an audit trail or snapshot of updates to each file. These snapshots are typically referred
to as diffs, for differences. By storing only the differences, the source control system can keep track of all changes
with minimal storage requirements. When you want to see a complete copy of your file, the system performs a merge
of the differences and presents you with a unified view. At the physical level, these differences are kept in separate
files until you are ready to permanently merge your updates, at which time you can perform a commit action.

This approach allows you and other team members to work in parallel, simultaneously writing code for multiple
shared projects, without the danger of an individual team member's code changes overwriting another's. Source
control systems, in their most basic form, protect you from code conflicts and loss of early sources. Most source
control systems give you the tools to manage code files with check-in and check-out capabilities, conflict
reconciliation, and reporting capabilities. Most systems do not include logic conflict reconciliation or build
management capabilities. For details about your particular source control system capabilities, refer to the appropriate
product documentation provided by your source control system vendor.

Commonly, source control systems only allow you to compare and merge revisions for text-based files, such as
source code files, HTML documents, and XML documents. The source control systems supported by Developer
Studio 2006 allow you to include binary files, such as images or compiled code, in the projects you place under
control. You cannot, however, compare or merge revisions of binary files. If you need to do more than store and
retrieve specific revisions of of these types of files, you might consider creating a manual system for keeping tracking
of the changes you make to binary files.

Repository Basics

Source control systems store copies of source files and difference files in some form of database repository. In some
systems, such as CVS or VSS, the repository is a logical structure that consists of a set of flat files and control files.
In other systems, the repositories are instances of a particular database management system (DBMS) such as
InterBase, Microsoft Access, MS SQL Server, IBM DB2, or Oracle.

Repositories are typically stored on a remote server, which allows multiple users to connect, check files in and out,
and perform other management tasks simultaneously. You need to make sure that you establish connectivity not
only with the server, but also with the database instance. Check with your network, system, and database
administrators to make sure your machine is equipped with the necessary drivers and connectivity software, in
addition to the client-side source control software.

Some source control systems allow you to create a local repository in which you can maintain a snapshot of your
projects. Over time the local image of your projects differs from the remote repository. You can establish a regular
policy for merging and committing changes from your local repository to the remote repository.

Generally, it is not safe to give each member of your team a separate repository on a shared project. If you are each
working on completely separate projects and you want to keep each project under source control locally, you can
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use individual local repositories. You can also create these multiple repositories on a remote server, which provides
centralized support, backup, and maintenance.

Working with Projects

Source control systems, like development environments, use the project concept to organize and track groups of
related files. No matter which source control system you use, you create a project that maintains your file definitions
and locations. You also create projects in Developer Studio 2006 to organize the various assemblies and source
code files for any given application. Developer Studio 2006 stores the project parameters in a project file. You can
store this file in your source control system project, in addition to the various code files you create. You might share
your project file among all the developers on your team, or you might each maintain a separate project file. Most
source control systems consider development environment project files to be binary, whether they are actually binary
files or not. As a consequence, when you check a project file into a source control system repository, the source
control system overwrites older versions of the file with the newer one without attempting to merge changes. The
same is true when you pull a project, or check out the project file; the newer version of the project file overwrites the
older version without merging.

Working with Files

The file is the lowest-level object that you can manage in a source control system. Any code you want to maintain
under source control must be contained in a file. Most source control systems store files in a logical tree structure.
Some systems, such as CVS, actually use terms like branch, to refer to a directory level. You can create files in a
Developer Studio 2006 project and include them in your source control system, or you can pull existing files from
the source control system. You can put an entire directory into the source control system, then you can check out
individual files, multiple files, or entire subdirectory trees. Developer Studio 2006 gives you control over your files at
two levels—at the project level within Developer Studio 2006 and in the source control system, through the Developer
Studio 2006 interface to the source control system.

Note: The History View provides revision information for your local source files. The History View can be used to
track changes you make to files as you work on them in the Designer or the Code Editor.
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Using the StarTeam Integration

Borland's StarTeam integration for Developer Studio 2006 provides direct access to StarTeam features and functions
from within the IDE. The StarTeam integration lets you use Developer Studio 2006 menus or embedded StarTeam
Client elements to manage access to projects and files stored in the server repository, to maintain an audit trail of
changes you make to the projects and files, and to resolve file revision conflicts.

The function and use of the StarTeam Client and the elements incorporated into Developer Studio 2006 are
documented in detail in the StarTeam User's Guide and the StarTeam Administrator's Guide. StarTeam is a powerful
tool, with comprehensive version control features and capabilities. We strongly recommend that you familiarize
yourself with the StarTeam documentation before using this integration. All StarTeam documentation is available
for download from the Borland web site at http://info.borland.com/techpubs/starteam/.

How Developer Studio 2006 Interacts with StarTeam

Local Files Server
A Delphi IDE

StarTeam
Client

Source Control
System

Source Control
Repository

StarTeam
Client

StarTeam consists of server and client components. On the server side, the StarTeam Server maintains a database
repository that captures a complete snapshot of the source files in your project and incremental changes (deltas or
differences) to those files. The StarTeam client is integrated seamlessly with Developer Studio 2006. You can place
projects into and pull projects out of your source control repository, and check in, check out, merge, and compare
files.

Note: The StarTeam integration for Developer Studio 2006 supports StarTeam 5.4, 6.0 and 2005 Servers.

StarTeam Client

The StarTeam integration for Developer Studio 2006 includes a StarTeam Client for the .NET Framework. You can
launch the full StarTeam Client, or view the client as embedded elements of the IDE. These embedded StarTeam
elements provide access to most of the commands and information available in the client's main window (also called
the Project View Window).

The StarTeam client provided with the Delphi integration can only be started from within Delphi. There are no
provisions for using StarTeam's command-line interface with the StarTeam integration for Delphi.
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With the exception of the aforementioned items, the features supported by your StarTeam installation are supported
by the Developer Studio 2006 integration. For example, if you have StarTeam Standard, which does not support
tasks, requirements, or alternate property editors (APEs), the StarTeam integration for Developer Studio 2006 will
not support tasks, requirements, or APEs. If you have StarTeam Enterprise, which supports tasks, your StarTeam
integration will support tasks. If you have StarTeam Enterprise Advantage, your StarTeam integration will support
tasks, requirements, and APEs. For more information about StarTeam, including a feature matrix, see the StarTeam
product page on the Borland web site at http://www.borland.com/starteam/index.html.

Standard Version Control Support
The StarTeam integration provides support for standard version control operations. Using the integrated StarTeam
Client, you can perform the following operations:
m Place and pull projects and project groups to and from a StarTeam repository
m Commit changes for the entire project
m Update the entire project with the latest revisions in the repository
m Check individual files in and out from the repository
m Add files to the StarTeam project
m Lock files for exclusive editing
m Compare two revisions of a file
m Revert files back to a prior revision

Developer Studio 2006 provides access to these operations through the StarTeam menu on the main menu bar, or
through StarTeam context menus in the Project Manager.

Advanced Features

The integrated StarTeam Client lets you access advanced StarTeam features without leaving the development
environment. Some of these include:

m Create and edit items other than files, such as change requests, requirements, tasks, and topics
m Apply labels to a file, an item, a group of files, or a group of items
m Establish process items and rules to help you link and track changes to your files

These features will help you assign and track responsibilities for tasks throughout your project. The client that can
be launched from within Developer Studio 2006 provides even more features and functions for managing your files
and projects, such as the ability to generate reports and charts, and administer user accounts and servers.

Developer Studio 2006 Features

Some features and behaviors of the StarTeam integration are specific to Developer Studio 2006. Beyond the
embedded client, the most obvious of these is the support for Developer Studio 2006 projects and project groups.
The StarTeam integration provides commands for placing, pulling, and updating Developer Studio 2006 projects
and project groups, as well as for committing changes to all files in a project. Additionally, the integration provides
quick access to StarTeam commands through context menus in the Project Manager.

The StarTeam integration works together with the Developer Studio 2006History Manager to display both local and
StarTeam version information for the active file. You can use the History Manager to compare the contents of your
current working file with revisions of the file in the StarTeam repository. You can also revert the contents of your
working file to any StarTeam revision.

The StarTeam integration supports file renaming and deleting. When you rename or delete a file in your project, the
StarTeam integration will automatically carry out the changes on the repository when you commit the project.
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Similarly, if a team member has renamed or deleted files, and committed the changes, the changes are carried out
in your local project when you update the project. This capability prevents loss of revision information when a file is
renamed or moved.

Note: If the file renaming or deletions made in your local project conflict with changes made by another team
member in the StarTeam Client, you must manually resolve the pending renaming or deletion of files. The
Pending Renames/Deletes dialog box (StarTeam Fk Pending Renames/Deletes) lets you commit any
pending local file renames or deletions to the repository or cancel the pending operations.

When the Structure View displays the folder hierarchy for your StarTeam project, the Structure View includes a
toolbar with the following features:

m A drop-down list of paths to the folders you've previously selected. Choose a path from the drop-down list to go
to that StarTeam folder in the current hierarchy. The most recently selected folder sorts to the top.
m A Refresh button. Click this button to update the information in the current tree.

m A button for selecting which node in the folder hierarchy to show as the root folder, the project or the view. This
button is available when the project and view are not at the same level.
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Managing Requirements with CaliberRM

CaliberRM is a requirements management system that enables teams to fully define, manage and communicate
changing requirements for software development projects. The integrated CaliberRM client provides direct access
to features and functions from within theDeveloper Studio 2006 IDE. After you log in to CaliberRM through Developer
Studio 2006, you can display and update data that is stored on the CaliberRM server. This data is accessible through
both the integrated CaliberRM client and the Windows CaliberRM client. The Windows CaliberRM client is
documented in detail in the CaliberRM User Guide. All CaliberRM documentation is available for download from the
Borland web site at http://info.borland.com/techpubs/caliber_rm/.

The integration of CaliberRM into Developer Studio 2006 provides additional features not available from the
standalone CaliberRM application.

m Direct logon to the CaliberRM server
m Linking between requirements and source code

Using the Integrated CaliberRM Client

CaliberRM consists of a client and a server component. An enhanced version of the client is available directly within
the Developer Studio 2006 IDE. If you are logged on to the CaliberRM server, you can display the project
requirements within the IDE. If you are not logged on, the logon screen displays.

Note: The CaliberRM integration for Developer Studio 2006 uses the CaliberRM 2005 Server, which is only
available for Windows 2000 and Windows NT. See the CaliberRM Installation Guide for a complete list of
system requirements and installation instructions for the server.

Logging On To the CaliberRM Server

You must log on to the CaliberRM server before you can display or update the requirements. You can log on to the
server directly from the Developer Studio 2006 IDE. Once you are logged on, the integrated CaliberRM client displays
in the bottom portion of the IDE.

Linking Between a Requirement and Source Code

You can select source code in your project and drag it into a requirement for your project. This creates a link that
appears in the Traceability tab for that requirement. When you click the link, the project opens to that source code
shippet.
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Designing User Interfaces

A graphical user interface (GUI) consists of one or more windows that let users interact with your application. At
designtime, those windows are called forms. Developer Studio 2006 provides a designer for creating Windows
Forms, Web Forms, VCL Forms, and HTML pages. The Designer and forms help you create professional-looking
user interfaces quickly and easily.

Using the Designer

When you create a Windows, Web, or Web Services application, the IDE automatically displays the appropriate type
of form on the Design tab in the IDE. As you drop components, such as labels and text boxes, from the Tool
Palette on to the form, Developer Studio 2006 generates the underlying code to support the application. You can
use the Object Inspector to modify the properties of components and the form. The results of those changes appear
automatically in the source code on the Code tab. Conversely, as you modify code with Code Editor, the changes
you make are immediately reflected on the Design tab.

The Tool Palette provides dozens of controls to simplify the creation of Windows Forms, Web Forms, and HTML
pages. When creating a Windows Form, for example, you can use the MainMenu component to create a customized
main menu in minutes. After placing the component on a Windows Form, you type the main menu entries and
commands in the boxes provided. The ContextMenu component provides similar functionality for creating context
menus. There are also several dialog box components for commonly performed functions, such as opening and
saving files, setting fonts, selecting colors, and printing. Using these components saves time and provides a
consistent look and feel for the dialogs in your application.

As you design your user interface, you can undo and repeat previous changes to a form by choosing Edit k
Undo and Edit ¥ Redo. When you are satisfied with the appearance of the form, you can lock the components and
form to prevent accidental changes by right-clicking the form and choosing Lock Controls.

Setting Designer Options

You can set options that effect the appearance and behavior of the Designer. For example, you can adjust the grid
settings, and the style of generated code and HTML. To set these options, choose Tools k Options and then use
the Windows Form Designer and HTML Option dialog boxes.

Setting Designer Guidelines with VCL Components

You can use VCL or VCL.NET (with Delphi or C++) to setup components that are "aware" of their relation to other
components on a form. For instance, when you drop a component on a form, it will leave a certain amount of space
from the border of the form, depending on how the 'padding' property is set.

You can set properties to specify the distance between controls, shortcuts, focus labels, tab order, and maximum
number of items (listboxes, menus).

The Code Developer can then use these components to create forms. when the Use Designer Guidelines option is
enabled. If the Snap to Grid option is enabled, and Use Designer Guidelines is also enabled, the designer guidelines
will take precedence.

See the Creating Designer Guidelines link at the end of this topic, to view the procedure for setting these guidelines.
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Together Features Overview

This section provides an overview of the features provided by Borland Together.

In This Section
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Modeling Overview
Describes what modeling with Together means in general.

Together Project Overview
Describes the Together projects.

Namespace and Package Overview
Describes Together namespaces and packages.

Together Diagram Overview
Describes the Together UML diagram.

Supported UML Specifications
Describes supported UML specifications.

Model Element Overview
Describes the model elements.

Annotation Overview
Describes the feature for annotating UML diagrams.

Shortcut Overview
Describes the shortcuts on UML diagrams.

Diagram Format Overview
Describes the UML diagram format.

Diagram Layout Overview
Describes the algorithms available to lay out UML diagrams.

Hyperlinking Overview
Describes the hyperlinking feature.

LiveSource Overview
Describes the LiveSource feature.

Transformation to Source Code Overview
Describes the transformation to source code feature.

OCL Support Overview
Describes support for Object Constraint Language.

Patterns Overview
Describes support for design patterns.

Refactoring Overview

Describes the concept of refactoring and introduces the refactoring operations included in Developer Studio
2006.

Quality Assurance Facilities Overview
Describes the Quality Assurance facilities.

Documentation Generation Facility Overview
Describes the documentation generation feature.

Import and Export Overview
Describes the import and export features.

Interoperability Overview
Describes the interoperability with other versions of Together.
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Modeling Overview

Effective modeling with Together simplifies the development stage of your project. Smooth integration to Developer
Studio 2006 provides developers with easy transition from models to source code.

The primary objective of modeling is to organize and visualize the structure and components of software intensive
systems. Models visually represent requirements, subsystems, logical and physical elements, and structural and
behavioral patterns.

While contemporary software practices stress the importance of developing models, Together extends the benefits
inherent to modeling by fully synchronizing diagrams and source code.
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Together Project Overview

Work in Together is done in the context of a project. A project is a logical structure that holds all resources required

for your work. Together works with the following project types: design and implementation, and multiple project
formats.

Itis up to you to define which directories, archives, and files should be included in your project. You can set up project
properties when the project is being created, and modify them further, using the Object Inspector.
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Namespace and Package Overview
A namespace is an element in a model that contains a set of named elements that can be identified by name.

A project consists of one or more namespaces (or packages). A namespace and a package are almost synonyms:
the term “namespace” is used for implementation projects, the term “package” is used for design projects.

A namespace (or a package) is like a box where you put diagrams and model elements. Contents of a namespace
(package) can be displayed on a special type of the Class diagram.

Each project contains the default namespace (or package) just after its creation.
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Together Diagram Overview

Diagrams can be thought of as graphs with vertices and edges that are arranged according to a certain algorithm.

Each diagram belongs to a certain diagram type (for example, UML 2.0 Class Diagram). A set of model elements
available for use on a diagram depends on the diagram type.

Diagrams exist within the context of a namespace (or a package). You have to create or open a project or project
group before creating a new diagram. When Together support is activated, the project-level package diagram is
created by default. You can create the various UML diagrams in the project.

In addition to the standard properties of diagrams and their elements, you can create user properties, represented
by the Name-Value pair.
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Supported UML Specifications

The Object Management Group’s Unified Modeling Language (UML) is a graphical language for visualizing,
specifying, constructing, and documenting the artifacts of distributed object systems.

Together supports UML to help you specify, visualize, and document models of your software systems, including
their structure and design.

Refer to UML documentation for the detailed information about UML semantics and notation. The UML (version):
Superstructure document defines the user level constructs required for UML. It is complemented by the UML
(version): Infrastructure document which defines the foundational language constructs required for UML. The two
complementary specifications constitute a complete specification for the UML modeling language.

UML 1.5 and UML 2.0

The set of available diagrams depends on your project type.
For design projects, both UML 1.5 and 2.0 are supported.
For implementation projects, UML 1.5 is only supported.

The version of UML is selected when a project is created. It cannot be changed later.

UML In Color

“UML In Color” is an optional profile to support the modeling in color methodology. Color modeling makes it possible
to analyze a problem domain and easily spot certain classes during analysis. Together supports the use of the four
main groups of the color-modeling stereotypes:

m Role

m Momentinterval, Mi-detail

m Party, Place, Thing

m Description

For each of these stereotypes you can choose a specific color to make your model more understandable at a glance.
Note that the other stereotypes do not have associated colors.

See also "Java Modeling in Color with UML: Enterprise Components and Process" by Coad, Lefebvre and De Luca.
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Model Element Overview

Model element is any component of your model that you can put on a diagram.

Model elements include nodes and links between them.

A set of available model elements depends on a current diagram type. Available model elements are displayed in
the Tool Palette.

A link can have a label. You can move a label to any point of the link line.

73



74



Annotation Overview

The Tool Palette for UML diagram elements displays note and note link buttons for all UML diagrams. Use these
elements to place annotation nodes and their links on the diagram.

Notes can be free floating or you can draw a note link to some other element to show that a note pertains specifically
to it.

You can attach a note link to another link.

The text of notes linked to class diagram elements does not appear in the source code.
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Shortcut Overview

A shortcut is a representation of an existing node element placed on the same or a different diagram.

Shortcuts facilitate reuse of elements, make it possible to display library classes on diagrams, and demonstrate
relationships between the diagrams within the model.

You can create a shortcut to an element of any other project in the current project group. You can create a shortcut
to an inner class or interface of another classifier. It is also possible to add a shortcut to an element from project
References, including binary (.d11, .exe) files.

The small special symbol appears over a node to indicate a shortcut. It appears only if this node belongs to a different
namespace or package.

Select a shortcut on your diagram and choose Navigate To Element on the context menu to navigate to the source
element in the Model View.
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Diagram Format Overview

Together stores diagrams in an XML-based format with the extension . txv (diagram) under the
ModelSupport $PROJECTNAMES ModelSupport folder of a project.

These files contain information about diagram elements such as layout, background color, stereotypes, and so on.

For example, the (name) . txvcls file corresponds to a class diagram. All products that provide modeling (Borland
Together for Visual Studio .NET, Borland Together ControlCenter, Borland Together Architect, Borland Together
Edition for Eclipse, and Borland Together for JBuilder) support the same diagram format, which makes the diagrams
compatible across the product line. You can copy and reuse diagrams created in the different products.

The diagram elements in fact belong to the parent default package (namespace) files (default.txaPackage).
These files contain all the information about the elements and their properties, while the diagram files contain
information about locations and dimensions of elements.

This version of Together uses the format with embedded model elements (created as filemates).
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Diagram Layout Overview

You can customize diagram notation in several ways.

Together enables you to manage simple or complex diagrams with automated layout features that optimize the
diagram layout for viewing or printing. Nodes and links on a diagram are arranged according to a certain algorithm.

It is also possible to adjust their arrangement manually.

There are several diagram layout algorithms available:

m Autoselect: several algorithms can be available for each diagram type. This option analyzes internal information
of each algorithm, and selects the one that best suits the current diagram type. If autoselect: Each of the layout
algorithms contains internal information about the types of diagrams it will work with and the numeric
characteristics for the final quality of the produced layout when applied to each applicable diagram type. Several
algorithms can be available for the same diagram type. The autoselect option uses such internal information
and picks the best algorithm for the current diagram type.

m Hierarchical: this type of algorithm is most suitable to analyze hierarchical structure (for example study
inheritance relationships). The Hierarchical algorithm originates from the Sugiyama algorithm. The algorithm
draws the UML diagram hierarchically according to the preferences that you select.

m Together: algorithm applicable to all types of diagrams. It includes the layout options used in version 6.1 of
Together ControlCenter and Together Edition for JBuilder.

m Tree: the algorithm draws a tree diagram in a tree layout. The algorithm draws the given graph in a tree layout
according to its maximum spanning tree.

m Orthogonal: simple structural algorithm is used when hierarchy is not important. The Orthogonal algorithm uses
heuristics to distribute diagram nodes among a lattice.

m Spring Embedder: Spring Embedder are force-directed layout algorithms that model the input graph as a
system of forces and try to find a minimum energy configuration of this system. All edges are drawn as straight
lines. This type of layout is especially suitable for projects with numerous diagram elements based on large
amount of source code. When you lay out a graph according to the Spring Embedder layout algorithm, the
program will simulate the graph as a physical model (masses and springs) and subject it to physical forces. The
unnecessarily-long edges will be the most tense, and will try to contract the most. When the nodes and edges
have been balanced, you will have a geometric representation of the graph.

Each algorithm has a set of specific options defined in the Together F (level) k Diagram F Layout category of
the Options dialog window.
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Hyperlinking Overview

You can create hyperlinks from diagrams or diagram elements to other system artifacts and browse directly to them.

Why use hyperlinking?
Use hyperlinks for the following purposes:

m Link diagrams that are generalities or overviews to specifics and details.

m Create browse sequences leading through different but related views in a specific order; create hierarchical
browse sequences.

m Link descendant classes to ancestors; browse hierarchies.
m Link diagrams or elements to standards or reference documents or generated documentation.
m Facilitate collaboration among team members.

Create a hyperlink from an existing diagram or one of its elements to any other diagram or diagram element in the
project, or create a new diagram that will be hyperlinked to the current diagram.

You can also create hyperlinks from your diagrams to external documents such as files or URLs. For most users,
such hyperlinking will probably take the form of documents on a LAN or document server or URLs on the company
intranet. However, you can also easily link to online information such as newsgroups or discussion forums. If it is
available online, you can link to it.

Hyperlink types
You can create hyperlinks to:

m An existing diagram or diagram element anywhere in the project group
m A new diagram (it will be created on-the-fly)

m A document or file on a local or remote storage device

m A URL on your company intranet or the Internet
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LiveSource Overview

LiveSource™ is the key feature of Together that keeps your model and source code in sync. That is why it applies
to implementation projects only.

When a Class diagram is created in an implementation project, it is immediately synchronized with the
implementation code. When you change a Class diagram, Together updates the corresponding source code.

Together allows you to synchronize different aspects of your project in several ways.

Use the Reload command to refresh the Together model from the source code.

About MDA
Together supports the OMG’s Model Driven Architecture (MDA) initiative.

MDA is an evolving conceptual architecture for a set of industry-wide technology specifications that will support a
model-driven approach to software development.

MDA is supported by UML, XMI, and other technologies.

Doc comment properties

Some properties that are defined for the model elements and members in the Object Inspector, are presented in
the source code as language-specific doc comments. In particular, these properties are: author, since, version,
stereotype, associates, and so on. When such comments are encountered in the source code, they are reverse
engineered to model properties.

Doc comments are presented as XML tags, preceeded by /// (for C# projects).

So doing, if the properties of an element are presented in the legacy format and one of these properties is changed
to the new format '<property> value</property>, all the other properties are also converted.
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Transformation to Source Code Overview

Together enables you to generate source code based on a language-neutral design project.

About transformation to source code

You can generate source code from the class diagrams of your design project and add this source code to a project
in one of the supported languages. The target implementation project must already exist in the same project group.

Alternatively, you can import source code from an external design project into your current implementation project.

Name mapping

You can force Together to generate different names for your model elements in the source code. For example, you
can have ClassItem in your source code for the Class1 elementin your model.

This feature is especially useful, if your model names are not English. You can use names in Japanese and other
languages on your diagrams, but keep names in Latin alphabet in your code.

If you enable this feature, the file codegen map.=xml is created in the model support folder of the source design
project. You can edit it with any XML or text editor. This file contains a mapping table, where each entry (model
element) has two names: one for the source design project (attribute name), and another one for the destination
implementation project (attribute alias). There are several sections in this file: Class, Attribute, Operation and
Package for UML 1.5 projects, and Class and Package for UML 2.0 projects. Attributes name must be unique for all
entries in a section.

You can optionally create an XML file with the same name and structure in a folder of any package.

Then, if you transform your project to source code and the name mapping feature is enabled, Together searches
forthe codegen map . xm1 file for each model element. If the file is absent for a current package, Together searches
in a parent package, and so on.

Note: If you add a new element to your model later and then transform the project to source code, Together adds
a new entry for this item to the corresponding codegen map . xml file. The existing entries are not changed.
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OCL Support Overview

About OCL

The Object Constraint Language (OCL) is a textual language, especially designed for use in the context of
diagrammatic languages such as the UML. OCL was added to UML, as it turned out a visual diagram-based language
is limited in its expressiveness.

OCL 2.0is the newest version of the OMG’s constraint language to accompany their suit of Object Oriented modelling
languages.

The use of OCL as an accompanying constraint and query language for modelling with these languages is essential.

Note: Portions of this product include the Object Constraint Language Library, courtesy of Kent University, United
Kingdom. See http://www.cs.kent.ac.uk/projects/ocl/

OCL constraint and expression

OCL constraint

The Tool Palette on some types of diagrams (for example, UML 2.0 Class Diagram) contains buttons that enable
you to create OCL constraints as design elements on diagrams, and link these constraints with the desired context.

You can show or hide constraint elements for the better presentation of your diagrams.

OCL support for constraints provides error highlighting. The text of the constraint is validated when the constraint is
linked to its context. The valid constraints are displayed in the regular font; invalid constraints, or OCL expressions
with syntax errors, are displayed in a red font.

Constrained elements are marked with the decorators. The decorators are small icons attached to the context
elements of constraints. If a constraint is valid the decorator is green; otherwise the decorator is red. If the constraints
are concealed, you can still monitor the validity of constraints by means of the decorators.

Any OCL constraint contains an OCL expression.

OCL expression

For OCL expressions without object constraints (expressions as properties of other nodes), no validation is
performed since no valid OCL context can be set for these elements.

Supported diagram types
OCL is supported for the following diagram types:
Diagram types with OCL support

Diagram type Version of UML How support is provided
Class (class, namespace, package) UML 1.5, 2.0 Creating object constraints is supported.
Interaction (Sequence and Communication) UML 2.0 State invariant constraints for lifelines and constraints for the

operands of the combined fragments as OCL expressions.

State Machine UML 2.0 Guard conditions of transitions as OCL expressions.
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Use Case UML 2.0 Pre- and post-condition constraints for the behavior associated
with the use cases as OCL expressions. For example, an
interaction chosen as a behavior.
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Patterns Overview

Patterns provide software developers with powerful reuse facilities. Rather than trying to tackle each design problem
from the very outset, you can use the predefined patterns supplied with Together. The hierarchy of patterns is defined
in the Pattern Registry. You can manage and logically arrange your patterns using the Pattern Organizer.

Patterns are intended to:

m Create frequently used elements
m Modify existing elements
m Implement useful source code constructions or project groups in your model

Pattern Registry

The Pattern Registry defines the virtual hierarchy of patterns. You can create virtual folders and group the patterns
logically to meet your specific requirements. All operations with the contents of the Pattern Registry are performed
in the Pattern Organizer and synchronized with the Pattern Registry.

Pattern Organizer

The Pattern Organizer enables you to logically organize patterns (using virtual trees, folders and shortcuts), and
view and edit the pattern properties. You will be working with shortcuts, not with the actual patterns. Because of this,
shortcuts to the same pattern may be included in several folders.

Code templates

Together supports code templates as a way to provide backward compatibility with the legacy Together
ControlCenter projects. You can copy the folders with your legacy source code templates to the Patterns subfolder
of your Together installation directory, and use these templates to create elements in implementation projects.

Code templates are text files with the language-specific extensions that use macros to be substituted with real values
when the templates are applied. Therefore, code templates can be regarded as forms ready for "filling in" for a
specific instance. A code template consists of a template file containing source code, and a properties file that
contains macro descriptions and their default values.

Code templates are stored inthe Patterns\templates directory of your Together installation using the following
structure:

/<language>/<category>/<template name>

where <category> is CLASS, LINK or MEMBER. Each <template_name> folder contains the following files:

m %Name%.<ext>
m <template_name>,properties (optional)

Design patterns

A design pattern is an XML file that contains a sequence of statements or actions, required to create entities and
links and set their properties. Each statement creates either one model element or one link between the model
elements.

In addition to creating new elements, you can use design patterns to add members to a container element. The
pattern that you are applying to the specified container element should have its Use Existent property set as True.
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You can then apply the pattern to the container element you want to modify. For example, if you want to add several
methods stored in a class as pattern to an existing class, then you have to apply that pattern to the diagram where
that class exists.

The design patterns are stored as XML files in the Patterns directory of your Together installation.

Patterns as First Class Citizens

A First Class Citizen (FCC) pattern is a specific type of design pattern that contains information about the pattern
name and the role of each participant. When applied to a diagram, FCC patterns create their own entities and display
on the diagram with links to the created entities. Such patterns enable further modification by means of adding new
participants.

Patterns as First Class Citizens are represented by GoF patterns.

A pattern is displayed on a diagram as an oval with the pattern name and an expandable list of participants. Each
participant is connected with the pattern oval by a link, labeled with the participant's role.

FCC patterns generate source code, but the oval FCC pattern elements do not. The entities created by patterns are
stored in the diagram files.

Stub implementation pattern

When you create an inheritance link between a class and another abstract class or interface, the methods and
members are not automatically added to the child class. This problem is solved using the Stub implementation
pattern. You can also create an implementation link and stub implementation in one step by using the Implementation
link and stub pattern.

If the destination of a link is an interface, the pattern makes the class-source implement that interface, and creates
in a class the stubs for all of the methods found in the interface and all of its parent interfaces.

If the destination link is an abstract class, this pattern makes the class-source extend the class-destination, and
makes stubs for all of the constructors found in the class-destination. These constructor stubs call the corresponding
constructors in the class-destination.

You can find the Implementation link and stub pattern in the Pattern Wizard by clicking the Link by Pattern or Node
by Pattern buttons in the Tool Palette, or by using the Create by Pattern context menu for a class.

The Implementation link and stub pattern creates the following members of interfaces and abstract classes:

m Methods
Functions
Subroutines

|

|

m Properties
m Indexers
|

Events
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Refactoring Overview

Together provides extensive support for refactoring your implementation projects.

Refactoring means rewriting existing source code with the intent of improving its design rather than changing its
external behavior. The focus of refactoring is on the structure of the source code, changing the design to make the
code easier to understand, maintain, and modify.

The refactoring features provided by Together affect both source code and model. As a result, your project is
consisting after refactoring, even if it includes UML diagrams.

The primary resource book on refactoring is Refactoring - Improving the Design of Existing Code by Martin Fowler
(Addison - Wesley, 1999).
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Quality Assurance Facilities Overview

Together provides audits and metrics as Quality Assurance features to unobtrusively help you enforce company
standards and conventions, capture real metrics, and improve what you do. Although audits and metrics are similar
in that they both analyze your code, they serve different purposes.

Audits and metrics are run as separate processes. Because the results of these two processes are different in nature,
Together provides different features for interpreting and organizing the results. Note that some of the features and
procedures described in this section apply to both audits and metrics while some are specific to one or the other.

Audits

When you run audits, you select specific rules to which your source code should conform. The results display only
the violations of those rules so that you can examine each problem and decide whether to correct the source code.
Together provides a wide variety of audits to choose from, ranging from design issues to naming conventions, along
with descriptions of what each audit looks for and how to fix violations. You can create, save, and reuse sets of audits
to run. Together ships with a predefined saved audit set (current.adt) and you can create your own custom sets
of audits to use.

Warning: This feature is available for implementation projects only.

Metrics

Metrics evaluate object model complexity and quantify your code. It is up to you to examine the results and decide
whether they are acceptable. Metrics results can highlight parts of code that need to be redesigned, or they can be
used for creating reports and for comparing the overall impact of changes in a project.

Together supports a wide range of metrics. See the descriptions of available metrics in the Metrics dialog window.
You can define, save, and reuse sets of metrics.

Along with the full set of metrics, Together provides tips for using metrics and interpreting results.

Warning: This feature is available for implementation projects only.

Bar chart

Metrics results can also be viewed graphically. Two graphic views allow you to summarize metrics results: bar charts
and Kiviat charts. Both charts are invoked from the context menu of the table. Use the Kiviat chart for rows and the
bar chart for columns.

The bar chart displays the results of a selected metric for all packages, classes, and/or operations.
The bar color reflects conformance to the limiting values of the metric in reference:

m Green represents values that fall within the permissible range.

m Red represents values that exceed the upper limit.

m Blue represents values that are lower than the minimal permissible value.
m A thin vertical red line represents the upper limit and a thin vertical blue line represents the lower limit.

Kiviat chart

Use the Kiviat chart for rows and the bar chart for columns.
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The Kiviat chart demonstrates the analysis results of the currently selected class or package for all the metrics that
have predefined limiting values. The metrics results are arranged along the axes that originate from the center of
the graph.

Each axis has a logarithmic scale with the logarithmic base being the axis metric upper limit so that all upper limit
values are equidistant from the center. In this way, limits and values are displayed using the following notation:
m Upper limits are represented by a red circle. Any points outside the red circle violate the upper limit.

m Lower limits are represented by blue shading, showing that any points inside the blue area violate the lower
limit. Note that blue shading does not show up in areas of the graph with lower limits of 1 or 0.

As the mouse cursor hovers over the chart, the Visual Studio status bar displays information about the metrics or
metrics values that correspond to the tick marks.
m The actual metrics show up in the form of a star with metric values drawn as points.
Green points represent acceptable values.
Blue points represent values below the lower limit.

|

|

m Red points represent values exceeding the upper limit.

m Scale marks are displayed as clockwise directional ticks perpendicular to the Kiviat ray.
|

Lower limit labels are displayed as counterclockwise directional blue ticks perpendicular to the Kiviat ray.

Sets of audits and metrics

Both Audits and Metrics dialog boxes display the set of all available audits and metrics. When you open a project,
a default subset is active. Active audits and metrics are indicated by checkmarks. If you open the desired dialog and
click Start, all of the active audits/metrics are processed.

You will not want to run every audit or metric in the default active set every time, but rather some specific subset.
Together enables you to create saved sets of active audits and metrics that can be loaded and processed as you
choose. To do that, use the Load Set and Save Set buttons on the toolbar of the Audits and Metrics dialog windows.
You can always restore the default active set using the Set Defaults button in the Audits dialog. Refer to the Audits
dialog for description of controls.

Use the default active audits set or any saved set as the basis for creating a new saved set. By default, audit sets
are saved in the QA folder under the Together installation.
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Documentation Generation Facility Overview

This feature automatically generates documentation for your project. Use this feature to illustrate you programme
with the documentation in the HTML format. You can update this automatically generated documentation when your
project changes, or edit this documentation manually afterwards.

Documentation files

All the documentation that Together generates is written to a single directory that you specify in the output folder
of the Generate HTML dialog box. By default, the generated documentation opens in your external web browser.
The browser opens with a frameset to display the generated documentation. If you choose not to open the
documentation immediately, you can open it later using the index . html file found on the root of the documentation
directory specified in the Generate HTML dialog box.

HTML documentation frames

The HTML documentation contains three frames:

m Diagram frame, when Include diagrams option is turned on

m Project and Overview frame, when Include navigation tree option is turned on

m PackageList and PackageOverview frame, when Include navigation tree option is turned off
m Documentation frame

You can click the Project tab in the lower left frame and expand the nodes in the project tree view. Notice that clicking
a class name in the Project tab opens the documentation in the lower right pane (the Documentation frame). When
you select a diagram in the Project tab, it opens in the Diagram frame. Elements in the Diagram frame are
hyperlinked to the Documentation frame. If you select an element in the Diagram frame, its contents are displayed
in the Documentation frame.

The Documentation frame displays the documentation of your source code and diagrams, and includes everything
you would expect when generating HTML documentation. The top of the Documentation frame contains a
navigation bar for browsing your project documentation.

The Project tab contains a tree representation of the project. Expand the nodes to reveal individual diagrams and
elements. Clicking a class or interface opens the related documentation in the Documentation frame.
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Import and Export Overview

You can share model information with other systems by importing and exporting model information, or by sharing

project files:

Import and export features
Feature

Exporting diagrams to images

Importing IBM Rational Rose (MDL) models

Importing from XMl
Exporting to XMI

Importing from other versions of Together

Description

You can save diagrams in several formats, including:
Bitmap image (BMP)

Enhanced windows metafile (EMF)

Graphics interchange (GIF)

JPEG file interchange (JPG)

W3C portable network graphics (PNG)

Tag image file (TIFF)

Windows metafile (WMF)

Itis possible to convert models designed in IBM Rational Rose 2003 to the
format of Together. The following file formats are supported: .md1,
ptl, .cat,and .sub.

For import, you create a new design UML 1.5 project based on the IBM
Rational Rose project.

XMI (XML Metadata Interchange) enables the exchange of metadata
information. Using XMI, you can exchange models across languages and
applications. For example, if you have a modeling project created with a
tool other than Together, you can import it to Together as an XMl file for
extension or as the basis of a new project. Likewise, you can export
Together projects for use in other applications. The result in each case is
a single, portable .xml file.

Together supports UML 1.3 Unisys XMI interchange for 8 types of UML
diagrams.

This feature is available for design projects that comply with the UML 1.5
specification.

See Interoperability Overview

Export a Quality Assurance metric chart to image Create a chart and then export it to image.
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Interoperability Overview

This version of Together supports compatibility with other versions. This compatibility is based on the common
diagram format, which enables you to reuse models created in the different editions of Together:

Borland Together ControlCenter (TCC)

Borland Together Architect (TAR)

Borland Together for Microsoft Visual Studio .NET (TVS)

Borland Together for Eclipse (TEC)

Borland Together for JBuilder (TJB)

Borland Together Designer 2005 and Borland Together Developer 2005, for PrimeTime (TPT)
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Compiling, Building, and Running Applications

As you develop your application, you can compile, build, and run the application in the IDE. While all three operations
can produce either an executable (.exe) or an assembly (.dll), they differ slightly in behavior:

m Compiling a project compiles the files in the current project that have changed since the last build and any files
that depend on them. It does not execute the application.

m Building a project compiles all of the source code in the current project, regardless of whether any source code
has changed. Building is useful when you are unsure which files have changed, or if you have changed project
or compiler options.

m Running a project compiles any changed source code and, if the compile is successful, executes your
application, allowing you to use and test it in the IDE.

Use the commands on the Project and Run menus to compile, build, and run your project.

Compiler Options

You can set many of the compiler options for a project by choosing Project ¥ Options and selecting the
Compiler page. Most of the options on the Compiler page correspond to a compiler option and are described in
the online Help for that page.

For Visual Basic and C# projects, you can save compiler options as an option set. This lets you quickly change
options based on your development activity. For example, you can set compiler options specific to debugging your
project, and then change the option set when you are done debugging it.

If you need to specify additional compiler options, you can invoke the compiler from the command line. For a complete
list of the Delphi compiler options and information about running the Delphi compiler from the command line, see
Delphi Language Guide in the Content pane. For a complete list of the C# compiler options and information about
running the C# compiler from the command line, see the .NET Framework SDK online Help.

As you compile your project, you can display the current compiler options in the Messages window. Choose Tools
F Options F Environment Options and select the Show command line option. The next time you compile a
project, the command used to compile the project and the response file will displayed in the Messages window. The
response file lists the compiler options and the files to be compiled.

Compiler Status and Information

You can display compiler information in the IDE during and after compilation. You can request that a status dialog
be displayed each time you compile a project by choosing Tools F Option F Environment Options and checking
the Show Compiler Progress check box.

After you compile a project, you can display information about it by choosing Project F Information. The resulting
Information dialog box displays the number of lines of source code compiled, the byte size of your code and data,
the stack and file sizes, and the compile status of the project.

Compiler Errors

As you compile a project, compiler messages are displayed in the Messages window. For an explanation of a
message, select the message and press F1.
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Refactoring Applications

Refactoring is a technique you can use to restructure and modify your code in such a way that the intended behavior
of your code stays the same. Developer Studio 2006 provides a number of refactoring features that allow you to
streamline, simplify, and improve both performance and readability of your application code.

In This Section
Refactoring Overview
Describes the concept of refactoring and introduces the refactoring operations included in Developer Studio
2006.

Symbol Rename Overview (Delphi, C#, C++)
Describes the rename feature.

Refactoring Code
Describes how to use the refactoring features in Developer Studio 2006.

Previewing and Applying Refactoring Operations
Describes how to preview and apply refactoring operations.

Sync Edit Mode (Delphi, C#, C++)
Describes Sync Edit Mode.

Extract Method Overview (Delphi)
Describes the Extract Method refactoring.

Find References Overview (Delphi, C#, C++)
Describes the Find References refactoring feature.

Declare Variable and Declare Field Overview (Delphi)
Describes the concepts of declaring variables and fields through refactoring.

Extract Resource String (Delphi)
Describes the refactoring feature Extract Resource String.

Finding References
Describes how to use the Find References features.

Undoing a Refactoring (Delphi, C#)
Describes the Undo refactoring operation.

Finding Units and Using Namespaces (Delphi, C#)
Describes the refactoring feature that allows you to locate namespaces or units.
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Refactoring Overview

Refactoring is a technique you can use to restructure and modify your existing code in such a way that the intended
behavior of your code stays the same. Refactoring allows you to streamline, simplify, and improve both performance
and readability of your application code.

Each refactoring operation acts upon one specific type of identifier. By performing a number of successive
refactorings, you build up a large transformation of the code structure, and yet, because each refactoring is limited
to a single type of object or operation, the margin of error is small. You can always back out of a particular refactoring,
if you find that it gives you an unexpected result. Each refactoring operation has its own set of constraints. For
example, you cannot rename symbols that are imported by the compiler. These are described in each of the specific
refactoring topics.

Developer Studio 2006 includes a refactoring engine that evaluates and executes the refactoring operation. The
engine also displays a preview of what changes will occur in a refactoring pane that appears at the bottom of the
Code Editor. The potential refactoring operations are displayed as tree nodes, which can be expanded to show
additional items that might be affected by the refactoring, if they exist. Warnings and errors also appear in this pane.
You can access the refactoring tools from the Main menu and from context-sensitive drop down menus.

Developer Studio 2006 provides the following refactoring operations:

m Symbol Rename (Delphi, C#, C++)
Extract Method (Delphi)

Declare Variable and Field (Delphi)
Sync Edit Mode (Delphi, C#)

Find References (Delphi, C#, C++)
Extract Resourcestring (Delphi)
Find Unit (Delphi)

Use Namespace (C#)

Undo (Delphi, C#)

Change Parameters (Delphi)
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Symbol Rename Overview (Delphi, C#, C++)

Renames identifiers and all references to the target identifier. You can rename an identifier if the original declaration
identifier is in your project or in a project your project depends on, in the Project Group. You can also rename an
identifier if it is an error identifier, for instance, an undeclared identifier or type.

The refactoring engine enforces a few renaming rules:

m You cannot rename an identifier to a keyword.
m You cannot rename an identifier to the same identifier name unless its case differs.

m You cannot rename an identifier from within a dependent project when the project where the original declaration
identifier resides is not open.

m You cannot rename symbols imported by the compiler.
m You cannot rename an overridden method when the base method is declared in a class that is not in your project.

m If an error results from a refactoring, the engine cannot apply the change. For example, you cannot rename an
identifier to a name that already exists in the same declaration scope. If you still want to rename your identifier,
you need to rename the identifier that already has the target name first, then refresh the refactoring. You can
also redo the refactoring and select a new name. The refactoring engine traverses parent scopes, searching
for an identifier with the same name. If the engine finds an identifier with the same name, it issues a warning.

Rename Method

Renaming a method, type, and other objects is functionally the same as renaming an identifier. If you select a
procedure name in the Code Editor, you can rename it. If the procedure is overloaded, the refactoring engine
renames only the overloaded procedure and only calls to the overloaded procedure. An example of this rule follows:

procedure Foo; overload;

procedure Foo (A:Integer); overload;
Foo () ;

Foo;

Foo (5) ;

If you rename the first procedure Foo in the preceding code block, the engine renames the first, third, and fourth items.

If you rename an overridden identifier, the engine renames all of the base declarations and descendent declarations,
which means the original virtual identifier and all overridden symbols that exist. An example of this rule follows:

TFoo = class
procedure Foo; virtual;
end;
TFoo2 = class (TFoo)
procedure Foo; override;
end;
TFoo3 = class (TFoo)
procedure Foo; override;
end;

TFoo4 = class (TFoo3)
procedure Foo; override;
end;

Performing a rename operation on Foo renames all instances of Foo shown in the preceding code sample.
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Extract Method Overview (Delphi)

Use the Extract Method refactoring operation to change a code fragment into a method whose name describes the
purpose of the method. The Extract Method feature analyzes any highlighted code. If that code is not extractable to
a method, the refactoring engine warns you. If the method can be refactored, the refactoring engine creates a new
method outside of the current method. The refactoring engine then determines any parameters, generates local
variables, determines the return type, and prompts the user for a new name. The refactoring engine inserts a method
call to the new method in the location of the old method.

There are certain limitations to the extract method refactoring. They include:

m Cannot extract expressions, only statements.

m Cannot extract statements that include a call to inherited in Delphi.

m Cannot extract statements that are contained within a with statement.
m Cannot extract statements that call a local procedure or function.

If you select an expression and choose the Extract Method command, your selection will be expanded to include

the entire statement. If the expression in your statement is used as a result, the extracted code returns a function
result in place of the expression.
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Extract Resource String (Delphi)

Extracting resource strings helps centralize string definitions which can then be more easily translated, if necessary.
You can extract string values to resource strings that are defined in the resourcestring section of your code file. If
there is no resourcestring section in your code, the refactoring engine creates one following either the

implementation keyword or the uses list.
You cannot create a resource string from the following elements:

'abcdefg'; cannot be extracted to a resource string.
string="'test'") ; the string

m Constants. For example, const A =

m Constants in Parameters. For example, in MyProc (A, B:Integer; C:
cannot be extracted to a resource string.

m Resource Strings. For example, resourcestring A = 'test'; is already a resource string.
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Declare Variable and Declare Field Overview (Delphi)
You can use the Refactoring feature to create variables and fields. This feature allows you to create and declare
variables and fields while coding without planning ahead. This topic includes information about:

m Declare Variable

m Initial Type Suggestion

m Declare Field

Declare Variable

You can create a variable when you have an undeclared identifier that exists within a procedure block scope. This
feature gives you the capability to select an undeclared identifier and create a new variable declaration with a simple
menu selection or keyboard shortcut. When you invoke the Declare Variable dialog, the dialog contains a suggested
name for the variable, based on the selection itself. If you choose to name the variable something else, the operation
succeeds in creating the variable, however, the undeclared identifier symbol (Error Insight underlining) remains.

Variable names must conform to the language rules for an identifier. In Delphi, the variable name:

m Cannot be a keyword.
m Cannot contain a space.
m Cannot be the same as a reserved word, such as if or begin.

m Must begin with a Unicode alphabetic character or an underscore, but can contain Unicode alphanumeric
characters or underscores in the body of the variable name.

m In the Delphi language, the type name can also be the keyword string.

Note: The .NET SDK recommends against using leading underscores in identifiers, as this pattern is reserved for
system use.

Note: On the dialog that appears when you choose to declare a variable, you can set or decline to set an initial
value for the variable.

Initial Type Suggestion

The refactoring engine attempts to suggest a type for the variable that it is to create. The engine evaluates binary
operations of the selected statement and uses the type of the sum of the child operands as the type for the new
variable. For example, consider the following statement:

myVar := x + 1;

The refactoring engine automatically assumes the new variable myVar should be set to type Integer, provided x is
an Integer.

Often, the refactoring engine can infer the type by evaluating a statement. For instance, the statement 1f foo
Then. . . implies that foo is a Boolean. Inthe example If (foo = 5) Then. .. the expressionresultis a Boolean.
Nonetheless, the expression is a comparison of an ordinal (5) and an unknown type (foo). The binary operation
indicates that foo must be an ordinal.

Declare Field

You can declare a field when you have an undeclared identifier that exists within a class scope. Like the Declare
Variable feature, you can refactor a field you create in code and the refactoring engine will create the field declaration
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for you in the correct location. To perform this operation successfully, the field must exist within the scope of its
parent class. This can be accomplished either by coding the field within the class itself, or by prefixing the field name
with the object name, which provides the context for the field.

The rules for declaring a field are the same as those for declaring a variable:

m Cannot be a keyword.
m Cannot contain a space.
m Cannot be the same as a reserved word, such as if or begin.

m Must begin with a Unicode alphabetic character or an underscore, but can contain Unicode alphanumeric
characters or underscores in the body of the field name.

m In the Delphi language, the type name can also be the keyword string.

Note: Leading underscores on identifiers are reserved in .NET for system use.

You can select a visibility for the field. When you select a visibility that is not private or strict private, the refactoring
engine performs the following operations:

m Searches to find all child classes.

m Searches each child class to find the field name.

m Displays a red error item if the field name conflicts with a field in a descendant class.

m You cannot apply the refactoring if it conflicts with an existing item name.

Sample Refactorings
The following examples show what will happen when declaring variables and fields using the refactoring feature.

Consider the following code:

TFoo = class
private

procedure Fool;
end;

implementation

procedure TFoo.Fool;
begin

FTestString := 'test'; // refactor TestString, assign field
end;

Assume you apply a Declare Field refactoring. This would be the result:

TFoo = class

private
FTestString: string;
procedure Fool;

end;

If you apply a Declare Variable refactoring instead, the result is:
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procedure TFoo.Fool;

var // added by refactor
TestString: string; // added by refactor

begin
TestString := 'test'; // added by refactor
TestString := 'whatever';

end;
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Find References Overview (Delphi, C#, C++)

Sometimes, you may not want to change code, but want to find references to a particular identifier. The refactoring
engine provides Find References, Find Local References, and Find Declaration Symbol commands.

Both Find References and Find Local References commands provide you with a hierarchical list in a separate
Find References window, showing you all occurrences of a selected reference. If you choose the Find
References command, you are presented with a treeview of all references to your selection in the entire project. If
you want to see local references only, meaning those in the active code file, you can select the Find Local
References command from the Search menu. If you want to find the original declaration within the active Delphi
code file, you can use the Find Declaration Symbol command. The Find Declaration Symbol command is only
valid in Delphi and does not apply to C#.

Sample Refactoring

The following sample illustrates how the Find References refactoring will proceed:

1 TFoo = class

2 loc a: Integer; // Find references on loc_a finds only
3 procedure Fool; // this line (Line 2) and the usage

4 end; // in TFoo.Fool (Line 15)

5 var

6 loc a: string; // Find references on loc_a here

// finds only this line (Line 6) and
// the usage in procedure Foo (Linell)
7 implementation

8 {SR *.nfm}

9 procedure Foo;

10 begin

11 loc a := 'test';
12 end;

13 procedure TFoo.Fool;
14 begin //

15 loc a:=1;

16 end;
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Change Parameters Overview (Delphi)

Adding or removing a parameter from a function is a commonly performed and tedious programming task. Developer
Studio 2006 provides the Change Parameters refactoring to automate this task. You can use Change
Parameters to add, remove, and rearrange function parameters.

To use this refactoring, select a function name in the Code Editor and choose Refactor ¥ Change Params.

When you use the Change Parameters refactoring, the following function signature conflicts can occur:
m A descendant class contains an override for the function you are refactoring. When you refactor the function,
any functions that override the refactored function will also be refactored.

m A descendent class contains an overloaded version of the function that has the same signature as the refactored
version. When you refactor the function, the overload is changed to an override.

m A descendent class has an overridden method that matches the original signature. When you refactor the
function, the override is changed to an overload.

Note: If youremove a parameter, you need to manually remove any method code that uses the removed parameter.
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Sync Edit Mode (Delphi, C#, C++)

Sync Edit mode allows you to change all occurrences of an identifier when you change one instance of that identifier.
When you enter Sync Edit mode, you can tab to each highlighted identifier in your current Code Editor window. If
you change an identifier that appears elsewhere in the file, all occurrences transform to whatever you type, character

by character.
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Undoing a Refactoring (Delphi, C#)

The refactoring engine takes advantage of a versioning mechanism, known as local striping, to allow you to undo
renames in source code files. The IDE records the current timestamp of each file included in the current refactoring
changeset. The timestamp corresponds to a specific local revision of the file. When you select the undo command,
the IDE copies the local backup file that matches that timestamp back over the refactored file.

The important point to understand is that any changes that you make to the files after the refactoring will also be
rolled back when you perform an Undo. Before the Undo is applied, you will get a warning message confirming that
you want to apply the Undo. Applying the Undo reverts changes back to before the refactoring was originally applied
in all modified files. You will lose any changes made in those files since the refactoring was originally applied.

Undo performs local striping only for Rename because Rename is the only refactoring operation that affects multiple
files.

If you want to undo Extract Method, Declare Field, or Declare Variable refactorings, use Ctrl-z (regular Undo) in the
Code Editor, or the Undo button in the Refactoring window, which accomplishes the same thing.
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Testing Applications

Unit testing is an integral part of building reliable applications. The following topics discuss unit testing features
included in Developer Studio 2006.

In This Section
Unit Testing Overview
Describes the integration of DUnit and NUnit in Developer Studio 2006.

Building Tests
Describes how to build tests with Unit Test Wizards.
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Unit Testing Overview

Developer Studio 2006 integrates two open-source testing frameworks, DUnit and NUnit, that allow you to build and
run automated test cases for your Delphi and C# applications. These frameworks simplify the process of building
tests for classes and methods in your application. Using unit testing in combination with refactoring can improve
your application stability. Testing a standard set of tests every time a small change is made throughout the code
makes it more likely that you will catch any problems early in the development cycle.

The testing frameworks are both based on the JUnit test framework and share much of the same functionality.
This topic includes the following information:

m What Gets Installed.

m Test Projects.

m Test Cases.
m Test Fixtures.

What Gets Installed

Both products are installed during the complete Developer Studio 2006 installation. DUnit is installed by default,
however, you can choose not to install NUnit or you can choose to install NUnit to a non-default location.

DUnit

DUnit gets installed automatically by the Developer Studio 2006 installer. You can find many DUnit resources in the
\source\DUnit directory, under your primary installation directory. These resources include documentation and test
examples.

When using DUnit, at a minimum you usually include at least one test case and one or more test fixtures. Test cases
typically include one or more assertion statements to verify the functionality of the class being tested.

DUnit is licensed under the Mozilla Public License 1.0 (MPL).

NUnit

During the install process, you will be prompted to install NUnit. You can change the default location of the installation,
or you can accept the default, which installs NUnit into C:\Program Files\NUnit V2.x, where x is a point release
number.. The installation directory includes a number of resources including documentation and example tests.

NUnit is the name of the .NET testing framework and can be used with both Delphi for .NET and C# projects. There
are some subtle but important differences between the way NUnit and DUnit work. For example, NUnit does not link
in .dcu files, as DUnit does.

When using NUnit, at a minimum, you usually include at least one test case and one or more test fixtures. Test cases
typically include one or more assertion statements to verify the functionality of the class being tested.

Test Projects

A test project encapsulates one or more test cases and is represented by a node in the IDE Project Manager. You
can create a test project before creating test cases. Once you have a test project that is associated with a code
project, you can add test cases to the test project. Developer Studio 2006 provides a Test Project Wizard to help
you build a test project.
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Test Cases

Every class that you want to test must have a corresponding test class. You define a test case as a class in order
to instantiate test objects, which makes the tests easier to work with. You implement each test as a method that
corresponds to one of the methods in your application. More than one test can be included in a test case. The ability
to group and combine tests into test cases and test cases into test projects is what sets a test case apart from simple
forms of testing, such as using print statements or evaluating debugger expressions. Each test case and test project
is reusable and rerunnable, and can be automated through the use of shell scripts or console commands.

Generally, you should create your tests in a separate project from the source file project. That way, you do not have
to go through the process of removing your tests from your production application. Developer Studio 2006 provides
a Test Case Wizard to help you build test cases. You can add test cases directly into the same project as your
source file, however, doing so increases the size of your project. You can also conditionally compile your test cases
out of production code by using IFDEF statements around the test case code.

Test Fixtures

The term test fixture refers to the combination of multiple test cases, which test logically related functionality. You
define test fixtures in your test case. Typically, you will instantiate your objects, initialize variables, set up database
connection, and perform maintenance tasks in the SetUp and TearDown sections. As long as your tests all act upon
the same objects, you can include a number of tests in any given test fixture.
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DUnit Overview

DUnit is an open-source unit test framework based on the JUnit test framework. The DUnit framework allows you
to build and execute tests against Delphi Win32 applications. The Developer Studio 2006 integration of DUnit allows
you to test both Delphi Win32 and Delphi .NET applications.

Each testing framework provides its own set of methods for testing conditions. The methods represent common
assertions. You can also create your own custom assertions. You will be able to use the provided methods to test
a large number of conditions.

This topic includes information about:

m Building DUnit Tests.
m DUnit Functions.
m DUnit Test Runners.

Building DUnit Tests

Every DUnit test implements a class of type TTestCase. The following sample Delphi Win32 program defines two
functions that perform simple addition and subtraction:

unit CalcUnit;
interface
type
{ TCalc }
TCalc = class
public
function Add(x, y: Integer): Integer;
function Sub(x, y: Integer): Integer;
end;
implementation
{ TCalc }
function TCalc.Add(x, y: Integer): Integer;
begin
Result := x + y;
end;
function TCalc.Sub (X, Y: Integer): Integer;
begin
Result := x + y;

end;

end.

The following example shows the test case skeleton file that you need to modify to test the two functions, Add and
Sub, in the preceding code.

unit TestCalcUnit;
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interface

uses
TestFramework, CalcUnit;
type
// Test methods for class TCalc
TestTCalc = class (TTestCase)
strict private
aTCalc: TCalc;
public
procedure SetUp; override;
procedure TearDown; override;
published
procedure TestAdd;
procedure TestSub;
end;

implementation

procedure TestTCalc.SetUp;
begin

aTCalc := TCalc.Create;
end;

procedure TestTCalc.TearDown;
begin

aTCalc := nil;
end;

procedure TestTCalc.TestAdd;
var
_result: System.Integer;
y: System.Integer;
x: System.Integer;

begin
_result := aTCalc.Add(x, y);
// TODO: Add testcode here
end;

procedure TestTCalc.TestSub;
var
_result: System.Integer;
y: System.Integer;
x: System.Integer;

begin
_result := aTCalc.Sub(x, y);
// TODO: Add testcode here
end;
initialization

// Register any test cases with the test runner
RegisterTest (TestTCalc.Suite) ;
end.

DUnit Functions

DUnit provides a number of functions that you can use in your tests.
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Function Description

Check Checks to see if a condition was met.
CheckEquals Checks to see that two items are equal.
CheckNotEquals Checks to see if items are not equal.

CheckNotNull Checks to see that an item is not null.

CheckNull Checks to see that an item is null.

CheckSame Checks to see that two items have the same value.

EqualsErrorMessage Checks to see that an error message emitted by the application matches a specified error message.

Fail Checks that a routine fails.

FailEquals Checks to see that a failure equals a specified failure condition.

FailNotEquals Checks to see that a failure condition does not equal a specified failure condition.
FailNotSame Checks to see that two failure conditions are not the same.

NotEqualsErrorMessage Checks to see that two error messages are not the same.

NotSameErrorMessage Checks that one error message does not match a specified error message.

For more information on the syntax and usage of these and other DUnit functions, see the DUnit help files in \source
\dunit\doc.

DUnit Test Runners

A test runner allows you to run your tests without impacting your application. The DUnit test project you create is
your test runner. You can indicate the TextTestRunner to output test results to the console. The GUI test runner

displays your results interactively in a GUI window right in the IDE. The results are color-coded to highlight which
tests succeeded and which failed.

The GUI test runner is very useful when actively developing unit tests or the code you are testing. The GUI test
runner displays a green bar over a test that completes successfully, a red bar over a test that fails, and a yellow bar
over a test that is skipped.

The DUnit console/text test runner is useful when you need to run completed code and tests from automated build
scripts.
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NUnit Overview

NUnit is an open-source unit test framework based on the JUnit test framework. The NUnit framework allows you
to build and execute tests against .NET Framework applications. The Developer Studio 2006 integration of NUnit
allows you to test both Delphi for NET and C# applications.

This topic includes information about:

m Building NUnit Tests.
m NUnit Asserts.
m NUnit Test Runners.

Building NUnit Tests

Each testing framework provides its own set of methods for testing conditions. The methods support common
assertions. You can also create your own custom assertions. You will be able to use the provided methods to test
a large number of conditions.

If you want to create tests for an application, you can first create a Test Project. The Test Project contains the Test
Case files, which contain one or more tests. A test case is analogous to a class. Each test is analogous to a method.
Typically, you might build one test for each method in your application. You can test each method in your application
classes to make sure that the method performs the task you expect.

When you create a Test Project and add a Test Case to it, Developer Studio 2006 builds two template files: a test
project template, which contains the attributes needed to compile the test project into an assembly, and a test case
template, which contains the basic structure of the test case. The Test Case Wizard generates a skeleton test method
for each method in the class being tested. This includes local variable declarations for each of the parameters to the
method being called. You will need to write the code required to setup the parameters for the call (in SetUp) and the
appropriate call to verify the return values or other state that is appropriate following the call (in TearDown).

The following example shows a small C# program that performs simple addition and subtraction:

[C#]

using System;

namespace CSharpCalcLib
{
/// <summary>
/// Simple Calculator Library
/// </summary>
public class Calc

{
public int Add(int x, int vy)

{

return x + y;

}

public int Sub (int x, int vy)
{

return x + y;

}

The following example shows the test case skeleton file that you need to modify to test the two methods, Add and
Sub, in the preceding code.
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[Delphi]

namespace TestCalc

{
using System;
using System.Collections;
using System.ComponentModel;
using System.Data;
using NUnit.Framework;
using CSharpCalcLib;

// Test methods for class Calc
[TestFixture]

public class TestCalc

{

private Calc aCalc;

[SetUp]
public void SetUp ()
{

aCalc = new Calc();

[TearDown]
public void TearDown ()
{

aCalc = null;

[Test]

public void TestAdd ()

{
int x;
int vy;
int returnValue;
// TODO: Setup call parameters
returnValue = aCalc.Add(x, VY);
// TODO: Validate return value

[Test]

public void TestSub ()

{
int x;
int vy;
int returnValue;
// TODO: Setup call parameters
returnValue = aCalc.Sub(x, Vy);
// TODO: Validate return value

Note: Each test method is automatically decorated with the [Test] attribute in C# projects. In addition, in C# the test
methods are defined as functions returning void.

The following example shows a small Delphi for .NET program that performs simple addition and subtraction:
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unit CalcUnit;
// .Net Version

interface

type
{ TCalc }

TCalc = class
public
function Add(x, y: Integer): Integer;
function Sub(x, y: Integer): Integer;
end;

implementation
{ TCalc }

function TCalc.Add(x, y: Integer): Integer;
begin

Result := x + y;
end;

function TCalc.Sub (X, Y: Integer): Integer;
begin

Result := x + y;
end;

end.

The following example shows the test case skeleton file that you need to modify to test the two functions, Add and
Sub, in the preceding code.

unit TestCalcUnit;
interface

uses
NUnit.Framework, CalcUnit;

type

// Test methods for class TCalc
[TestFixture]
TestTCalc = class
strict private

FCalc: TCalc;
public

[SetUp]

procedure SetUp;

[TearDown]

procedure TearDown;
published

[Test]

procedure TestAdd;

[Test]

procedure TestSub;
end;
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implementation

procedure TestTCalc.SetUp;
begin

FCalc := TCalc.Create;
end;

procedure TestTCalc.TearDown;
begin

FCalc := nil;
end;

procedure TestTCalc.TestAdd;
var

ReturnValue: Integer;

y: Integer;

x: Integer;

begin
// TODO: Setup call parameters
ReturnValue := FCalc.Add(x, vVy);
// TODO: Validate return value
end;

procedure TestTCalc.TestSub;
var

ReturnValue: Integer;

y: Integer;

x: Integer;

begin
// TODO: Setup call parameters
ReturnValue := FCalc.Sub(x, vy);
// TODO: Validate return value

end;

end.

Note: In Delphi for .NET the test methods are defined as procedures.
Each test method must:
m be public

m be a procedure for Delphi for .NET or a function with a void return type for C#
m take no arguments

Setup

Use the SetUp procedure to initialize variables or otherwise prepare your tests prior to running. For example, this is
where you would set up a database connection, if needed by the test.

TearDown

The TearDown method can be used to clean up variable assignments, clear memory, or perform other maintenance
tasks on your tests. For example, this is where you would close a database connection.
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NUnit Asserts

NUnit provides a number of asserts that you can use in your tests.

Function Description Syntax

AreEqual Checks to see that two items are equal. Assert.AreEqual (expected, actual [, string
message])

IsNull Checks to see that an item is null. Assert.IsNull (object [, string message])

IsNotNull Checks to see that an item is not null. Assert.IsNotNull (object [, string messagel)

AreSame Checks to see that two items are the same. Assert.AreSame (expected, actual [, string

message])
IsTrue Checks to see that an item is True. Assert.IsTrue(bool condition [, string message])
IsFalse  Checks to see that an item is False. Assert.IsFalse (bool condition [, string message])
Fail Fails the test. Assert.Fail ([string message])

You can use multiple asserts in any test method. This collection of asserts should test the common functionality of
a given method. If an assert fails, the entire test method fails and any other assertions in the method are ignored.
Once you fix the failing test and rerun your tests, the other assertions will be executed, unless one of them fails.

NUnit Test Runners

A test runner allows you to run your tests without impacting your application. If you use the console test runner, it
directs the output to the console. If you use the GUI test runner, you can see the results interactively in a GUI non-
modal window right in the IDE. The results are color-coded to highlight which tests succeeded and which failed.

NUnit includes two test runners:

m NUnitConsole.exe
m NUnitGUl.exe

The GUI test runner is very useful when actively developing unit tests or the code you are testing. The GUI test
runner displays a green bar over a test that completes successfully, a red bar over a test that fails, and a yellow bar
over a test that is skipped.

The NUnit console test runner is useful when you need to run completed code and tests from automated build scripts.
If you want to redirect the output to a file, use the redirection command parameter. The following example shows
how to redirect test results to a TestResult.txt text file:

nunit-console nunit.tests.dll /out:TestResult.txt

Note: You may need to set the path to your host application in the Project Options dialog. Set the Host Application
property to the location of the test runner you want to use.
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Localizing Applications

Developer Studio 2006 includes a suite of Translation Tools to facilitate localization and development of .NET and
Win32 applications for different locales. The Translation Tools include the following:

m Satellite Assembly Wizard (for .NET)

m Resource DLL Wizard (for Win32)

m Translation Manager

m Translation Repository

The Translation Tools are available for Delphi VCL Forms applications (both .NET and Win32), and Win32 console
applications, packages, and DLLs. You can access the Translation Tools configuration options by choosing Tools
k Options F Translation Tools Options.

The Wizards

Before you can use the Translation Manager or Translation Repository, you must add languages to your project by
running either the Satellite Assembly Wizard for .NET projects or the Resource DLL Wizard for Win32 projects. The
Satellite Assembly Wizard creates a .NET satellite assembly for each language you add. The Resource DLL Wizard
creates a Win32 resource DLL for each language. For simplicity, this documentation uses the term resource
module to refer to either a satellite assembly or a resource DLL.

While running either wizard, you can include extra files, such as .resx or .rc files, that are not normally part of a
project. You can add new resource modules to a project at any time. If you have multiple projects open in the IDE,
you can process several at once.

You can also use the wizards to remove languages from a project and restoring languages to a project.

Translation Manager

After resource modules have been added to your project, you can use the Translation Manager to view and edit VCL
forms and resource strings. After modifying your translations, you can update all of your application’s resource
modules.

The External Translation Manager (ETM) is a version of the Translation Manager that you can set up and use without
the IDE. ETM has the same functionality as the Translation Manager, with some additional menus and toolbars.

Translation Repository

The Translation Repository provides a database for translations that can be shared across projects, by different
developers. While working in the Translation Manager, you can store translated strings in the Repository and retrieve
translated strings from the Repository.

By default, each time your assemblies are updated, they will be populated with translations for any matching strings
that exist in the Repository. You can also access the Repository directly, through its own interface, to find, edit, or
delete strings.

The Translation Repository stores data in XML format. By default, the file is named default.tmx and is located in the
Developer Studio 2006\bin directory.

Files Generated by the Translation Tools

The files generated by the Translation Tools include the following:
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File extension Description

.nfn (.NET) The Translation Tools maintain a separate file for each form in your application and each target language.
dfn (Win32) These files contain the data (including translated strings) that you see in the Translation Manager.

.resx (NET)  The Satellite Assembly Wizard uses the compiler-generated .drcil file to create an .resx file for each target

language. These .resx files contain special comments that are used by the Translation Tools.

.rc (Win32) The Resource DLL Wizard uses the compiler-generated .drc file to create an .resx file for each target language.
These .resx files contain special comments that are used by the Translation Tools.

mx The Translation Repository stores data in an .tmx file. You can maintain more than one repository by saving
multiple .tmx files.

.bdsproj The External Translation Manager lists the assemblies (languages) and resources to be translated into
a .bdsproj project file. When third-party translators add and remove languages from a project, they can save
these changes in an .bdsproj file, which they return to the developer.

Note: You should not edit any of these files manually.
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Debugging Applications

Many of the same techniques are used for debugging applications in different environments. Developer Studio 2006
provides an integrated debugging environment that enables you to debug Win32 application and .NET applications.
In addition, you can use the debugger to debug an application running on a remote machine that does not have
Developer Studio 2006 installed.

In This Section
Overview of Debugging
Provides general debugging information and describes the debugging tools available in Developer Studio
2006.

Overview of Remote Debugging
Provides an overview of debugging an application on a remote machine that does not have the IDE installed.
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Overview of Debugging

Developer Studio 2006 includes both the Borland .NET Debugger and Borland Win32 Debugger. The IDE
automatically uses the appropriate debugger based on the active project type. Cross-platform debugging within a
project group is supported and, where possible, the debuggers share a common user interface.

The integrated debuggers let you find and fix both runtime errors and logic errors in your Developer Studio 2006
application. Using the debuggers, you can step through code, set breakpoints and watches, and inspect and modify
program values. As you debug your application, the debug windows are available to help you manage the debug
session and provide information about the state of your application.

Stepping Through Code

Stepping through code lets you run your program one line of code at a time. After each step, you can examine the
state of the program, view the program output, modify program data values, and continue executing the next line of
code. The next line of code does not execute until you tell the debugger to continue.

The Run menu provides the Trace Into and Step Over commands. Both commands tell the debugger to execute
the next line of code. However, if the line contains a function call, Trace Into executes the function and stops at the
first line of code inside the function. Step Over executes the function, then stops at the first line after the function.

Evaluate/Modify

The Evaluate/Modify functionality allows you to evaluate an expression. You can also modify a value for a variable
and insert that value into the variable. The Evaluate/Modify functionality is customized for the language you are
using. For a C++ project, the Evaluate/Modify dialog accepts only C++ expressions. For a C# project, the Evaluate/
Modify dialog accepts only C# expressions. For a Delphi project, the Evaluate/Modify dialog accepts only Delphi
expressions.

Breakpoints

Breakpoints pause program execution at a certain point in the program or when a particular condition occurs. You

can then use the debugger to view the state of your program, or step over or trace into your code one line or machine
instruction at a time. The debugger supports three types of breakpoints. Source breakpoints pause execution at a

specified location in your source code. Address breakpoints pause execution at a specified memory address. Data
breakpoints allow you to pause execution when memory at a particular address changes.

Note: Data breakpoints are available only for the Win32 debugger.

Watches

Watches lets you track the values of program variables or expressions as you step over or trace into your code. As
you step through your program, the value of the watch expression changes if your program updates any of the
variables contained in the watch expression.

Debug Windows

The following debug windows are available to help you debug your program. By default, most of the windows are
displayed automatically when you start a debugging session. You can also view the windows individually by using
the View k¥ Debug Windows sub-menu.
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Each window provides one or more right-click context menus. The F1 Help for each window provides detailed
information about the window and the context menus.

Debug Window Description

Breakpoint List Displays all of the breakpoints currently set in the Code Editor or CPU window.
Call Stack Displays the current sequence of function calls.
Watch List Displays the current value of watch expressions based on the scope of the execution point.

Local Variables Displays the current function’s local variables, enabling you to monitor how your program updates the values
of variables as the program runs.

Modules Displays processes under control of the debugger and the modules currently loaded by each process. It
also provides a hierarchical view of the namespaces, classes, and methods used in the application.

Threads Status Displays the status of all processes and threads of execution that are executing in each application being
debugged. This is helpful when debugging multi-threaded applications.

Event Log Displays messages that pertain to process control, breakpoints, output, threads, and module.

CPU Displays the low-level state of your program, including the assembly instructions for each line of source
code and the contents of certain registers.

FPU Displays the contents of the Floating-point Unit and SSE registers in the CPU.

Remote Debugging

Remote debugging lets you debug an application running on a remote computer. Your computer must be connected
to the remote computer through TCP/IP and the remote debugger must be installed on the remote machine. After
you create and copy the required application files to the remote computer, you can connect to that computer and
begin debugging.
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Overview of Remote Debugging

Remote debugging enables you to debug one or more applications on a remote machine when the IDE is running
only on your local machine. This allows debugging on a machine where it is impractical to install the entire IDE and
rebuild a project. Remote debugging is useful for applications that run differently on your local machine than on an
end user's machine.

The Remote Debugger Executable

The remote debugger executable is named rmtdbg100.exe. The executable and its supporting files must be present
on the remote machine. The easiest way to install the executable is directly from the Developer Studio 2006
installation disk. However, if the installation disk is not available, you can copy the required files from a machine that
has the full Developer Studio 2006 IDE installed.

Local and Remote Files
Three types of files are involved in remote debugging:

m Source files
m Executable files
m Symbol files

Local Machine Remote Machine

I I I I
I I
I {With IDE) : : With Remote Debugger 1
. : | (Without IDE) :
: Source Files ! I :
1 Compile Locally I : I
I i
I : : I
| o :
I I
I | + Symbol Files I i |+ Symbol Files :
i | * Executable Files + Executable Files I
I I
I I

Source files are compiled using the IDE on the local machine. The executable files and symbol files produced after
compilation must be copied to the remote machine.

Source Files

When you debug a project on a remote machine, the source files for the project must be open on the local machine.
The source files display in the editor window to show a program's current execution point. You do not use source
files on the remote machine.

Executable Files

Executable files are the .dll files and .exe files that are mapped into the application's address space. You generate
these files on the local machine, then copy them to the remote machine.
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Symbol Files

Symbol files are generated on the local machine at compile time. These are used by the debugger to get information
such as the mapping of machine instructions to source line numbers or the names and types of variables declared
in the source files. The extension for the symbol files depends on the language, as shown in the following table:

Language Debug symbol file extension
Delphi for Win32 .rsm

Delphi for NET .rsm and .pdb

C++ tds

C# .pdb

You must set up specific options to generate symbol files on the local machine, then copy the files to the remote
machine.

Local and Remote Machines

To use remote debugging, you must be able to log on to the remote machine and you must have write access to at
least one directory.

Note: The remote debugger does not provide a mechanism for interacting with an application on the remote
machine. If you need to interact with the application, you must establish a remote desktop connection.
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Deploying Applications

After you have written, tested, and debugged your application, you can make it available to others by deploying it.
Depending on the size and complexity of the application, you can package it as one or more assemblies, as
compressed cabinet (.cab) files, or in an installer program format (such as .msi). After the application is packaged,
you can distribute it by using XCOPY, FTP, as a download, or with an installer program.

This sections includes the following general topics:

m Deploying .NET Applications

m Deploying Win32 Applications

m Using Installation Programs

m Redistributing Developer Studio 2006 Files
m Redistributing Third Party Software

For additional information about deploying specific types of applications, refer to the list of links at the end of this topic.

Deploying .NET Applications
Assuming that the target computer already has the .NET Framework installed on it, deploying a simple application

that consists of a single executable is as easy as copying the .exe file to the target computer. You don't need to
register the application and deleting the application files effectively uninstalls it.

Applications That Include Shared Assemblies

If your application includes an assembly that will be shared by other applications, you will need to uniquely identify
the assembly with a strong name and then install it in the Global Assembly Cache (GAC). The strong name consists
of the assembly's text name, version number, optional culture information, and the public key and digital signature
to ensure uniqueness. The .NET Framework SDK provides command line utilities for creating a public/private key
(sn.exe), assigning a strong name (al.exe), and installing an assembly in the GAC (gacutil.exe). For more information
about these utilities, see the Framework SDK online Help.

Deploying VCL.NET Applications

When building applications that use the VCL .NET framework, the way you build the application determines what
files you need to distribute with it. If you build the application by compiling VCL for .NET units directly into the program
executable file, the application will have external dependencies only on the .NET Framework.

However, if you build the application by compiling the application to have external references to VCL for .NET
assemblies, the application will have external dependencies on the .NET Framework, the Borland.Delphi.dll, and
whatever Developer Studio 2006 packages you have added to the project references, for example, Borland.VcIRtl.
dll or Borland.Vcl.dll.

Deploying ASP.NET Applications

Developer Studio 2006 includes the ASP.NET Deployment Manager to assist you in deploying ASP.NET
applications. You can use it to deploy to a remote computer by using a share or an FTP connection, or to your local
computer. When you add a Deployment Manager to your project, an XML file (.bdsdeploy) is added to the project
directory and a Deploy tab is added to the IDE. You provide destination and connection information on the
Deploy tab and optionally modify the suggested list of files to copy, then the Deployment Manager copies the files
to the deployment destination.

Redistributing the .NET Framework

If you plan to deploy your application to a computer that does not have the .NET Framework installed on it, you will
need to redistribute and install the .NET Framework with your application. Microsoft provides a redistributable
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installer called dotnetfx.exe, which contains the common language runtime and .NET Framework components
required to run .NET applications. For more information about dotnetfx.exe, see the .NET Framework SDK online
Help.

Before Deploying a C# Application

Typically, while developing a C# application, you compile it with debugging information to facilitate testing. When
you create a new project, it uses the default Debug option set, which creates the executable files and the program
database file (.pdb) for debugging in the projecf\bin\Debug directory.

When you are ready to deploy the C# application, you can compile it using the default or a user-defined Release
option set to create an optimized version of the application in the projecf\bin\Release directory. The optimized
application is smaller, faster, and more efficient. To change the Debug/Release option sets, choose Project k
Options.

Deploying Win32 Applications

For information on deploying Win32 applications, refer to the Deploying Win32 Applications link at the end of this
topic.

Using Installation Programs

For complex applications that consist of multiple files, you can use an installation program. Installation programs
perform various tasks, such as copying executable and supporting files to the target computer and making Windows
registry entries.

Setup toolkits, such as InstallShield Express, automate the process of creating installation programs, often without
the need to write any code. InstallShield Express is based on Windows Installer (MSI) technology and can be installed
from the Developer Studio 2006 installation CD. After installing it, refer to the online InstallShield online Help for
information about using the product.

Redistributing Developer Studio 2006 Files

Many of the files associated with Developer Studio 2006 applications are subject to redistribution limitations or cannot
be redistributed at all. Refer to the following documents for the legal stipulations regarding the redistribution of these
files.

File Description

deploy.htm Contains deployment considerations for each edition of Developer Studio 2006.

license.txt  Addresses legal rights and obligations concerning Developer Studio 2006.

readme.htm Contains last minute information about Developer Studio 2006, possibly including information that could affect
the redistribution rights for Developer Studio 2006 files.

These files are located, by default, at C:\Program Files\Borland\BDS\4.0.

Redistributing Third Party Software

The redistribution rights for third party software, such as components, utilities, and helper applications, are governed
by the vendor that supplies the software. Before you redistribute any third party software with your Developer Studio
2006 application, consult the third party vendor or software documentation for information regarding redistribution.
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Getting Started Procedures
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Adding and Removing Files

You can add and remove a variety of file types to your projects.

To add a file to a project

1 Choose Project ¥ Add to Project.
The Add to Project dialog box appears.

2 Select a file to add and click Open.
The file appears below the Project.exe node of the Project Manager.

To remove a file from a project

1 Choose Project ¥ Remove From Project.
A Remove From Project dialog box appears.

2 Select the file or files you want to remove and click OK.
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Adding Components to a Form

To add components to a form

1 On the Tool Palette, select a visual or nonvisual component.
2 Double-click the component to place it on the form or drag the component onto the form.

If you add a nonvisual component to the form, the component tray appears at the bottom of the Designer surface.
3 Repeat steps 1 and 2 to add additional components.

4 Use the dotted grid on the form to align your components.
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Adding References

You can integrate your legacy COM servers and ActiveX controls into managed applications by adding references
to unmanaged DLLs to your project, and then browse the types just as you would with managed assemblies.

To add references
1 From the main menu, choose Project k Add Reference.
The Add Reference dialog box appears.

2 Select either a legacy COM type library or ActiveX control to integrate into your managed application.
3 Click Add Reference.
The reference is added to the text box.

4 Click OK.

Tip: You can also right-click the References folder in the Project Manager, and choose Add
Reference.
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Adding Templates to the Object Repository

You can add your own objects to the Object Repository as templates to reuse or share with other developers.
Reusing objects lets you build families of applications with common user interfaces and functionality to reduce
development time and improve quality.

To add a template to the Object Repository

1 Save your project.

2 Choose Project Fk Add to Repository.

3 Enter the project name, description, and author information in the dialog box.
4 Click Browse to select an icon to represent the project you saved.

5 Click OK.
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Configuring Together

Together is flexibly configurable. Use the Options dialog window to tune modeling features to best fit your
requirements.

The Options dialog window provides a number of diagram customization settings. You can configure the appearance
and layout of the diagrams, specify font properties, member format, and level of detail.

To configure Together settings:

On the main menu, choose Tools k Options.
In the Options dialog window, expand the Together category.
Select the desired option level.

A WO DN -

For the Project and Diagram option levels, choose the project or diagram where the configuration changes should
apply. To do that, click the chooser buttons in the corresponding fields and select the desired project or diagram
from the model.

a

Click the desired subcategory.
6 Edit configuration options as required.
7 Click OK to apply changes and close the dialog window.

You can make configuration options final at a certain parent level and disable any changes on the lower levels:

To disable configuration changes:

1 On the main menu, choose Tools Fk Options.

2 Click the Together category to expand it.

3 Select the required sub-category (default, project group or project).
4 Check the Disable sublevels option.
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Copying References to a Local Path

During runtime, assemblies must be in the output path of the project or in the GAC for deployment. If your project
contains areference to an object that is not in one of the two locations, the reference must be copied to the appropriate

output path.

To a copy reference to a local path

1 In the Project Manager, right-click an assembly DLL in the References folder.
2 Set the Copy Local option to copy the file to the output directory.

Note: The IDE maintains the Copy Local setting until you change it.
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Creating a Component Template

You can save selected, preconfigured components on the current form as a reusable component template accessible
from the Tool Palette.

To create a component template

1 Place and arrange components on a form.
2 In the Object Inspector, set the component properties and events as desired.

3 Select the components that you want to save as a component template. To select several components, drag the
mouse over them.

Tip: To select all of the components on the form, choose Edit k Select All.

Gray handles appear at the corners of each selected component.
4 Choose Component ¥ Create Component Template.

The Create Component Template dialog box appears.
5 Specify a name, a Tool Palette category, and an icon for the template.
6 Click OK.

Your new template appears immediately on the Tool Palette, in the category that you specified.

To use a component template

1 Display the form to which you want to add the components from the component template.
2 On the Tool Palette, double-click the component template icon.

The components in the component template are added to the form, along with their preconfigured properties and
events. You can reposition the components independently, reset their properties, and create or modify event
handlers for them, just as if you had placed each component in a separate operation.

To delete a component template

1 On the Tool Palette, right-click the component template to display a context menu.
2 Choose the Delete [template name] Button command.
The component template is deleted immediately from the Tool Palette.
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Creating a Project

To add a new project

1 Choose Project k¥ Add New Project.
The New Items dialog box appears.

2 Select a project and click OK.
The project is added to the Project Manager.

To add an existing project

1 Choose Project ¥ Add Existing Project.
The Open Project dialog box appears.

2 Select an existing project to add and click Open.
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Customizing the Form

To customize the form

1 Choose Tools k Options.

2 From the Options dialog box, click Windows Forms Designer.

3 Enable or disable the snap to grid and show grid features by selecting and deselecting the check boxes.
4 Choose one of the bracing styles.

5 Click OK.

Tip: The changes will affect only forms created after these options are changed. To change the settings for existing
forms, set the GridSize, DrawGrid, and SnapToGrid properties of the form.
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Customizing the Tool Palette

To arrange individual components

1 Click the component.
2 Drag the component anywhere within the Tool Palette.

To arrange an entire category of components

1 Click a category name .
2 Drag the category anywhere within the Tool Palette.
3 Release your mouse button to place the category in the desired location.

To add additional categories

1 Right-click the Tool Palette.
2 Choose the Add New Category command.
The Create a new Category dialog box appears.
3 Enter a name for the category in the New Category Name text box.
4 Click OK.
The new category appears at the bottom of the Tool Palette.
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Customizing Toolbars

To arrange your toolbars

1 Click the grab bar on the left side of any toolbar.
2 Drag the toolbar to another location or onto your desktop.

To delete icons from the toolbar

1 Choose View F Toolbars F Customize.

2 From the toolbar, not the Customize dialog box, drag the tool from the toolbar until its icon displays an X and
then release the mouse button.

3 When completed, click Close.

To add icons to the toolbar

1 Choose View F Toolbars k Customize.

2 Click the Commands tab.

3 In the Categories list, select a category to view its tool icons.

4 From the Commands list, drag the selected icon onto the toolbar of your choice.
5 When completed, click Close.
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Docking Tool Windows

The Auto-Hide feature lets you undock and hide tool windows, such as the Object Inspector, Tool Palette, and
Project Manager, but still have access to them.

To use Auto-Hide to hide your tools

1 Click the push pin in the upper right corner of a tool window.
The tool window is replaced by one or more tabs at the outer edge of the IDE window.

2 To display the tool window, position the cursor over the tab.

The tool window slides into view.
3 To slide the tool window out of view, move the cursor away from the tool window.
4 To redock the tool window, click the push pin until it points down.

To dock the tools with one another

1 Click the tool window title bar and drag the window into another tool window.
2 Select a location to drop the tool window and release the mouse button.

To undock the tools from one another

1 Click the tool window title bar and drag the window away from the other tool window.
2 Select a location to drop the tool window and release the mouse button.
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Exploring .NET Assembly Metadata

You can open and explore the namespaces and types contained with a .NET assembly. The assembly metadata is
displayed in a Windows Explorer-style presentation, with a left pane containing a tree of the namespaces and types
within the assembly. The right pane displays specific information on the selected item in the tree. The Call Graph
tab shows you a list of the methods called by the selected method, as well as a list of the methods that call the
selected method.

To inspect a .NET assembly

1 Choose File ¥ Open.
2 In the Open dialog box, from the Files of type drop-down list, select Assembly Metadata.
3 Navigate to the folder where the .NET assembly is located. Select the assembly and click Open.

You can open multiple .NET assemblies in the metadata explorer. Each open assembly is displayed in the tree in
the left-pane; the top-level node for a .NET assembly is denoted by the “* icon.

To close a particular .NET assembly, right-click on the top-level cr icon and select Close.

Using the Call Graph tab

1 Select a method node in the left pane.
2 Select the Call Graph tab.
The top half of the Call Graph tab shows you a list of methods that call the method you selected in the left pane.

The bottom half of the Call Graph tab shows you the methods called by the method you selected in the left pane.

Methods that exist in the same assembly as the currently selected method will appear as clickable links, and are
displayed in blue underlined text. Clicking on a link will cause that method to become selected in the tree in the
left-hand pane.

Tip: You can use the Browser buttons on the toolbar to navigate backwards and forwards to previously
selected items in the left pane.
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Exploring Windows Type Libraries

You can open and inspect the interfaces and other types contained within a Windows type library. The type library
contents are displayed in a Windows Explorer-style presentation, with a left pane containing a tree of the interface
and type definitions within the type library. The right pane displays specific information on the selected item in the

tree. The Type Library Explorer can open a .TLB file, as well as OCX controls, and .DLL and .EXE files that have
type libraries as embedded resources.

To Inspect a Windows Type Library

1 Choose File ¥ Open.
2 In the Open dialog box, from the Files of type drop-down list, select Type Library.
This sets the file filter to display files with extensions of .TLB, .OLB, .OCX, .DLL, and .EXE.

3 Navigate to the folder where the type library is located.
4 Select the file and click Open.

You can open multiple type libraries in the explorer. Each open type library is displayed in the tree in the left pane;

the top-level node for a type library is denoted by the # con.

To close a particular type library, right-click on the top-level % jcon and select Close.
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Finding Items on the Tool Palette

To find items on the Tool Palette

1 Click anywhere on the Tool Palette and start typing the name of the item that you want to find.

The Tool Palette is filtered to display only those item names that match what you are typing. The characters that
you have typed appear in bold in the item names.

2 Double-click an item to perform the default action for that item. For example, double-clicking a component adds
it to your form, whereas double-clicking a code snippet adds it to your code.

3 4

To remove the search filter from the Tool Palette, click the filter icon
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Installing Custom Components

To install custom components

1 Choose Component Fk Installed .NET Components.
2 Click Select an Assembly.
3 Navigate to the folder containing the component assembly.
Alternatively, you can enter the name of the full path to the assembly in the File Name field.
4 Select the assembly.
5 Click Open.
The Installed .NET Components dialog box displays the components from the assembly.
6 Verify that the components you want to install on the Tool Palette are checked.
7 Click OK.
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Installing More Computer Languages

If you have installed Developer Studio 2006 with only one or two computer languages (Delphi, C#, C++), and you
later decide to add a language that was not originally installed, follow the steps below.

To add more computer languages to your IDE:

1 Choose Start k Settings ¥ Control Panel ¥ Add or Remove Programs.
2 Select Developer Studio 2006
3 Click the Change button.

4 When the Installation Wizard comes up, it will ask you if you want to Modify, Repair, or Remove the program.
Select the Modify radio button.

5 Follow the rest of the steps in the Installation Wizard to choose the languages that you want to add.
6 Click the Finish button.
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Renaming Files Using the Project Manager

Renaming a file changes the name of the file in both the Project Manager and on disk.

To rename a file

1 In the Project Manager, right-click the file that you want to rename.
The context menu is displayed.

2 Choose Rename.

3 Enter the new name for the file.

If the file has associated files that appear as child nodes in the Project Manager tree, those files are automatically
renamed.
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Saving Desktop Layouts

You can switch between multiple desktop layouts. Choose a layout from the drop-down list box located on the
Desktop toolbar. Additionally, you can save your desktop or debug desktop layouts as default.

To save a desktop layout

1 Choose View k Desktops k Save Desktop.
2 Enter the name of the desktop in the Save Desktop dialog box.
3 Click OK.

To set a debug desktop layout

1 Choose View F Desktops k Set Debug Desktop.
2 Select a debug desktop layout.
3 Click OK.
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Setting Component Properties

After you place your components on your Designer, set their properties using the Object Inspector. By setting a
component’s properties, you can change the way a component appears and behaves in your application. Because
properties appear during designtime, you have more control over a component’s properties and can easily modify
them without having to write additional code.

To set component properties

1 On the Object Inspector, click the Properties tab.
2 Set the component properties by entering values in the text box or through an editor.
Boolean properties like True and False can be toggled.
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Setting Dynamic Properties

Many of the .NET Framework objects support dynamic properties. Dynamic properties provide a way to change
property values without recompiling an application. The dynamic properties and their values are stored in a
configuration file, along with the application's executable file. Changing a property value in the configuration file
causes the change to take effect the next time the applications runs. Dynamic properties are useful for changing an
application after it has been deployed.

To set a dynamic property in the Object Inspector

1 In a form on the Design tab, click the object for which you want to set dynamic properties.

2 In the Object Inspector, expand (DynamicProperties) and click (Advanced). If the object does not support
dynamic properties, (DynamicProperties) is not displayed.

Tip: If the Object Inspector is arranged by category, (DynamicProperties) is displayed under
Configurations.

3 Click the ellipsis (...) button next to (Advanced) to display the Dynamic Properties dialog box.
This dialog lists all of the properties that can be stored in the configuration file.

4 Select the properties you want to store in the configuration file.

5 Optionally, you can override the default key name listed in the Key mapping field.

6 Click OK.
The dynamic properties are marked with an icon in the Object Inspector.

Developer Studio 2006 creates an XML file named app.config (for a Windows application) or Web.config (for a
Web application) in the project directory. This file lists the dynamic properties and their current values.

7 Compile the application.

Developer Studio 2006 creates a file named <projectname>.exe.config (for a Windows application) or
<projectname>.dll.config (for a Web application) in the same directory as the application's executable or DLL file.

To change a dynamic property value in the configuration file

1 In the directory that contains the application's executable or DLL file, locate the configuration file.
2 Open the file in a text editor.

3 Locate the add key= statement for the property to be changed and edit the value.

4 Save your changes and close the file.

The next time the application runs, the changed property value will be in effect.
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Setting Project Options

You can manage application and compiler options for your project. Making changes to your project only affects the
current project. However, you can also save your selections as the default settings for new projects.

To change compiler options
1 Choose Project k¥ Options.
The Options dialog box appears.

2 Select Compiler and set your options to modify how you want your program to compile.
3 Click OK.

To change application options

1 Choose Project ¥ Options.

The Options dialog box appears.
2 Select Application and specify a title and extension for your application.
3 Click OK.

To change debugger options

1 Choose Project ¥ Options.
The Options dialog box appears.

2 Use the Debugger page to pass command-line parameters to your application, specify a host executable for
testing a DLL, or load an executable into the debugger.

3 Use the Environment Block page to indicate which environment variables are passed to your application while
you are debugging it.

4 Click OK.
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Setting Properties and Events

Properties, methods, and events are attributes of a component.

To set object properties

1 On your form, click once on the object to select it.
2 In the Object Inspector, click the Properties tab.

3 Select the property that you want to change and either enter a value in the text box, select a value from the drop-
down list, or click the ellipsis (...) next to the text box to use the associated property editor, depending on which
update technique is available for the property.

To set an event handler

1 On your form, click once on the object to select it.
2 On the Object Inspector, click the Events tab.

3 If an event handler already exists, select it from the drop-down box. Otherwise, double-click the event to switch
to Code view.

4 Type the code you want to execute when the event occurs.
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Setting The IDE To Mimic Delphi 7

Use this procedure to set the IDE to mimic Delphi 7 or C++Builder, where each pane is its own window.

To turn off the Embedded Designer layout

1 Choose Tools k Options ¢ Environment Options ¥ VCL Designer.
2 Uncheck Embedded Designer.

3 Click OK.

4 Restart Developer Studio 2006 for the change to take effect.
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Setting Tool Preferences

You can customize the appearance and behavior of many tools and features, such as the Object Inspector, Code
Editor, and integrated debugger.

To set tool preferences

1 Choose Tools k Options.
2 Review the options in each tool category and customize the settings to suit your needs.
3 Click OK.
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Using Design Guidelines with VCL Components

You can use VCL or VCL.NET (with Delphi or C++) to setup components that are "aware" of their relation to other
components on a form. You can set properties to specify the distance between controls, shortcuts, focus labels, tab
order, and maximum number of items (listboxes, menus).

To see and use the design guidelines:

1 Register an object type.

2 Indicate various points on or near a component's bounds that are "alignment" points. These "alignment" points
are vertical or horizontal lines that cut across a visual control's bounds.

3 Supply Ul guideline information so that each component will adhere to rules such as distance between controls,
shortcuts, focus labels, tab order, maximum number of items (listboxes, menus),

Your new Error Reconcile Form will display four columns in the upper portion of the window, and six radio buttons
in the bottom portion of the window. The following table describes each of the columns.

Component Default Value when 'Use Design Guidelines' is Set
Alignment  The names of the columns of the table in which an error has occurred.
Margins Bottom = 3, Left = 3, Right = 3, Right =3, Top =3

Padding The last update that was saved to the Server. (This represents what the row contains on the server.)
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Using Online Help

To get assistance while you work, do one of the following:

1 To see a description of what any screen element does in any opened dialog box, press F1 or click Help.
2 To see a relevant help topic for a pane, view, Tool Palette icon or another element, press F1.

3 To open the Table of Contents for online help, choose Help F Borland Help on the main menu to see the
Contents tab.

4 To search for specific topics and terms, use the Index tab.

5 If you have questions about Developer Studio 2006, visit Borland Technical Support at http://support.
borland.com.

To filter help information, do the following:

1 To filter out the unnecessary books and topics from the Table of Contents and Index, choose one of the following
filters in the Filtered by list box:

m Developer Studio 2006 for .NET
m Developer Studio 2006 for Win32
m and soon

2 If a topic provides information that can be relevant to one or another Developer Studio 2006 feature set, you can
show or hide the desired contents within a topic using the filter button.
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Using To-Do Lists

A to-do list records and displays tasks that need to be completed for a project.

To create a to-do list and add an item to it

1 Choose View k To-Do List.

2 In the To-Do List dialog box, right-click and choose Add.

3 In the Add To-Do Item dialog box, enter a description of the task and adjust the other fields as necessary.
4 Click OK.

To add a to-do list item as a comment in code

1 In the Code Editor, position your cursor where you want to add the comment.
2 Right-click and choose Add To-Do List Item.

3 In the Add To-Do Item dialog box, select the item that you want to add.

4 Click OK.

The item is added as a comment to your code, beginning with the word TODO.

To mark a to-do list item as completed

1 Choose View F To-Do List.
2 In the To-Do List dialog box, check the check box next to the item to indicate completion.

The item remains in the list, but the text is crossed out. If the item was added as a comment to code, the comment
is updated to indicate DONE instead of TODO.

To filter the items in a to-do list

1 Choose View F To-Do List.

2 Right-click the To-Do List dialog box and choose Filter.

3 Choose either Categories, Owner, or ltem types, depending on which you want to filter.

4 In the Filter To-Do List dialog box, uncheck the items that you want to hide in the to-do list.
5 Click OK.

The to-do list is redisplayed, with the filtered items hidden. The status bar at the bottom of the To-Do List dialog
box indicates how many items are hidden due to filtering.

To delete an item from a to-do list

1 Choose View k To-Do List.
2 In the To-Do List dialog box, select the item to delete.
3 Right-click and choose Delete.

The item is removed from the to-do list. If the item was added as a comment to code, the comment is also
removed.
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Writing Event Handlers

Your source code usually responds to events that might occur to a component at runtime, such as a user clicking a
button or choosing a menu command. The code that responds to an occurrence is called an event handler. The
event handler code can modify property values and call methods.

To write an event handler

1 On your form, click the component for which you want to write an event handler.
2 To create the default event for the component, double-click the component on the form.

To choose another event for the component, click the Events tab in the Object Inspector, locate the event, and
double-click its text box.

The Code Editor appears.

3 Type the code that will execute when the event occurs at runtime.
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Adding a Document Reference

Document references provide additional information for a requirement. You can add additional information as a text
reference for a requirement, or add a web reference for the requirement.

To add a document reference for a requirement

1 Select the requirement to add a reference to.
2 Click the References tab. The tab is displayed.
3 Click New Text or New Web, depending on what to create.

4 In the pane at the bottom of the tab, enter the information for the reference. To view a web reference, double-
click the web reference.

5 Click Save to save the changes or Cancel Changes to cancel the changes.
6 To remove a reference, select the reference and click Remove.
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Adding a Table into a Requirement Description

To add a table to a requirement description

a Hh WO N =

Select the requirement whose description in which to add a table.

Place your cursor where to insert the table and click Insert Image. The Open dialog box displays.
Indicate how many rows and columns to add.

Indicate the width and height, in pixels or as a percentage of the window.

Indicate how to align the table, the border width, the size of the cell padding (the amount of space between the
contents of a table cell and the inside edges of a table cell; adding extra padding can prevent tables, especially
large ones, from looking dense and crowded), and the size of the space between cells.

Click OK to add the table, or Cancel to cancel the addition.

To delete the table, place your cursor at a corner of the table until you get a cross-arrow icon, then right-click and
select Cut.
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Adding an Image to a Requirement Description

To add an image to a requirement description

1 Select the requirement in which to add an image.

2 Place your cursor where to insert the image and click Insert Image. The Open dialog box displays.
3 Enter the name of the file or navigate to locate the pictureto insert.

4 When you have found the file, click Open. The image is inserted.

5 Click Save to save the change, or Cancel Save to cancel the change.
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Assigning an Owner to a Requirement

The default Owner is the user who created the requirement. You may assign the requirement to someone else, but
you may not be able to modify it again after it is saved if you do not have security privileges to do so.

To edit requirement status

1 Select the requirement with the owner to change.

2 Click the Details tab. The tab displays.

3 From the Owner drop-down box, select an owner.

4 Click Save to save the changes, or Cancel Changesto cancel the changes.
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Assigning Responsible Users

Users that are accountable for the completion of a requirement are assigned responsibility for that requirement.
Typically, several individuals are assigned to each requirement. For example, the business analyst who created the
requirement is assigned, as well as a developer, tester and manager. When requirements are changed, the users
assigned to them are notified in order to keep development on track.

To assign responsible users to a requirement

1 Select the requirement.
2 Click the Responsibilities tab. The tab displays project groups and member selection boxes.

3 Click the plus (+) or minus (-) sign to the left of a group/member name to expand or collapse a list. A gray check
box next to a group indicates that at least one member of that group has been selected.

4 To select all members of a group, select the check box to the left of that group. To select only certain members
of a group, select the check box to the left of each member you want to assign.

5 Click Save to save the changes, or Cancel Changesto cancel the changes.
6 To unassign a user, select the check box next to the user's name.
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Choosing a CaliberRM Baseline

To choose a CaliberRM baseline

1 Click the Baseline drop-down arrow.
2 Select the baseline from the list.
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Choosing a CaliberRM Project

To choose a CaliberRM project

1 Click the Project drop-down arrow.
2 Select a project from the list.
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Creating a CaliberRM Requirement

To create a CaliberRM requirement
1 Click one of the following buttons to determine the placement of the new requirement:

m Create Requirement: Creates a new requirement as a child of the currently selected requirement.

m Insert Above: Creates a new requirement at the same hierarchical level and before the currently selected
requirement.

m Insert Below: Creates a new requirement at the same hierarchical level and after the currently selected
requirement.
A new requirement is created in the tree.

2 On each tab, enter information about the requirement.

3 After you have entered all requirement information, click Save to save the requirement or Cancel Save to cancel
the creation.
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Creating CaliberRM Traces

Changing an object, whether it is a requirement, a test step, or a section of source code, can potentially require
changes in other elements of the project. Requirement traceability is supported to allow you to see relationships
between requirements and other related development and testing information. Linking related objects together helps
to ensure that changes are implemented correctly at all levels.

To create a CaliberRM trace

Open the application to trace to or from a CaliberRM requirement.
Select View k CaliberRM Requirements.

Log on to CaliberRM.

Select the requirement to trace to or from.

Click the file that contains the code to trace.

Click the Code tab.

Go to the line to trace.
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Right-click and select Requirements k Trace To or Trace From.
The trace appears on the Traceability tab for the requirement.
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Deleting a CaliberRM Requirement

To delete a CaliberRM Requirement

1 Select the requirement to delete.
2 Click Delete Requirement
The Confirmation dialog box displays.

3 Click Yes to delete the requirement, or No to cancel the deletion.

Warning: You cannot recover a requirement once it is deleted.
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Displaying Requirement Numbers

Each requirement within a project has two different numbers associated with it. One is the hierarchical number, which
is determined by the requirement’s placement within the project tree or hierarchy. The hierarchical number changes
as requirements are added, moved or deleted. The other number associated with each requirement is its unique
serial (or ID) number. The serial number generally does not change, regardless of the requirement’s position within
a requirement type, but it will change if you move a requirement to a different type. It is not reused if the requirement
is deleted. Serial numbers are composed of the requirement type tag and a number. For example, Business
Requirement types may have the tag “BR.” Serial numbers for Business Requirement types may have the “BR” tag
as a prefix for the serial number.

To display requirement numbers

1 To display the requirement hierarchical numbers, click Hierarchical Numbers. The hierarchical numbers appear
in the requirement list.

2 Todisplay the requirement serial numbers, click Serial Numbers. The serial numbers appear in the requirement
list.
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Editing a Requirement

To edit a requirement

1 Select the requirement to edit.
2 Click the tab that contains the information you want to edit.
3 Make the changes.

4 Click Save to save the changes, or Cancel Save to cancel the changes.
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Editing a Requirement Description

You can edit the fonts and styles, add bullets and numbering, adjust the indentation, and choose a foreground color
for requirement descriptions.

To edit a requirement description

1 Select the requirement.
2 Select the text to change.
3 To change the font:

m Select a font style in the Font Name box.
m Select the font size in the Font Size box.
m Select Bold to make the text bold.

m Select Italics to make the text italic.

m Select Underline to underline the text.

4 Click Left Justify, Center Justify or Right Justify to change the justification.
5 Click Numbered list or Bullets to add numbers or bullets to the text.

6 Click Foreground Color, then select a color to select a foreground color.

7 Click OK.

8 Click Save to save your changes, or Cancel Changes to cancel the changes.
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Editing a Requirement Name

To edit a requirement name

1 Select the requirement.

2 Click the Details tab. The tab is displayed.

3 Type the new name or make changes to the name procedure in the Requirement Name field.
4 Click Save to save the changes, or Cancel Changesto cancel the changes.
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Editing Requirement Priority

To edit requirement status

1 Select the requirement with the status to change.

2 Click the Details tab. The tab displays.

3 From the Priority drop-down box, select the priority.

4 Click Save to save the changes, or Cancel Changes to cancel the changes.
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Editing Requirement Status

To edit requirement status

1 Select the requirement.

2 Click the Details tab. The tab displays.

3 From the Status drop-down box, select the status you want.

4 Click Save to save the changes, or Cancel Changesto cancel the changes.
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Find a Requirement by ID

To search for a requirement

1 Click Find Requirement by ID.
2 Enter the ID number in the Find What field.
3 Click Find to search for the requirement or Cancel to cancel the search.
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Launching CaliberRM Estimate Professional

CaliberRM Estimate Professional allows you to generate project planning estimates.

To launch CaliberRM Estimate Professional

1 Click CaliberRM Estimate Professional.

2 Check the check box if you want to transfer effort data from CaliberRM.
3 Select the appropriate option button for building a hierarchy.

4 Select the appropriate option button for naming tasks.

5 Click OK.

6 Select a project.

7 Click OK.

CaliberRM Estimate Professional is launched and calculates initial effort and schedule estimates for the entire
project, based on pre-defined calibration parameters.

245



246



Logging On To CaliberRM

Before you can view or update requirements in CaliberRM, you must log on to the server that contains the data for
your project.

To log on to CaliberRM

1 Select View k CaliberRM Requirements.
2 Type the name of the server that hosts the project you are working on.
3 Type your user name and password for the server.
4 Click Logon.
To log off from CaliberRM, click Log Off.

To refresh CaliberRM server data, click Refresh.

Tip: You can also press F5 to refresh data.
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Modifying CaliberRM Traceability Links

You can remove a CaliberRM traceability link, make a link suspect or go to a requirement.

To modify trace link information

1 Select a requirement.
2 Click the Traceability tab.
3 Right-click an object in the Traces From or Trace To window.
The following options appear in the pop-up menu.
B Remove Traceability: Deletes the trace.

m Make Suspect: Makes the link a suspect link. If a link is already suspect, this option is Clear Suspect.
m Go To: Navigates to the Traceability tab of the requirement you have selected.

4 Select an option from the list.
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Moving a Requirement

To move a requirement

1 Select the requirement you want to move.
2 Drag the requirement to a new location, or click Move Requirement Up or Move Requirement Down.
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Posting a New Requirement Discussion Message

Project teams can provide feedback on requirements and projects through the Discussion feature. This collaborative
feature enables team members to enter and reply to comments to help define, refine and prioritize requirements.

To post a new requirement discussion message

1 Select the requirement to post a message to.

2 Click the Discussion tab. The tab displays.

3 Click Post New. The New Message dialog box displays.

4 Type a subject for the message.

5 Type the message text, then click Send. The message is posted and is displayed on the Discussion tab.
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Refreshing Discussion Messages

Project teams can provide feedback on requirements and projects through the Discussion feature. This collaborative
feature enables team members to enter and reply to comments to help define, refine and prioritize requirements.

When you select a requirement's Discussion tab, its discussion list contains all current messages. However, if a
message is added while you are in the Discussion tab, you may not automatically receive that message.

To refresh a requirement discussion message

1 Select the requirement with the discussion to refresh.
2 Click the Discussion tab.
3 Click Refresh.
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Replying to a Discussion Message

Project teams can provide feedback on requirements and projects through the Discussion feature. This collaborative
feature enables team members to enter and reply to comments to help define, refine and prioritize requirements.

To reply to a requirement discussion message

1 Select the requirement to post a reply to.
2 Click the Discussion tab. The tab displays.
3 Select the message to reply to.
4 Click Reply . The New Reply Message dialog box displays.
5 Type the message text.
6 Click Send.
The message is posted and is displayed on the Discussion tab.
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Requirement History

A history record for each requirement is maintained. The history record assigns revision numbers and keeps a list
of changes for each revision. All changes made to a requirement, including changes to specific attributes, the
requirement description, status, priority and more are recorded in the requirement’s history.

To view the history of a requirement

1 Select the requirement and click the History tab.
The history record is made up of two parts: the Revisions list and the Changes list. The upper window contains
the Revisions list. Each entry in the revisions list contains the following fields:

m Rev # When a change is made, the revision number is automatically updated. The change may cause a major
or minor revision number change. An administrator determines this when attributes types are defined.

m Date/time: The date and time the change was made.
m Changed by: The userid or name of the person who made the change.
m Comment: If a supporting comment is entered at the time the change is saved, it is displayed here.

2 Select a change in the list to see all details about a particular change. The bottom window displays a list of
changes for the revision selected in the upper window. Entries in the change list contain the following fields:

m Attribute: the changed field
m Changed from: the original data
m Changed to: the new data
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Requirement Validation

When you create a requirement, it is often helpful for testers to know how to verify that the requirement is implemented
properly. Therefore, you can enter in a validation procedure for each requirement if you want. The validation
procedure is “free form,” meaning the procedure can be any form you want, from a paragraph to a numbered list of
steps.

To define the requirement validation procedure

1 Select the requirement.

2 Click the Validation tab. The tab displays.

3 Type the validation procedure in the Validation Procedure field.

4 Click Save to save the changes, or Cancel Changes to cancel the changes.
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Specifying Requirement Comment Format

To specify the format for requirement comments

1 Create an application or open an existing one.

2 Login to CaliberRM.

3 Select a requirement.

4 Click Requirement Commenting Format.

5 Select a format.

6 Click Save to save the changes, or Cancel Changes to cancel the changes
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Updating Requirement Comments

If you have added a requirement comment to source code and another user updates that requirement, you can
update the comment in your code.

To update a requirement comment

1 Open the project containing requirement comments to update.

2 Click View Fk CaliberRM Requirements.

3 Log on to CaliberRM.

4 Click on the file that contains the requirement comment.

5 Locate the requirement comment.

6 Place your cursor in the comment and right-click.

7 Select Requirements F Update Requirement Comments.
The requirement information is updated.
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Viewing a CaliberRM Project Description

To view a CaliberRM project description

1 In the Project list, select the project from the list.
2 Select the project in the requirements tree list.
The description displays in the Project Info window.
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Viewing CaliberRM Custom Tabs

Custom tabs provide you a way to customize attributes and requirement information specific to your organization.

To view CaliberRM custom tabs

1 Select the requirement with the custom tab to view.
2 Select the custom tab.
The tab displays user-defined attributes for the requirement.
3 If necessary, make edits to the attributes.
4 Click Save save the changes, or Cancel Save to cancel the changes.
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Viewing CaliberRM Requirement Type Information

You can view the name, tag and description of a CaliberRM requirement type and assigned custom tabs.

To view CaliberRM requirement type information

1 Select the desired Requirement Type in the requirements tree list.
The information is displayed.

2 Select the Custom Tabs tab to view assigned custom tabs and attributes assigned.

271



Compiling and Building Procedures
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Building Packages

You can create packages in Developer Studio 2006 and include them in your projects.

To create a new package
1 File ¥ New k Other to display the New Items object gallery.

2 Depending on your type of project, select either the Delphi Projects node, the Delphi for .NET Projects node,
or the C++Builder Projects node.

3 Double-click the Package icon.

This creates a new empty package and makes an entry for it in the Project Manager, along with two folders:
one marked Contains and one marked Requires.

Note: If you want to add required files to the package, you must add compiled packages (.dcpil, .dll)
to the Required folder. Add uncompiled code files (.pas, .cpp, .h) to the Contains folder.

Select the package name in the Project Manager.

Right-click to display the drop-down context menu and choose Add to display the Add dialog box.
Browse to locate the file or files you want to add.

Select one or more files, and click Open.

Click OK.

This adds the selected files to the package.
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9 Choose Project F Build <Package Name> to build the package.

To add a package to a project

Choose File ¥ New k Other ¥ VCL Forms Application.
Select the project name in the Project Manager.
Right-click to display the drop-down context menu.
Choose Add.

Browse to locate a package file.

Select the file and click Open.

Click OK.

This adds the package to the project.
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8 Choose Project k Build <Project Name> to build the project.

To add a component package to the Tool Palette
1 Choose Components F Installed .NET Components.
2 Click the .NET VCL Components tab.
3 Click Add.
4 Locate the package file you want to add to the Tool Palette.
5 Click Open.
This displays the available components from the package.
6 Click OK.
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The components appear in the Tool Palette.
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Finding References

The Find References refactoring feature helps you locate any connections between a file containing a symbol you
intend to rename and other files where that symbol also appears. A preview allows you to decide how you want the
refactoring to operate on specific targets or on the group of references as a whole.

To create a Find References list

1 Open a project.
2 Select an identifier in the Code Editor.
3 Choose Search F Find References.

Note: You can also invoke Find References with the keyboard shortcut Shift+Ctrl+Enter.

4 Double-click a node in the window to go to that location in the Code Editor.

Note: If you continue to perform Find References operations without clearing the results, the new
results are appended in chronological order to the existing results in the window.

To clear results from the Find References window

1 Select a single reference or a node.

Note: No matter which you select, you get the same results. The entire node will be cleared.
2 Click the Refactor Delete icon X at the top of the Find References window, to delete the selected item and

any item in that result set.

Note: Deleting items from the Find References window does not delete them from your actual code files or your
project.

To clear all results from the Find References window
1 Select any item in the window.

2 Click the Remove All References icon '@ at the top of the Find References window.
This action clears all results from the window.

Note: Deleting items from the Find References window does not delete them from your actual code files or your
project.
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Linking Delphi Units Into an Application

When compiling an application that references a Delphi-produced assembly, you can link the Delphi units for that
assembly into your application. The compiler will link in the binary DCUIL files, which will eliminate the need to
distribute the assembly with your application.

To link in a Delphi unit

1 With your application open in the IDE, choose Project ¥ Add Reference.

2 In the Add Reference dialog box, select a Delphi-produced assembly DLL from the list of .NET assemblies and
click the Add Reference button.

If the assembly you want to link to is not in the list, use the Browse button to find and select it.

3 Click OK.
The assembly is listed in the References node of the Project Manager.

4 In the Project Manager, right-click the assembly and choose Link in Delphi Units.
The menu command is disabled if the reference is not a Delphi-produced assembly.

In the Object Inspector, the corresponding Link Units property is set to True.

5 Choose Project ¥ Compile to compile the application.
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Previewing and Applying Refactoring Operations

You can preview most refactoring operations in the Refactoring pane. Some refactorings occur immediately and
allow no preview. You might want to use the preview feature when you first begin to perform refactoring operations.
The preview shows you how the refactoring engine evaluates and applies refactoring operations to various types of
symbols and other refactoring targets. Previewing is set as the default behavior. When you preview a refactoring
operation, the engine gathers refactoring information in a background thread and fills in the information as the
information is collected.

If you apply a refactoring operation right away, it is performed in a background thread also, but a modal dialog blocks
the Ul activity. If the refactoring engine encounters an error during the information gathering phase of the operation,
it will not apply the refactoring operation. The engine only applies the refactoring operation if it finds no errors during
the information gathering phase.

To preview a refactoring operation
Open a project.
Locate a symbol name in the Code Editor.

Select the symbol name.
Right-click to display the context menu.
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Select Refactoring ¥ Rename 'symbol type' where symbol type is one of the valid types, such as method,
variable, or field.

This displays the Rename Symbol dialog.
6 Type a new name in the New name text box.
7 Select the View references before refactoring check box.
8 Click OK.

This displays a hierarchical list of the potentially refactored items, in chronological order as they were found. You
can jump to each item in the Code Editor.

Note: If you want to remove an item from the refactoring operation, select the item and click the Delete
Refactoring icon in the toolbar.

To jump to a refactoring target from the Message Pane

1 Expand any of the nodes that appear in the Message Pane.
2 Click on the target refactoring operation that you would like to view in the Code Editor.
3 Make any changes you would like in the Code Editor.

Warning: If you change an item in the Code Editor, the refactoring operation is prevented. You need
to reapply the refactoring after making changes to any files during the process, while the
Message Pane contains refactoring targets.

To apply refactorings

1 Open a project.
2 Locate a symbol name in the Code Editor.
3 Select the symbol name.
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4 Right-click to display the context menu.

5 Select Refactoring ¥ Rename 'symbol type' where symbol type is one of the valid types, such as method,
variable, or field.

This displays the Rename Symbol dialog.
6 Type a new name in the New name text box.
7 Click OK.

As long as the View references before refactoring check box is not selected, the refactoring occurs
immediately.

Warning: If the refactoring engine encounters errors, the refactoring is not applied. The errors are
displayed in the Message Pane.
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Renaming a Symbol

You can rename symbols if the original declaration symbol is in your project, or if a project depended upon by your
project contains the symbol and is in the same open project group. You can also rename error symbols.

To rename a symbol

1 Select the symbol name in the Code Editor.
2 Right-click to display the drop-down context menu.

3 Select Refactoring F Rename 'symbol type' ' symbol name' where symbol type is either method, variable,
or field, and symbol name is the actual name of the selected symbol.

This displays the Rename dialog box.
4 Enter the new name in the New Name text box.

5 If you want to preview the changes to your project files, select the View References Before Refactoring check
box.

Note: The menu commands are context-sensitive. If you select a method, the command will read

Rename Method method name where method name is the actual name of the method you
have selected. This context-sensitivity holds true for all other object types, as well.
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Setting Project Options

You can manage application and compiler options for your project. Making changes to your project only affects the
current project. However, you can also save your selections as the default settings for new projects.

To change compiler options
1 Choose Project k¥ Options.
The Options dialog box appears.

2 Select Compiler and set your options to modify how you want your program to compile.
3 Click OK.

To change application options

1 Choose Project ¥ Options.

The Options dialog box appears.
2 Select Application and specify a title and extension for your application.
3 Click OK.

To change debugger options

1 Choose Project ¥ Options.
The Options dialog box appears.

2 Use the Debugger page to pass command-line parameters to your application, specify a host executable for
testing a DLL, or load an executable into the debugger.

3 Use the Environment Block page to indicate which environment variables are passed to your application while
you are debugging it.

4 Click OK.
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Using Build Configurations

Note: Build configurations are available in only the C++ personality.

To create and use a new build configuration

1 Create a new build configuration.
2 Change build configuration settings.
3 Activate the build configuration.

To create a new build configuration
1 Choose Project k Build Configurations.
The Build Configurations dialog box appears.

2 Click New or select an existing build configuration and click Copy.
The New Build Configuration dialog box appears.

3 Enter the name and output directory and the new build configuration and click OK.

The new build configuration now appears in the Build Configurations drop-down list on the Project Options dialog
box.

To change build configuration settings

1 Choose Project ¥ Options.
The Project Options dialog box appears.

2 Choose the build configuration you want to work with from the Build Configurations drop-down list.
3 Select a page that provides options for a build tool, such as C++ Compiler.
4 Change settings on build tool options pages.

Note: If you are working with a build configuration other than All Configurations, some options might
appear in blue. Options appear in blue when they override the value set in All Configurations.

5 Click OK.

To activate a build configuration

1 Choose Project ¥ Build Configurations.
The Build Configurations dialog box appears.

2 Select the build configuration you want to activate and click Activate.
(active) is appended to the build configuration you selected.

3 Click OK.

The build configuration you activated will now be used when you build your project.
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Adding a Watch

Add a watch to track the values of program variables or expressions as you step over or trace into code. Each time
program execution pauses, the debugger evaluates all the items listed on the Active tab (or ActiveWatchGroup) in
the Watch List window and updates their displayed values.

You can organize watches into groups. When you add a watch group, a new tab is added to the Watch List window
and all watches associated with that group are shown on that tab. When a group tab is displayed, only the watches
in that group are evaluated during debugging. By grouping watches, you can also prevent out-of-scope expressions
from slowing down stepping.

To add a watch

1 Choose Run k Add Watch to display the Watch Properties dialog box.
2 In the Expression field, enter the expression you want to watch.

An expression consists of constants, variables, and values contained in data structures, combined with language
operators. Almost anything you can use as the right side of an assignment operator can be used as a debugging
expression, except for variables not accessible from the current execution point.

3 Optionally, enter a name in the Group Name field to create the watch in a new group, or select a group name
from the list of previously defined groups.

4 Specify other options as needed (click Help on the Watch Properties dialog for a description of the options).
For example, you can request the debugger to evaluate the watch, even if doing so causes function calls, by
selecting the Allow Function Calls option.

5 Click OK.

The watch is added to the Watch List window.
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Attaching to a Running Process

You can attach to a process that is running on your computer or on a remote computer. This is useful for debugging
a program that was not created with Developer Studio 2006.

To attach to a running process

1 Choose Run F Attach to Process to display the Attach to Process dialog box.

2 Select either Borland .NET Debugger or Borland Win32 Debugger from the Debugger drop-down list,
depending on whether you want to attach to a .NET or Win32 process.

The list of Running Processes is refreshed to display the appropriate processes. For Win32 processes, you
can also check Show System Processes to include system processes in the list.

3 If the process is running on a remote computer, enter the name the computer in the Remote Machine field

Note: The remote debug server must be running on the remote computer.

4 Select a process from the list of Running Processes.
5 If you do not want the process to pause after you have attached to it, uncheck Pause After Attach.
6 Click Attach.
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Debugging Remote Applications

Remote debugging lets you debug a Developer Studio 2006 application running on a remote computer. Once the
remote debug server is running on the remote computer, you can use Developer Studio 2006 to connect to that

computer and begin debugging.

Use the following set of procedures to debug an application running on a remote machine

1 Enable debugging on a machine without the full IDE installation. For details on this procedure, see

Installing a Debugger on a Remote Machine
2 Connect the local machine to the remote machine. For details on this procedure, see

Establishing a Connection for Remote Debugging

3 Generate program files to be copied to the remote machine. For details on this procedure, see

Preparing Files for Remote Debugging
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Debugging VCL for .NET Source Code

To debug VCL for .NET source code, you must set certain project options that are not needed when debugging other
types of applications. The options are off by default and must be specifically set.

To enable options for debugging VCL for .NET source code

1 Open a VCL for .NET project.
2 Choose Project k Options k Compiler.
3 Check the Use debug DCUILs check box.
4 Click OK.
5 Select any Borland-produced assembly under References in the Project Manager.
6 Right-click the assembly and choose Link in Delphi Units.
This sets the Link Units property to True in the Object Inspector.

7 Repeat the previous two steps for each Borland assembly that you want to debug.
You are now able to debug VCL for .NET source code.

Tip: You can use this procedure to debug VCL for .NET assemblies produced by a third party if the debug DCUILs
for those assemblies are available.

293



294



Displaying Expanded Watch Information

When you debug an application, you can inspect the values of members within a watched object whose type is a
complex data object (such as a class, record, or array). These values display in the Watch List window when you
expand a watched object. Additionally, you can expand the elements within an object, displaying its sub-elements
and their values. You can expand all levels in the object. Members are grouped by ancestor.

To display expanded watch information in the Watch List window
1 Set a breakpoint on a valid source line within your project.
A breakpoint icon displays in the gutter next to the selected line.
2 Choose Run F Add Watch to add a watch for an object in your application.
The watch displays in the Watch List window.

3 Choose Run F Run to begin running the program. If needed, use the feature of the program that will cause it to
run to the breakpoint you set.

The IDE automatically switches to the Debug layout and the program stops at the breakpoint.

4 Click the + next to the name of the object that you added to the watch list.
The names and values of elements of the watched object display in the Watch List window.
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Establishing a Connection for Remote Debugging

You must establish a TCP/IP connection between the local and remote machines in preparation for remote
debugging. This connection uses multiple ports that are chosen dynamically by Windows. The remote debug server
listens on one port, and a separate port is opened for each application that is being debugged. A firewall that only
allows connections to the listening port will prevent the remote debugger from working.

Note: Ifthe remote machine uses the firewall included with Windows XP service pack 2, you will receive a message

asking whether Borland remote debugging service should be allowed. You must indicate that this is allowed.

Warning: The connection between Developer Studio 2006 and the remote debug server is a simple TCP/IP socket,

with neither encryption nor authentication support. Therefore, the remote debug server should not be run
on a computer that can be accessed over the network by untrusted clients.

To connect the local machine and the remote machine

1

Ensure that the remote debugger is installed on the remote machine.

2 Ensure that the executable files and symbol files (.tds. .rsm and .pdb) have been copied to the remote machine.

3 On the remote machine, start rmtdbg100.exe with the -listen argument.

rmtdbgl00.exe -listen

This starts the remote debugger's listener and directs it to wait for a connection from your host machine's IDE.
On the local machine, choose Run k Attach to Process.

This displays the Attach to Process dialog.

Specify the host name or TCP/IP address for the remote machine, then click Refresh.

A list of processes running on the remote machine is displayed. This verifies the connectivity between the local
and remote machines.

On the local machine, choose Run F Load Process F Remote.
This displays the Remote page of the Load Process dialog.

In the Remote path field, specify the full path for the directory on the remote machine into which you copied the
executable files and symbol files. The name of the executable must be included.

For example, if you are debugging a program1.exe, and you copy this to a directory named RemoteDebugFiles
\Program1 on the remote machine, specify

C:\RemoteDebugFiles\Programl\programl.exe.

8 In the Remote host field, specify the host name or TCP/IP address for the remote machine.
9 Click the Load button.

This connects the IDE on the local machine to the debugger on the remote machine.

Once this connection is established, you can use the IDE on the local machine to debug the application as it runs
on the remote machine.

Note: You cannot interact directly with the remote application through the remote debugger. For interactive

debugging, you can establish a remote desktop connection.
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Finding References

The Find References refactoring feature helps you locate any connections between a file containing a symbol you
intend to rename and other files where that symbol also appears. A preview allows you to decide how you want the
refactoring to operate on specific targets or on the group of references as a whole.

To create a Find References list

1 Open a project.
2 Select an identifier in the Code Editor.
3 Choose Search F Find References.

Note: You can also invoke Find References with the keyboard shortcut Shift+Ctrl+Enter.

4 Double-click a node in the window to go to that location in the Code Editor.

Note: If you continue to perform Find References operations without clearing the results, the new
results are appended in chronological order to the existing results in the window.

To clear results from the Find References window

1 Select a single reference or a node.

Note: No matter which you select, you get the same results. The entire node will be cleared.
2 Click the Refactor Delete icon X at the top of the Find References window, to delete the selected item and

any item in that result set.

Note: Deleting items from the Find References window does not delete them from your actual code files or your
project.

To clear all results from the Find References window
1 Select any item in the window.

2 Click the Remove All References icon '@ at the top of the Find References window.
This action clears all results from the window.

Note: Deleting items from the Find References window does not delete them from your actual code files or your
project.
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Inspecting and Changing the Value of Data Elements

The Debug Inspector lets you inspect data elements by automatically formatting the type of data it is displaying.
The Debug Inspector is especially useful for examining compound data objects, such as arrays and linked lists.
Because you can inspect individual items displayed in the Debug Inspector, you can perform a walkthrough of
compound data objects by opening a Debug Inspector on a component of the compound object.

Note: The Debug Inspector is only available when the process is stopped in the debugger.

To inspect a data element directly from the Code Editor

1 In the Code Editor, place the insertion point on the data element that you want to inspect.
2 Right-click and choose Debug F Inspect to display the Debug Inspector.

To inspect a data element from the menu

1 Choose Run F Inspect to display the Inspect dialog box.
2 In the Inspect dialog box, type the expression you want to inspect.
3 Click OK.

The Debug Inspector is displayed.

Unlike watch expressions, the scope of a data element in the Debug Inspector is fixed at the time you evaluate it.
If you use the Inspect command from the Code Editor, the debugger uses the location of the insertion point to
determine the scope of the expression you are inspecting. This makes it possible to inspect data elements that are
not within the current scope of the execution point.

If you use Run F Inspect, the data element is evaluated within the scope of the execution point.

If the execution point is in the scope of the expression you are inspecting, the value appears in the Debug
Inspector. If the execution point is outside the scope of the expression, the value is undefined and the Debug
Inspector becomes blank.

To view members of the object you are inspecting

1 Click the Data tab to view strings, boolean values, and other values for such things as variable name, expression,
and owner.

Tip: If you want to see the hexadecimal representation of a string, sub-inspect the string value in the
Debug Inspector.

2 Click the Methods tab to view all of the methods that are members of the object's class.

Tip: If you want to see the return type for any method, select the method and look at the status bar
of the Debug Inspector, where the syntax line for the method, including the return type is
displayed.

3 Click the Properties tab to view all of the properties for the active object.
4 Click any property name to see its type displayed in the status bar of the Debug Inspector.

5 Click the question mark (?) icon to see the actual value for that property at this point of the execution of the
application.
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To change the value of a data element

1 In the Debug Inspector, select a data element that has an ellipsis (...) next to it.
The ellipsis indicates that the data element can be modified.
2 Click the ellipsis (...), or right-click the element and choose Change.

3 Type a new value, then click OK.

To inspect local variable values

1 While running in Debug mode, double-click any variable that appears in the Local Variables window.

This displays the Debug Inspector for that local variable.
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Installing a Debugger on a Remote Machine

To debug a project on a machine that does not have Developer Studio 2006 installed, you must install the remote
debugger executable files. You can install these files either directly from the installation disk or by copying them from
a machine that has Developer Studio 2006 installed.

To install the remote debugger

1 Use the installation disk if it is available.
2 Use files from the machine that has the IDE installed if the installation disk is not available.

To install the remote debugger from the installation disk

1 Insert the installation disk into the remote machine.
2 Choose Install Remote Debugger.
3 Follow the instructions provided by the wizard.

To install the remote debugger if the installation disk is not available

1 Create a directory on the remote machine for the installation files.
2 Locate the following files on the local machine:

rmtdbg100.exe
bccide.dll
bordbk100.dll
bordbk100N.dlI
comp32x.dll
dbkpro100.dll
DCC100.DLL
DCC100IL.DLL
Borland.dbkasp.dll

By default, all of these files are in C:\Program Files\Borland\BDS\4.0\Bin.

3 Copy the files from your local machine to the directory you created on the remote machine.

4 On the remote computer, register bordbk100.dIl and bordbk100n.dllby running the regsvr32.exe registration
utility. For example, on Windows XP, enter C:\Windows\System32\regsvr32.exe bordbk100.dll at the command
prompt, then enter C:\Windows\System32\regsvr32.exe bordbk100n.dlII.

5 If you are debugging an ASP.NET application, copy Borland.dbkasp.dll to the Instal\GlobalAssemblyCache
directory on the remote machine.

If you are debugging an ASP.NET application, register the Borland.dbkasp.dll in the GlobalAssemblyCache using
the Microsoft .NET gacutil.exe utility. For example, on Windows XP with Microsoft .NET Framework SDK, enter
C:\Program Files\Microsoft. NET\SDK\v1.1\Bin\gacutil Borland.dbkasp.dll.
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Modifying Variable Expressions

After you have evaluated a variable or data structure item, you can modify its value. When you modify a value through
the debugger, the modification is effective for the program run only. Changes you make through the Evaluate/
Modify dialog box do not affect your source code or the compiled program. To make your change permanent, you
must modify your source code in the Code Editor, then recompile your program.

To change the value of an expression

1 Choose Run F Evaluate/Modify.

2 Specify the expression in the Expression edit box.
To modify a component property, specify the property name, for example, this.buttonl.Height or
Self.buttonl.Height.

3 Enter a value in the New Value edit box.

The expression must evaluate to a result that is assignment-compatible with the variable you want to assign it
to. Typically, if the assignment would cause a compile or runtime error, it is not a legal modification value.

4 Choose Modify.
The new value is displayed in the Result box.

You cannot undo a change to a variable after you choose Modify. To restore a value, however, you can enter
the previous value in the Expression box and modify the expression again.

Note: You can change individual variables or elements of arrays and data structures, but you cannot change the
contents of an entire array or data structure with a single expression.

Warning: Modifying values (especially pointer values and array indexes), can have undesirable effects because

you can overwrite other variables and data structures. Use caution whenever you modify program values
from the debugger.
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Preparing a Project for Debugging

While most debugging options are set on by default, you can use the following procedures to review and change
those options. There are both general IDE options and project specific options. The project specific options vary
based on the active project type, for example, Delphi, Delphi .NET, or C#.

To activate the integrated debugger

1 Choose Tools k Options k Debugger Options.

2 Select the Integrated Debugging option.

3 Click OK.

4 Optionally review the settings on the other debugging pages.

To set debug options

1 Choose Project ¥ Options.
2 Review the debugging options on the various pages of the Project Options dialog box.

In particular, review the following pages: Compiler, Linker, Directories/Conditionals, Version Info, and
Debugger. Note that not all pages are available for all project types. For example, the Version Info page is only
displayed for Delphi Win32 projects.

3 Click OK.
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Preparing Files for Remote Debugging

Executable files and symbol files must be copied to the remote machine after they are compiled. You must set the
correct options on your local machine in order to generate these files.

To prepare files for debugging on a remote machine

1 Open the project on your local machine.
2 Choose Project k Options Fk Linker and verify that the Include remote debug symbols option is checked.

This directs the compiler to generate a symbol file. The following extensions are used in symbol files (for Delphi
projects):

Language Debug symbol file extension

Delphi for Win32 .rsm

Delphi for .NET .rsm and .pdb
C++ tds
C# .pdb

3 Compile the project on your local machine.

4 Copy the executable files and symbol files for the project to the remote machine.

5 Choose Run F Load Process

6 Specify the directory into which you copied the symbol files in the Debug symbols search path field.
7 Click OK.
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Previewing and Applying Refactoring Operations

You can preview most refactoring operations in the Refactoring pane. Some refactorings occur immediately and
allow no preview. You might want to use the preview feature when you first begin to perform refactoring operations.
The preview shows you how the refactoring engine evaluates and applies refactoring operations to various types of
symbols and other refactoring targets. Previewing is set as the default behavior. When you preview a refactoring
operation, the engine gathers refactoring information in a background thread and fills in the information as the
information is collected.

If you apply a refactoring operation right away, it is performed in a background thread also, but a modal dialog blocks
the Ul activity. If the refactoring engine encounters an error during the information gathering phase of the operation,
it will not apply the refactoring operation. The engine only applies the refactoring operation if it finds no errors during
the information gathering phase.

To preview a refactoring operation
Open a project.
Locate a symbol name in the Code Editor.

Select the symbol name.
Right-click to display the context menu.

a h WN =

Select Refactoring ¥ Rename 'symbol type' where symbol type is one of the valid types, such as method,
variable, or field.

This displays the Rename Symbol dialog.
6 Type a new name in the New name text box.
7 Select the View references before refactoring check box.
8 Click OK.

This displays a hierarchical list of the potentially refactored items, in chronological order as they were found. You
can jump to each item in the Code Editor.

Note: If you want to remove an item from the refactoring operation, select the item and click the Delete
Refactoring icon in the toolbar.

To jump to a refactoring target from the Message Pane

1 Expand any of the nodes that appear in the Message Pane.
2 Click on the target refactoring operation that you would like to view in the Code Editor.
3 Make any changes you would like in the Code Editor.

Warning: If you change an item in the Code Editor, the refactoring operation is prevented. You need
to reapply the refactoring after making changes to any files during the process, while the
Message Pane contains refactoring targets.

To apply refactorings

1 Open a project.
2 Locate a symbol name in the Code Editor.
3 Select the symbol name.
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4 Right-click to display the context menu.

5 Select Refactoring ¥ Rename 'symbol type' where symbol type is one of the valid types, such as method,
variable, or field.

This displays the Rename Symbol dialog.
6 Type a new name in the New name text box.
7 Click OK.

As long as the View references before refactoring check box is not selected, the refactoring occurs
immediately.

Warning: If the refactoring engine encounters errors, the refactoring is not applied. The errors are
displayed in the Message Pane.
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Refactoring Code

Refactoring refers to the capability to make structural changes to your code without changing the functionality of the
code. Code can often be made more compact, more readable, and more efficient through selective refactoring
operations. Developer Studio 2006 provides a set of refactoring operations that can help you re-architect your code
in the most effective and efficient manner possible.

Refactoring operations are available for Delphi, C#, and C++. However, the refactorings for C# and C++ are limited
in number. You can access the refactoring commands from the Refactoring menu or from a right-click context menu
while in the Code Editor.

The Undo capability is available for all refactoring operations. Some operations can be undone using the
standard Undo (CTRL+Z) menu command, while the rename refactorings provide a specific Undo feature.

To rename a symbol

1 In the Code Editor, click the identifier to be renamed.

The identifier can be a method, variable, field, class, record, struct, interface, type, or parameter name.
2 From either the main menu or the Code Editor context menu, choose Refactor k¥ Rename.
3 In the Rename dialog box, enter the new identifier in the New Name field.

4 |eave View references before refactoring checked. If this option is unchecked, the refactoring is applied
immediately, without a preview of the changes.

5 Click OK.
The Refactorings dialog box displays every occurrence of the identifier to be changed.

6 Review the proposed changes in the Refactorings dialog box and use the Refactor button at the top of the
dialog box to perform all of the refactorings listed. Use the Remove Refactoring button to remove the selected
refactoring from the dialog box.

To declare a variable

1 In the Code Editor, click anywhere in a variable name that has not yet been declared.

Note: Any undeclared variable will be highlighted with a red wavy underline by Error Insight.

2 From either the main menu or the Code Editor context menu, choose Refactor k Declare Variable.
If the variable has already been declared in the same scope, the command is not available.

3 Fill in the Declare New Variable dialog box as needed.
4 Click OK.

The variable declaration is added to the procedure, based on the values you entered in the Declare New
Variable dialog box.

To declare a field

1 In the Code Editor, click anywhere in a field name that has not yet been declared.

2 From either the main menu or the Code Editor context menu, choose Refactor ¥ Declare Field.
3 Fillin the Declare New Field dialog box as needed.

4 Click OK.
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The new field declaration is added to the type section of your code, based on the values you entered in the Declare
New Field dialog box.

Note: If the new field conflicts with an existing field in the same scope, the Refactorings dialog box is displayed,
prompting you to correct the conflict before continuing.

To create a method from a code fragment

1 In the Code Editor, select the code fragment to be extracted to a method.

2 From either the main menu or the Code Editor context menu, choose Refactor ¥ Extract Method.
The Extract Method dialog box is displayed.

3 Enter a name for the method in the New method name field, or accept the suggested name.

4 Review the code in the Sample extracted code window.

5 Click OK.

Developer Studio 2006 moves the extracted code outside of the current method, determines the needed parameters,
generates local variables if necessary, determines the return type, and replaces the original code fragment with a
call to the new method.

To convert a string constant to a resource string (for the Delphi language only)

1 In the Code Editor, select the quoted string to be converted to a resource string, for example, in the following
code, insert the cursor into the constant Hello World:

procedure foo;
begin

writelLn ('Hello World');
end;

2 From either the main menu or the Code Editor context menu, choose Refactor k Extract Resource String.

Note: You can also use the shift+Ctrl+L keyboard shortcut.
The Extract Resource String dialog box is displayed.
3 Enter a name for the resource string or accept the suggested name (the str, followed by the string).
4 Click OK.

The resourcestring keyword and the resource string are added to the implementation section of your code, and
the original string is replaced with the new resource string name.

resourcestring
strHelloWorld = 'Hello World';

procedure foo;
begin

writeLn (StrHelloWorld) ;
end.

To find and add a namespace or unit to the uses clause

1 Inthe Code Editor, click anywhere in a the variable name whose unit you want to add to the uses clause (Delphi)
or the namespace you want to add to the using clause (C#).
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2 From either the main menu or the Code Editor context menu, choose Refactor ¥ Find Unit.
The Find Unit dialog box displays a selection list of applicable Delphi units.

Note: If you are coding in C#, the dialog box is called the Use Namespace dialog box.

3 Select the unit or namespace that you want to add to the uses or using clause in the current scope.
You can select as many units or namespaces as you want.

4 If you are coding in Delphi, choose where to insert the reference, either in the interface section or in the
implementation section.

Note: This choice is not relevant for C# and so the selection is not available when refactoring C# code.

5 Click OK.

The uses or using clause is updated with the selected units or namespaces.
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Renaming a Symbol

You can rename symbols if the original declaration symbol is in your project, or if a project depended upon by your
project contains the symbol and is in the same open project group. You can also rename error symbols.

To rename a symbol

1 Select the symbol name in the Code Editor.
2 Right-click to display the drop-down context menu.

3 Select Refactoring F Rename 'symbol type' ' symbol name' where symbol type is either method, variable,
or field, and symbol name is the actual name of the selected symbol.

This displays the Rename dialog box.
4 Enter the new name in the New Name text box.

5 If you want to preview the changes to your project files, select the View References Before Refactoring check
box.

Note: The menu commands are context-sensitive. If you select a method, the command will read

Rename Method method name where method name is the actual name of the method you
have selected. This context-sensitivity holds true for all other object types, as well.

317



318



Resolving Internal Errors

The error message, Internal Error: X1234 indicates that the compiler has encountered a condition, other than a
syntax error, that it cannot successfully process.

Tip: Internal error numbers indicate the file and line number in the compiler where the error occurred. This
information may help Technical Support services track down the problem. Be sure to record this information
and include it with your internal error description.

To resolve an internal error

1 If the error occurs immediately after you have modified code in the editor, go back to the place where you made
your changes and make a note of what was changed.

2 If you can undo or comment out the change and then recompile your application successfully, it is possible that
the programming construct that you introduced exposed a problem with the compiler. If so, follow the procedure
on reviewing code below.

If the problem still exists

1 Delete all of the .dcuil files associated with your project.
2 Close your project completely using File ¥ Close All.
3 Reopen your project.
This will clear the unit cache maintained in the IDE. Alternatively, you can close the IDE and restart.

4 Another option is to try and recompile your application using the Project k Build option so that the compiler will
regenerate all of your dcuils.

5 If the error is still present, exit the IDE and try to compile your application using the command line version of the
compiler (dccil.exe) from a command prompt. This will remove the unit caching of the IDE from the picture and
could help to resolve the problem.

Review your code at the last modification point

1 If the problem still exists, go back to the place where you last made modifications to your file and review the code.

Typically, most internal errors can be reproduced with only a few lines of code and frequently the code involves
syntax or constructs that are rather unusual or unexpected. If this is the case, try modifying the code to do the
same thing in a different way. For example, if you are typecasting a value, try declaring a variable of the cast
type and do an assignment first.

begin
if Integer(b) = 100 then...

end;
var

a: Integer;
begin

a :=
if a
end;

’

[en

100 then...

Here is an example of unexpected code that you can correct to resolve the error:
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var
A : Integer;
begin
{ Below the second cast of A to Int64 is unnecessary; removing it can avoid the Internal
Error. }
if Int64 (Int64 (A))=0 then
end;

2 In this case, the second cast of A to an Int64 is unnecessary and removing it corrects the error. If the problem
seems to be awhile...do loop, try using a for. . .do loop instead. Although this does not actually solve the
problem, it may help you to continue work on your application.

If this resolves the problem, it does not mean that either while loops or for loops are broken but more likely it
means that the manner in which you wrote your code was unexpected.

3 Once you have identified the problem, we ask that you create the smallest possible test case that still reproduces
the error and submit it to Borland.

Other techniques for resolving internal errors

1 If error seems to be on code contained within a while. . .do loop try using a for. . .do loop instead or vice
versa.

2 If it uses a nested function or procedure (a procedure/function contained within a procedure/function) try
unnesting them.

3 If it occurs on a typecast look for alternatives to typecasting like using a local variable of the type you need.
4 If the problem occurs within a with statement try removing the with statement altogether.
5 Try turning off compiler optimizations under Project Options ¥ Compiler.

When all else fails

1 Typically, there are many different ways to write any single piece of code. You can try and resolve an internal
error by changing the code. While this may not be the best solution, it may help you to continue to work on your
application. If this resolves the problem, it does not mean that either while loops or for loops are broken but
perhaps that the manner in which you have written your code was unexpected and therefore resulted in an error.

2 Ifyou've tried your code on the latest release of the compiler and it is still reproducible, create the smallest possible
test case that will still reproduce the error and submit it to Borland. If it is not reproducible on the latest version,
it is likely that the problem has already been fixed.

Configuring the IDE to avoid internal errors

1 Create a single directory where all of your .dcpil files (precompiled package files) are placed.

For example, create a directory called C:\DCPIL and under Tools Environment Options select the Library tab
and set the DCPIL output directory to C:\DCPIL. This setting will help ensure that the .dcpil files the compiler
generates are always up-to-date. This is useful when you move a package from one directory to another. You
can create a .dcuil directory on a per-project basis using Project Options k Directories/Conditionals k

Unit output directory.

2 The key is to use the most up-to-date versions of your .dcuil and .dcpil files. Otherwise, you may encounter
internal errors that are easily avoidable.
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Setting and Modifying Source Breakpoints

Breakpoints pause program execution at a certain location or when a particular condition occurs. You can set
breakpoints in the Code Editor before and during a debugging session. During a debugging session, any line of
code that is eligible for a breakpoint is marked with a blue dot . in the left gutter of the Code Editor.

To set a breakpoint
1 Click the left gutter of the Code Editor next to the line of code where you want to pause execution.

2 Choose Run ¥k Add Breakpoint k Source Breakpoint to display the Add Source Breakpoint dialog box.

Tip: To widen the Code Editor gutter, choose Tools k Options Fk Editor Options k Display and
increase the Gutter width option.

3 Fill in the appropriate values and click OK.
The following icons are used to represent breakpoints in the Code Editor gutter.

Icon Description
The breakpoint is valid and enabled. The debugger is inactive.

The breakpoint is valid and enabled. The debugger is active.

The breakpoint is invalid and enabled. The breakpoint is set at an invalid location, such as a comment, a blank line, or
invalid declaration.

The breakpoint is valid and disabled. The debugger is inactive.

The breakpoint is valid and disabled. The debugger is active.

&0 8 ae

&3  The breakpoint is invalid and disabled. The breakpoint is set at an invalid location.
Breakpoints are displayed in the Breakpoint List window.

To modify a breakpoint

1 Right-click the breakpoint icon and choose Breakpoint Properties.
2 Set the options in the Source Breakpoint Properties dialog box to modify the breakpoint.

For example, you can set a condition, create a breakpoint group, or determine what action occurs when execution
reaches the breakpoint.

3 Click Help for more information about the options on the dialog box.
4 Click OK.

To create a breakpoint group

1 Right-click the breakpoint icon and choose Breakpoint Properties.

2 Enter a group name in the Group field, or select a name from the drop down list box to add the breakpoint to an
existing group.

3 Click OK.

321



To enable or disable a breakpoint or breakpoint group
1 Right-click the breakpoint icon in the Code Editor or in the Breakpoint List window and choose Enabled to
toggle between enabled and disabled.

2 To enable or disable all breakpoints, right-click a blank area (not on a breakpoint) in the Breakpoint List window
and choose Enable All or Disable All.

3 To enable or disable a breakpoint group, right-click a blank area (not on a breakpoint) in the Breakpoint List
window and choose Enable Group or Disable Group.

Tip: Press the Ctrl key while clicking a breakpoint in the Code Editor to toggle between enabled and disabled.

Disabling a breakpoint or breakpoint group prevents it from pausing execution, but retains the breakpoint settings,
so that you can enable it later.

To create a conditional breakpoint

1 Choose Run F Add Breakpoint ¥ Source Breakpoint to display the Add Source Breakpoint dialog box.
2 In the Line number field, enter the line in the Code Editor where you want set the breakpoint.

Tip: To pre-fill the Line number field, click a line in the Code Editor prior to opening the Add Source
Breakpoint dialog box.

3 In the Condition field, enter a conditional expression to be evaluated each time this breakpoint is encountered
during program execution.

4 Click OK.
Conditional breakpoints are useful when you want to see how your program behaves when a variable falls into a
certain range or what happens when a particular flag is set.

If the conditional expression evaluates to true (or not zero), the debugger pauses the program at the breakpoint
location. If the expression evaluates to false (or zero), the debugger does not stop at the breakpoint location.

To associate actions with a breakpoint

1 Choose Run k Add Breakpoint k Source Breakpoint to display the Add Source Breakpoint dialog box.

Tip: You can also right-click the breakpoint icon and choose Breakpoint Properties to display the
Source Breakpoint Properties dialog box.

2 Click Advanced to display additional options at the bottom the dialog box.

3 Check the actions that you want to occur when the breakpoint is encountered.
For example, you can specify an expression to be evaluated and write the result of the evaluation to the Event
Log.

4 Click OK.

To change the color of the text at the execution point and breakpoints

1 Choose Tools k Options k Editor Options k Color.
2 |n the code sample window, select the appropriate language tab.

For example, to change the breakpoint color for Developer Studio 2006 code, select the Developer Studio 2006
tab.
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3 Scroll the code sample window to display the execution and breakpoint icons in the left gutter of the window.
4 Click anywhere on the execution point or breakpoint line that you want to change.

5 Use the Foreground Color and Background Color drop-down lists to change the colors associated with the
selected execution point or breakpoint.

6 Click OK.
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Setting the Search Order for Debug Symbol Tables

Symbol tables are used internally during debugging. By default, Developer Studio 2006 locates and uses all symbol
tables available. However, you can control the order in which these symbol tables are searched. You can also limit
the search to specific symbol tables, which can speed up the debugging process.

The extensions for symbol table files vary by personality.
m Delphi Win32, does not use external symbol files because the compiler holds the symbols tables in memory.
However, if you are debugging a remote application, you must generate symbol files with the .RSM extension.
m Delphi.NET, VB.NET and C# symbol files use the .PDB extension.

m C++ symbol files use the .TDS extension. However, if debug information is contained in the PE file, external
symbol tables are not used.

To set the order in which symbol tables are searched

1 Specify the general project search path.

2 Specify the global path for all projects.

3 Specify the language-specific path for the project.
4 Specify the language-specific global path.

To specify the general project search path

1 Choose Project ¥ Options ¥ Debugger ¥ Symbol Tables.

2 In the Debug symbols search path field, type or navigate to the path to the symbols table that you want the
debugger to use.

Note: If you want to limit the search to specific symbol tables, proceed to the next step. If you want
the debugger to search all paths, click OK to finish specifying the general project search path.

3 Uncheck the Load all symbols check box.
4 Click New.
The Add Symbol Table Search Path dialog displays.

5 Enter the name of the module you are debugging and one or more paths that contain the symbol table for that
module.

If you specify multiple paths, use a semicolon to separate them.

6 Click OK.

The Add Symbol Table Search Path dialog closes and the module and path you added are displayed in the
table.

Note: You can use this list to specify modules and paths that the debugger is to avoid searching by
using a blank path and checking the Load symbols for unspecified modules check box.

7 Click OK.

To specify the global path for all projects (for Delphi and C++ only)
1 Choose Tools k Options k Debugger Options F Borland Debuggers.
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2 In the Debug symbols search path field, type or navigate to the path to the symbols table that you want the
debugger to use.

3 Click OK.

To specify the language-specific path for the project

1 Choose Project ¥ Options F Directories/Conditionals .

The Directories/Conditionals page contains four fields in which you can specify a path for Win32 and .NET
symbol tables. They are searched in the following order during debugging:

Search path

Package output directory

DCP output directory

A WO DN =

Output directory

N

In each of these fields, type or navigate to the path to the symbols table that you want the debugger to use.
3 Click OK.

To specify global paths
1 Choose Tools F Options k Delphi Options F Library (Win32 or NET).

Depending on the language, the Library page contains two or three fields in which you can specify a path for
Win32 and .NET symbol tables. They are searched in the following order during debugging:

1 Browsing path

2 DCP output directory (not used for C++)

3 Package output directory

2 In each of these fields, type or navigate to the path to the symbols table that you want the debugger to use.
3 Click OK.
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Using Tooltips During Debugging

When you debug an application, you can display the values of members within a watched object whose type is a
complex data object (such as a class, record, or array). These values display in the code editor window when you
expand a watched object. Additionally, you can expand the elements within an object, displaying its sub-elements
and their values. You can expand all levels in the object. Members are grouped by ancestor.

To expand tooltips during debugging

1 Create a new VCL for Win32 application or open an existing application.
2 Choose Project k Options k Compiler and verify that the Use debug DCUs option is selected.

3 Choose Tools k Options k Editor Options Fk Code Insight and verify that the Tooltip expression
evaluation option is selected.

4 Choose Run F Step Over.

Tip: Alternatively, press F8.

This opens the Code page of the main source file for the project.
5 Choose Run k Step Over again.

This initializes the project.
6 Move the cursor over the Application keyword.

This displays the tooltip in a single block.
7 Click the + next to the Application keyword within the tooltip.

The tooltip expands to a scrollable box that contains each child property and its value. The + appears next to
each property that has one or more child properties. You can expand any member to display properties and
values hierarchically within the tooltip.
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Deploying Applications
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Building Packages

You can create packages in Developer Studio 2006 and include them in your projects.

To create a new package
1 File ¥ New k Other to display the New Items object gallery.

2 Depending on your type of project, select either the Delphi Projects node, the Delphi for .NET Projects node,
or the C++Builder Projects node.

3 Double-click the Package icon.

This creates a new empty package and makes an entry for it in the Project Manager, along with two folders:
one marked Contains and one marked Requires.

Note: If you want to add required files to the package, you must add compiled packages (.dcpil, .dll)
to the Required folder. Add uncompiled code files (.pas, .cpp, .h) to the Contains folder.

Select the package name in the Project Manager.

Right-click to display the drop-down context menu and choose Add to display the Add dialog box.
Browse to locate the file or files you want to add.

Select one or more files, and click Open.

Click OK.

This adds the selected files to the package.

0 N o o »

9 Choose Project F Build <Package Name> to build the package.

To add a package to a project

Choose File ¥ New k Other ¥ VCL Forms Application.
Select the project name in the Project Manager.
Right-click to display the drop-down context menu.
Choose Add.

Browse to locate a package file.

Select the file and click Open.

Click OK.

This adds the package to the project.
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8 Choose Project k Build <Project Name> to build the project.

To add a component package to the Tool Palette
1 Choose Components F Installed .NET Components.
2 Click the .NET VCL Components tab.
3 Click Add.
4 Locate the package file you want to add to the Tool Palette.
5 Click Open.
This displays the available components from the package.
6 Click OK.
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The components appear in the Tool Palette.
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Linking Delphi Units Into an Application

When compiling an application that references a Delphi-produced assembly, you can link the Delphi units for that
assembly into your application. The compiler will link in the binary DCUIL files, which will eliminate the need to
distribute the assembly with your application.

To link in a Delphi unit

1 With your application open in the IDE, choose Project ¥ Add Reference.

2 In the Add Reference dialog box, select a Delphi-produced assembly DLL from the list of .NET assemblies and
click the Add Reference button.

If the assembly you want to link to is not in the list, use the Browse button to find and select it.

3 Click OK.
The assembly is listed in the References node of the Project Manager.

4 In the Project Manager, right-click the assembly and choose Link in Delphi Units.
The menu command is disabled if the reference is not a Delphi-produced assembly.

In the Object Inspector, the corresponding Link Units property is set to True.

5 Choose Project ¥ Compile to compile the application.
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Creating Code Templates

While using the Code Editor, you can add your favorite code constructs to the Template Manager to create a library
of the templates you use most often.

To add a Code Template using the Menu Commands:
1 While you are working in the Code Editor, choose File ¥ New k Other Files and then select the Code
Template icon.

2 Fill in the template name, description, author, and code language attributes. Then type in the code for your
template between the </[CDATA[]]> tag and the </code> tag.

Note: The Name and Language fields in the template are required.

3 Choose the Save command from the File pull-down menu in the Code Editor (or type CTRL + S). Your new
template now appears in the IDE tree of the Template Manager window. It is saved, by default, in the Documents
and Settings\.....\X.X(release number)\code_templates directory.

To add a Code Template using the Template Manager window:

1 In the Code Editor, choose View F Templates.

2 In the Template Manager window, click the New button. This will put an XML outline for a code template in the
Code Editor main window. You can also select code in the Editor before you click the New button.

3 Fill in the template name, description, author, and code language attributes. Then type in the code for your
template between the <!/[CDATA[]]> tag and the </code> tag.

Note: The Name and Language fields in the template are required.

4 Choose the Save command from the File pull-down menu in the Code Editor (or type CTRL + S). Your new
template now appears in the IDE tree of the Template Manager window. It is saved, by default, in the Documents
and Settings\.....\X.X(release number)\code templates directory.
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Customizing Code Editor

Borland Developer Studio 2006 lets you customize your Code Editor by using the available settings to modify
keystroke mappings, fonts, margin widths, colors, syntax highlighting, and indentation styles.

To customize general Code Editor options

1 Choose Tools k Options.

2 Click Editor Options.

3 Select any of the customization options and make modifications.
4 Click OK to apply the modifications to the Code Editor.
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Finding References

The Find References refactoring feature helps you locate any connections between a file containing a symbol you
intend to rename and other files where that symbol also appears. A preview allows you to decide how you want the
refactoring to operate on specific targets or on the group of references as a whole.

To create a Find References list

1 Open a project.
2 Select an identifier in the Code Editor.
3 Choose Search F Find References.

Note: You can also invoke Find References with the keyboard shortcut Shift+Ctrl+Enter.

4 Double-click a node in the window to go to that location in the Code Editor.

Note: If you continue to perform Find References operations without clearing the results, the new
results are appended in chronological order to the existing results in the window.

To clear results from the Find References window

1 Select a single reference or a node.

Note: No matter which you select, you get the same results. The entire node will be cleared.
2 Click the Refactor Delete icon X at the top of the Find References window, to delete the selected item and

any item in that result set.

Note: Deleting items from the Find References window does not delete them from your actual code files or your
project.

To clear all results from the Find References window
1 Select any item in the window.

2 Click the Remove All References icon '@ at the top of the Find References window.
This action clears all results from the window.

Note: Deleting items from the Find References window does not delete them from your actual code files or your
project.
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Previewing and Applying Refactoring Operations

You can preview most refactoring operations in the Refactoring pane. Some refactorings occur immediately and
allow no preview. You might want to use the preview feature when you first begin to perform refactoring operations.
The preview shows you how the refactoring engine evaluates and applies refactoring operations to various types of
symbols and other refactoring targets. Previewing is set as the default behavior. When you preview a refactoring
operation, the engine gathers refactoring information in a background thread and fills in the information as the
information is collected.

If you apply a refactoring operation right away, it is performed in a background thread also, but a modal dialog blocks
the Ul activity. If the refactoring engine encounters an error during the information gathering phase of the operation,
it will not apply the refactoring operation. The engine only applies the refactoring operation if it finds no errors during
the information gathering phase.

To preview a refactoring operation
Open a project.
Locate a symbol name in the Code Editor.

Select the symbol name.
Right-click to display the context menu.
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Select Refactoring ¥ Rename 'symbol type' where symbol type is one of the valid types, such as method,
variable, or field.

This displays the Rename Symbol dialog.
6 Type a new name in the New name text box.
7 Select the View references before refactoring check box.
8 Click OK.

This displays a hierarchical list of the potentially refactored items, in chronological order as they were found. You
can jump to each item in the Code Editor.

Note: If you want to remove an item from the refactoring operation, select the item and click the Delete
Refactoring icon in the toolbar.

To jump to a refactoring target from the Message Pane

1 Expand any of the nodes that appear in the Message Pane.
2 Click on the target refactoring operation that you would like to view in the Code Editor.
3 Make any changes you would like in the Code Editor.

Warning: If you change an item in the Code Editor, the refactoring operation is prevented. You need
to reapply the refactoring after making changes to any files during the process, while the
Message Pane contains refactoring targets.

To apply refactorings

1 Open a project.
2 Locate a symbol name in the Code Editor.
3 Select the symbol name.
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4 Right-click to display the context menu.

5 Select Refactoring ¥ Rename 'symbol type' where symbol type is one of the valid types, such as method,
variable, or field.

This displays the Rename Symbol dialog.
6 Type a new name in the New name text box.
7 Click OK.

As long as the View references before refactoring check box is not selected, the refactoring occurs
immediately.

Warning: If the refactoring engine encounters errors, the refactoring is not applied. The errors are
displayed in the Message Pane.
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Recording a Keystroke Macro

You can record a series of keystrokes as a macro while editing code. After you record a macro, you can play it back
to repeat the keystrokes during the current IDE session.

To record a macro

1 In the Code Editor, click the record macro button @ at the bottom of the code window to begin recording.
2 Type the keystrokes that you want to record.

3 When you have finished typing the keystroke sequence, click the stop recording button H .

4 To record another macro, repeat the previous steps.

Note: Recording a macro replaces the previously recorded macro.

The macro is now available to use during the current IDE session.

To run a macro

1 In the Code Editor, position the cursor in the code where you want to run the macro.

2 Click the macro playback button P to run the macro.
If the button is dimmed, no macro is available.

341



342



Refactoring Code

Refactoring refers to the capability to make structural changes to your code without changing the functionality of the
code. Code can often be made more compact, more readable, and more efficient through selective refactoring
operations. Developer Studio 2006 provides a set of refactoring operations that can help you re-architect your code
in the most effective and efficient manner possible.

Refactoring operations are available for Delphi, C#, and C++. However, the refactorings for C# and C++ are limited
in number. You can access the refactoring commands from the Refactoring menu or from a right-click context menu
while in the Code Editor.

The Undo capability is available for all refactoring operations. Some operations can be undone using the
standard Undo (CTRL+Z) menu command, while the rename refactorings provide a specific Undo feature.

To rename a symbol

1 In the Code Editor, click the identifier to be renamed.

The identifier can be a method, variable, field, class, record, struct, interface, type, or parameter name.
2 From either the main menu or the Code Editor context menu, choose Refactor k¥ Rename.
3 In the Rename dialog box, enter the new identifier in the New Name field.

4 |eave View references before refactoring checked. If this option is unchecked, the refactoring is applied
immediately, without a preview of the changes.

5 Click OK.
The Refactorings dialog box displays every occurrence of the identifier to be changed.

6 Review the proposed changes in the Refactorings dialog box and use the Refactor button at the top of the
dialog box to perform all of the refactorings listed. Use the Remove Refactoring button to remove the selected
refactoring from the dialog box.

To declare a variable

1 In the Code Editor, click anywhere in a variable name that has not yet been declared.

Note: Any undeclared variable will be highlighted with a red wavy underline by Error Insight.

2 From either the main menu or the Code Editor context menu, choose Refactor k Declare Variable.
If the variable has already been declared in the same scope, the command is not available.

3 Fill in the Declare New Variable dialog box as needed.
4 Click OK.

The variable declaration is added to the procedure, based on the values you entered in the Declare New
Variable dialog box.

To declare a field

1 In the Code Editor, click anywhere in a field name that has not yet been declared.

2 From either the main menu or the Code Editor context menu, choose Refactor ¥ Declare Field.
3 Fillin the Declare New Field dialog box as needed.

4 Click OK.

343



The new field declaration is added to the type section of your code, based on the values you entered in the Declare
New Field dialog box.

Note: If the new field conflicts with an existing field in the same scope, the Refactorings dialog box is displayed,
prompting you to correct the conflict before continuing.

To create a method from a code fragment

1 In the Code Editor, select the code fragment to be extracted to a method.

2 From either the main menu or the Code Editor context menu, choose Refactor ¥ Extract Method.
The Extract Method dialog box is displayed.

3 Enter a name for the method in the New method name field, or accept the suggested name.

4 Review the code in the Sample extracted code window.

5 Click OK.

Developer Studio 2006 moves the extracted code outside of the current method, determines the needed parameters,
generates local variables if necessary, determines the return type, and replaces the original code fragment with a
call to the new method.

To convert a string constant to a resource string (for the Delphi language only)

1 In the Code Editor, select the quoted string to be converted to a resource string, for example, in the following
code, insert the cursor into the constant Hello World:

procedure foo;
begin

writelLn ('Hello World');
end;

2 From either the main menu or the Code Editor context menu, choose Refactor k Extract Resource String.

Note: You can also use the shift+Ctrl+L keyboard shortcut.
The Extract Resource String dialog box is displayed.
3 Enter a name for the resource string or accept the suggested name (the str, followed by the string).
4 Click OK.

The resourcestring keyword and the resource string are added to the implementation section of your code, and
the original string is replaced with the new resource string name.

resourcestring
strHelloWorld = 'Hello World';

procedure foo;
begin

writeLn (StrHelloWorld) ;
end.

To find and add a namespace or unit to the uses clause

1 Inthe Code Editor, click anywhere in a the variable name whose unit you want to add to the uses clause (Delphi)
or the namespace you want to add to the using clause (C#).
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2 From either the main menu or the Code Editor context menu, choose Refactor ¥ Find Unit.
The Find Unit dialog box displays a selection list of applicable Delphi units.

Note: If you are coding in C#, the dialog box is called the Use Namespace dialog box.

3 Select the unit or namespace that you want to add to the uses or using clause in the current scope.
You can select as many units or namespaces as you want.

4 If you are coding in Delphi, choose where to insert the reference, either in the interface section or in the
implementation section.

Note: This choice is not relevant for C# and so the selection is not available when refactoring C# code.

5 Click OK.

The uses or using clause is updated with the selected units or namespaces.
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Renaming a Symbol

You can rename symbols if the original declaration symbol is in your project, or if a project depended upon by your
project contains the symbol and is in the same open project group. You can also rename error symbols.

To rename a symbol

1 Select the symbol name in the Code Editor.
2 Right-click to display the drop-down context menu.

3 Select Refactoring F Rename 'symbol type' ' symbol name' where symbol type is either method, variable,
or field, and symbol name is the actual name of the selected symbol.

This displays the Rename dialog box.
4 Enter the new name in the New Name text box.

5 If you want to preview the changes to your project files, select the View References Before Refactoring check
box.

Note: The menu commands are context-sensitive. If you select a method, the command will read

Rename Method method name where method name is the actual name of the method you
have selected. This context-sensitivity holds true for all other object types, as well.
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Using Bookmarks

You can mark a location in your code with a bookmark and jump directly to it from anywhere in the file. You can set
up to ten bookmarks. Bookmarks are preserved when you save the file and available when you reopen the file in
the Code Editor.

To set a bookmark

1 In the Code Editor, right-click the line of code where you want to set a bookmark.
The Code Editor context menu is displayed.

2 Choose Toggle Bookmarks ¥ Bookmark n, where n is a number from 0 to 9.

A bookmark icon |i is displayed in the left gutter of the Code Editor.

Tip: To set a bookmark using the shortcut keys, press CTRL+SHIFT and a number from 0 to 9.

To jump to a bookmark

1 In the Code Editor, right-click to display the context menu.
2 Choose GoTo Bookmarks F Bookmark n, where n is a number from 0 to 9.

Tip: To jump to a bookmark using the shortcut keys, press CTRL and the number of the bookmark. For example,
CTRL+1 will jump you to the line of code set at bookmark 1.

To remove a bookmark

1 In the Code Editor, right-click to display the context menu.
2 Choose Toggle Bookmarks F Bookmark n, where n is the number of the bookmark you want to remove.
The bookmark icon is removed from the left gutter of the Code Editor.

Tip: To remove all bookmarks from a file, choose Clear Bookmarks.
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Using Class Completion

Class completion automates the definition of new classes by generating skeleton code for Delphi class members
that you declare.

To use class completion

1 In the Code Editor, declare a class in the interface section of a unit.
For example, you might enter the following:
type TMyButton = class (TButton)
property Size: Integer;

procedure DoSomething;
end;

2 Right-click on the class declaration and choose Complete Class at Cursor.

You can also invoke Class Completion by placing the cursor within the class declaration and
pressing CTRL+SHIFT+C.

Tip:

Class Completion automatically adds the read and write specifiers to the declarations for any properties that require
them, and then adds skeleton code in the implementation section for each class method.

Tip: You can also use class completion to fill in interface declarations for methods that you define in the
implementation section.

After invoking class completion, the sample code above appears as follows:

type TMyButton = class (TButton)
private
FSize: Integer;
procedure SetSize (const Value: Integer);

published
property Size: Integer read FSize write set Size;

procedure DoSomething;
end;

The following skeleton code is added to the implementation section:

{ TMyButton }

procedure TMyButton.DoSomething;
begin

end;

procedure TMyButton.SetSize (const Value: Integer);
begin

FSize := Value;
end;

If your declarations and implementations are sorted alphabetically, class completion maintains their sorted order.
Otherwise, new routines are placed at the end of the implementation section of the unit and new declarations are

placed in private sections at the beginning of the class declaration.
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Tip: The Finish Incomplete Properties option on the Tools ¥ Options k Explorer page determines whether
class completion completes property declarations.
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Using Code Folding

Code folding lets you collapse (hide) and expand (show) your code to make it easier to navigate and read. Developer
Studio 2006 generates code that contains code folding regions, but you can add your own regions as needed.

To collapse and expand code

1 In the Code Editor, click the minus (-) sign to the left of a code block to collapse the code.
2 Click the plus (+) sign to expand the code block.

Tip: To turn off code folding for the current edit session, press and hold Ctrl+Shift, and then K, and then O. To collapse
the nearest code block, press and hold Ctrl+Shift, and then K, and E. To expand the nearest code block, press
and hold Ctri+Shift, and then K, and U. To expand all code, press and hold Ctrl+Shift and then press K, and A.

To add a code folding region

1 In the Code Editor, use the following preprocessor directives to surround a block of code:

[Delphi]
{$region 'Optional text that appears when the code block is folded'}

{Sendregion}

[C#]
Sregion Optional text that appears when the code block is folded

Sendregion

The region is marked with a minus (-) sign.

2 Click the minus sign to collapse the region.
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Using Code Insight

Code Insight (sometimes referred to as Code Completion) is a set of features in the Code Editor and the HTML
Tag Editor that provide code completion, display code parameter lists, and show tool tips for expressions and
symbols.

The hint window list box filters out all interface method declarations that are referred to by property read or write
clauses. The list box displays only properties and stand-alone methods declared in the interface type.

To enable Code Insight

1 Choose Tools k Options.
The Options dialog box appears.
2 Under Editor Options, select Code Insight.
3 Review and set the options and color preferences as needed.
4 Click OK.

To use Code completion

1 Choose Tools k Options.
The Options dialog box appears.
2 Select Code Insight and enable Code Completion.

3 Inthe Code Editor, type an object or class name followed by a dot (.) to display a list of types, properties, methods,
and events, if you are using the Delphi or C# languages. Or, if you are using the C++ language, type the name
of a variable that represents a pointer to a class instance and then press Ctrl + Space to display the properties,
methods, and events available in the class.

4 Select the one appropriate for the class and press ENTER.

Code Insight Examples

1 Ifyou're using the C++ language, type the name of a variable that represents a pointer to a class instance followed
by Cirl + Space to display the properties, methods, and events available in the class. To invoke code completion
for a pointer type, the pointer must first be de-referenced.

For example, type: self.

2 If you're using the C++ language, type an arrow (->) for a pointer to an object. You can also type the name of
non-pointer types followed by a period (.) to see its list of inherited and virtual properties, methods, and events.

For example, type:

var test: TRect;

begin
test.

3 Type an assignment operator or the beginning of an assignment statement and press Ctrl + Space to display a list
of possible values for the variable.

4 Type a procedure, function, or method call and press Cirl + Space to display the method and it's list of arguments.
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5 Type a record to display a list of fields. (This is the same as Step 1, but uses records instead of classes.)

To use Code parameters
1 Choose Tools k Options.
The Options dialog box appears.

2 Select Code Insight and enable the Code parameters check box.
3 In the Code Editor, type a method name and an open parenthesis to display the method arguments.

To use ToolTip expression evaluation
1 Choose Tools k Options.
The Options dialog box appears.

2 Select Code Insight and check the ToolTip expression evaluation check box.

3 On the Code Editor, point the mouse cursor to any variable to display its current value while your program has
paused during debugging.

To use ToolTip symbol insight

1 Choose Tools k Options.
The Options dialog box appears.

2 Select Code Insight and check the ToolTip symbol insight check box.
3 In the Code Editor, point the mouse cursor to any identifier to display its declaration while editing your code.
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Using Code Templates

Code templates are reusable code statements that are accessible from the Code Editor. You can insert pre-defined
code segments into your code or add your own code snippets to the Template window.

Note: If a template has one or more jump points that are editable, it will automatically enter SyncEdit mode when
you are inserting it into your code. The jump points allow you to navigate between different areas of the
template, using the Tab key and SHIFT+Tab keys. Pressing ESC, Enter,(or pressing theTab key) from the last
jump point exits SyncEdit mode and puts the Code Editor back into regular edit mode. See the link at the
end of this topic for more information about SyncEdit.

To insert an existing Code Template into your code:

1 In the Code Editor, choose View F Templates .

2 Expand the tree in the Template Manager for the language you are using, by clicking the plus sign in front of
language name.

3 Put the cursor at the place in your code where you want to add the template.
4 Choose the template you want to use in the Template Manager window.
5 Click the Execute button in the Template Manager window.

After you have inserted a template, you will probably need to fill in data, variables, methods, or other information
that is specific to your code. You can use the Code Completion feature with some of the templates, as described
below.

To use Code Completion with your template:

1 When you are at a jump point in your template, invoke the Code Completion window by pressing the Ctrl +
Space keys.

There are two ways to surround your code with a template. Use the procedure below that best fits your working style.

To Surround text with a template using the mouse:

1 Select the code in the Code Editor that you want the template to surround.

2 Click the right mouse button and choose the Surround command. This will give you a choice of 'surround-able'
templates.

3 Choose a template from the list.

To Surround text with a template using the Template Manager window:

1 In the Code Editor, choose View F Templates.

2 Expand the tree in the Template Manager for the language you are using, by clicking the plus sign in front of
language name.

3 Choose the template you want to use in the Template Manager window.
4 Select the code in the Code Editor that you want the template to surround.
5 Click the Execute button in the Template Manager window.
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Using Sync Edit

The Sync Edit feature lets you simultaneously edit indentical identifiers in selected code. For example, in a procedure
that contains three occurrences of 1abel1, you can edit just the first occurrence and all the other occurrences will

change automatically.

To use Sync Edit

1
2

In the Code Editor, select a block of code that contains indentical identifiers.

Click the Sync Edit Mode icon % that appears in the left gutter.

The first indentical identifier is highlighted and the others are outlined. The cursor is positioned on the first
identifier. If the code contains multiple sets of indentical identifiers, you can press TAB to move between each
identifier in the selection.

Begin editing the first identifier. As you change the identifier, the same change is performed automatically on the
other identifiers.

By default, the identifier is replaced. To change the identifier without replacing it, use the arrow keys before you
begin typing.

When you have finished changing the identifiers, you can exit Sync Edit mode by clicking the Sync Edit Mode
icon, or by pressing theEsc key.

Note: Sync Edit determines indentical identifiers by matching text strings; it does not analyze the identifiers. For

example, it does not distinguish between two like-named identifiers of different types in different scopes.
Therefore, Sync Edit is intended for small sections of code, such as a single method or a page of text. For
changing larger sections of code, consider using refactoring.
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Using the History Manager

The History Manager lets you view and compare versions of a file, including multiple backup versions, saved local
changes, and the edit buffer of unsaved changes. If you are using the StarTeam integration with Developer Studio
2006, the History Manager also provides version information for your local source files.

For simplicity, the following procedures uses a small text file to introduce the functionality of the History Manager.
However, the History Manager is available for most files, including source code and HTML files.

To create and display file versions in the Contents page

Choose Tools k Options k Editor Options page and verify that the Create Backup Files option is checked.
Choose File ¥ New k Other k Other Files ¥ Text and click OK to display a blank text file in the Code Editor.
On line one of the file, type First line of text and save the file using any name and location.

On line two, type Second line of text and save the file.
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On line three, type Third line of text and save the file.
There are now three versions of the file stored in the current directory in a hidden directory named __history.

6 Click the History tab, which is next to the Code tab.

The revision list at the top of the Contents tab displays three versions of the file. The first version is named ~1~,
the second is named ~2~, and the current version is named File. The source viewer at the bottom of the tab
displays the source for the selected version.

7 Select the different versions to display their source in the source viewer.

8 Click the Code tab to return to the Code Editor and on line four of the file, type Fourth line of text but
do not save the file.

Your change is stored in the editor buffer, but not saved to the file.

9 Review the following toolbar and icon descriptions and then use the next procedure to compare the file versions
that you just created.

Tip: To sort a column on any page of the History Manager, click the column heading.

The toolbar at the top of the History Manager contains the following buttons. Not all buttons are available on all
pages of the History Manager.

Button Description

Refresh revision info updates the revision list to include unsaved changes to the file.

iﬁ Revert to previous revision makes the selected version the current version and is available on the Contents and
Info pages.

Reverting a prior version deletes any unsaved changes in the editor buffer.

Synchronize scrolling synchronizes scrolling in the Contents and Diff pages and the Code Editor. It matches the
line of text that contains the cursor with the nearest matching line of text in the other view. If there is no matching text
in that region of the file, it matches line numbers.

EIE; Go to next difference repositions the source on the Diff page to the next block of different code.

EE Go to previous difference repositions the source on the Diff page to the previous block of different code.
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Follow text movement locates the same line in the source viewer when switching between views.

Tip: The toolbar button functions are also available of the right-click context menus of the History Manager pages.
The following icons are used to represent file versions in the revision lists.

Icon Description

The latest saved file version.
A backup file version.

The file version that is in the buffer and includes unsaved changes.

A file version that is stored in a version control repository.

2 < JRONE 7 JYTP

A file version that you have checked out from a version control respository.

To compare file versions using the Diff page

1 Using the file that you created in the previous procedure, click the History tab.
2 Click the Diff tab at the bottom of the History Manager.

The Differences From and To panes at the top of the page shows the file versions that you can compare. At
the bottom of the page, source lines that were deleted are highlighted and marked with a minus sign (-). Lines
that were added are highlighted and marked with a plus sign (+). The highlighting colors depend on the Code
Editor colors.

3 Select the different file versions in both the Differences From pane and the To pane to see the results in source
viewer.

To make a prior file version the current version

1 Using the file from the previous procedures, click the Contents tab.

2 [
Right-click the ~2~ version of the file and select Revert, or click the 'ﬁ toolbar button.
The Confirm dialog box indicates that reverting the file will lose any unsaved changes in the buffer.

3 Click Yes on Confirm dialog box.
The ~2~ version becomes the current version.

4 Return to the Code Editor and save the change.

Tip: The Revert command is also available on the Info page.
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Adding Languages to a Project

You can add languages to your project by using the Satellite Assembly Wizard (.NET) or Resource DLL
Wizard (Win32). For each language that you add, the wizard generates a resource module project in your project
group. Each resource module project is given an extension based on the language’s locale.

To add a language to a project

1 Save and build your project.
2 With your project open in the IDE, choose Project ¥ Languages ¢ Add.

Alternatively, you can choose either File ¥ New k Other k Delphi for .NET Projects k Satellite Assembly
Wizard for a .NET application or File ¥ New k Other k Delphi Projects ¥ Resource DLL Wizard for a Win32
application.

The wizard is displayed.

3 Make sure your project is selected in the list that appears in the dialog and then click Next.
4 Click the check box next to the languages that you want to add to your project and then click Next.
5 Review the directory path information that the wizard will use for the language’s resource modules.

Tip: To change the path, click the path, and then click the ellipsis (...) button to browse to a different
directory.

When you are satisfied with the path information, click Next.

6 If no satellite assembly for the language exists yet, Create New appears in the Update Mode column. Click Next.

If a resource module exists for the language in the directory you have specified, click in the Update Mode column
to select Update or Overwrite. Choose Update to keep and modify the existing satellite assembly project.
Choose Overwrite to create a new, empty project and to delete the old project and any translations it contains.
Click Next.

7 Review the summary of what the wizard will do and click Finish to create or update the resource modules for
the languages you have selected.

If the wizard asks to generate a .drcil (.NET) or .drc (Win32) file, click Yes. Any project that uses its own resource
strings (instead of previously compiled .rc files) needs a .drcil or .drc file.

If you are sure that no new files are needed (because your project does not introduce any resource strings of its
own), select Skip drcil files that are not found in the final dialog. This prevents the wizard from generating, or
asking to generate, files.

8 Click Yes to compile. Click OK to save your project group.

The generated projects contain untranslated copies of the resource strings in your original project. By default, the
Translation Manager is displayed, enabling you to begin translating the resource files.

To remove a language from a project

1 Open your project.

2 Select Project ¢ Languages F Remove.

3 Check the languages that you want to remove and then click Next.
4 Click Finish.

The wizard removes the selected resource module from your project file, but does not delete the assemblies, the
source of the assemblies, or the directories in which they reside.
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To restore a language to a project

1 Choose Project ¥ Languages F Add to start the Satellite Assembly Wizard or Resource DLL Wizard.
2 Specify the directory path of the old resource module in the appropriate dialog.
3 In the Update Mode column, select Update.

If a resource module already exists for the language (in the directory you have specified), click in the Update
Mode column to select Update or Overwrite. Choose Update to keep and modify the existing assembly project.
Choose Overwrite to create a new, empty project and to delete the old project and any translations it contains.

4 Click Finish.
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Editing Resource Files in the Translation Manager

After you have added languages to your project by using the Satellite Assembly Wizard or Resource DLL
Wizard, you can use the Translation Manager to view and edit your resource files. You can edit resource strings
directly, add translated strings to the Translation Repository, or get strings from the Translation Repository.

To edit resource strings

1 Open a project that includes languages.
2 Choose View F Translation Manager k Translation Editor.
3 Expand the project tree view to display the resource files that you want to edit.

Tip: Use the expand and collapse icons on the toolbar above the tree view.

4 Click the resource file you want to edit. The resource strings in the file are displayed in a grid in the right pane.

5 Click the field that you want to edit and type the new text directly in the grid, right-click the field and choose
Edit to edit the string in a dialog box, or click the Multi-line editor icon on the toolbar above the grid.

6 Optionally, enter a comment in the Comment field.
7 Optionally, set the translation status for the string by using the drop-down list in the Status field.
8 Click the Save Translation icon on the toolbar above the grid to update the resource file.

Tip: To display the original form or translated form, click the Show original form and Show translated form icons
in the toolbar above the grid.

To add a resource string to the Translation Repository

1 After editing a resource string in the Translation Manager, right-click the string that you want to add to the
Translation Repository.

2 Choose Repository k Add strings to repository.

The resource string is added to the Translation Repository and can be viewed by closing the Translation Manager
and choosing Tools k Translation Repository.

To get a resource string from the Translation Repository

1 In the Translation Manager, click the Workspace tab.

2 Expand the project tree view to display the resource files that you want to edit. The .resx files are listed under
the .NET Resources node.

The .nfm files are listed under the Forms node.
3 Click the resource file you want to edit.
The resource strings in the file are displayed in a grid in the right pane.
4 Right-click the field that you want to update and choose Repository k Get strings from repository.

If the Translation Repository contains only one translation that matches the selected source string, it copies that
translation into the target language column. If the Repository contains more than one match for the selected
resource, its default behavior is to retrieve the first matching translation it finds.
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Tip: To change this behavior, close the Transaction Manager and choose Tools F Translation Tools
Options, click the Repository tab, and change the Multiple Find Action setting.

To open the resource file in a text editor

1 In the Translation Manager, click the Project tab.

2 Click the Files tab.

3 Double-click the resource file that you want to update.
The file opens in a text editor.

4 Change the file as needed and save it.

Tip: To change the text editor used by the Translation Manager, choose Tools F Translation Tools
Options and change executable file specified in the External Editor field.
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Setting the Active Language for a Project

After adding languages to your project with the Satellite Assembly Wizard or the Resource DLL Wizard, the base
language module is loaded when you choose Run k Run. However, you can load a different language module by
setting the active language for the project.

To set the active language

1 In the IDE, recompile the resource module for the language you want to use.
2 Choose Project k Languages F Set Active.

The Set Active Language wizard displays a list of the languages in the project. The base language appears in
angle brackets at the top of the language list, for example, <English (United States)>.

3 Select a language from the list and click Finish.
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Setting Up the External Translation Manager

If you do not have the Developer Studio 2006 IDE, you can use the External Translation Manager (ETM) to localize
an application. To use ETM, the developer must provide you with the required ETM files and project files.

Note: The Microsoft .NET Framework must be installed on your computer before you install ETM.

To set up and register the ETM files

1 Obtain the following ETM files from the developer.

By default these files are in either the Program Files\Borland\BDS\4.0\Bin or the Windows\system32 directory
on the developer's computer.

Note: If the developer chose to install only the Delphi for Win32 personality of Developer Studio 2006,
the files marked with an asterisk (*) will not available on the developer's computer.

Borland.Delphi.dll *
Borland.Globalization.dll *
Borland.ITE.d1ll *
Borland.ITE.FormDesigner.dll *
Borland.SCI.dll *
Borland.Vecl.dll *
Borland.VclRtl.dll *
Borland.VeclX.dll *
designide90.bpl

dfm90.bpl
DotnetCoreAssemblies90.bpl *
etm.exe

IDECtrls90.bpl
itecore90.bpl
itedotnet90.bpl *

rc90.bpl

ResX90.bpl *

rt190.bpl

vcl90.bpl

vclactnband90.bpl
vclide90.bpl

vclx90.bpl

xmlrtl190.bpl

nfmrtl190.bpl *

2 Create a directory, such as C:\ETM.
3 Copy the ETM files from the developer into the directory.
4 Open ETM.
From Windows Explorer, double-click etm.exe. From the command line, enter etm.exe.
5 Choose Tools F Options k Packages.
6 Click the Add button to display the Open dialog box.
7 Navigate to the directory that contains the ETM files.
Make sure that the Files of type filter is set to Designtime packages (dcl*.bpl).

©

Select all of the designtime packages in the directory and click OK.
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The designtime packages are registered and you can now begin using ETM.

To set up the project to be translated

1 Obtain a zipped translation kit of the project to be translated from the developer. The kit should include the
following:

m a satellite assembly or resource DLL for each language to be translated
m the .bdsproj project file generated by using File ¥ Save as in the ETM project
m the standalone translation repository (*.tmx) files

2 Unzip the translation kit into a directory of your choice.
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Updating Resource Modules
When you add an additional resource, such as a button on a form, you must update your resource modules to reflect
your changes.

To update resource modules
1 Save and build your project. If you are using the ETM, reopen the saved project.
2 Update the resource modules:

m In the IDE, choose Project k Languages F Update Localized Projects.
m In ETM, choose Project kB Run Updaters (or press F9) or click the Files tab and then click the Run
Updaters button (F9).

3 After updating in the internal Translation Manager, rebuild each resource module project by opening the project
in the IDE and choosing Project ¥ Compile.

To simplify this process, you can maintain all the projects, along with the application itself, in a

single project group that can be compiled from the Project Manager by choosing Project k

Compile All.

Tip:
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Using the External Translation Manager

Translators who do not have the Developer Studio 2006 IDE can use the External Translation Manager (ETM) instead
of the Translation Manager. The steps for using the ETM are similar to those for the internal Translation Manager.

Note: ETM must be set up and operational on your computer before using the following procedure. See in the link
listed at the end of this topic for details.

To run the ETM

1 To run the ETM from the command line, enter: etm.exe [files]
where [files] is the optional project group file or the project files.

2 To run the ETM from Windows Explorer, double-click etm.exe

To localize an application using the ETM

1 In ETM, chooseFile ¥ Open and open the project to be translated.
2 Click the Workspace tab.
3 Expand the project tree view to display the resource files that you want to edit.

Tip: Use the expand and collapse icons on the toolbar above the tree view.

4 Click the unit file that you want to edit. The resource strings in the file are displayed in a grid in the right pane.
5 Click the field that you want to edit and do one of the following:

m type the new text directly in the grid
m right-click the field and choose Edit to edit the string in a dialog box
m click the Multi-line editor icon on the toolbar above the grid

6 Optionally, enter a comment in the Comment field.
7 Optionally, set the translation status for the string by using the drop-down list in the Status field.
8 Click the Save Translation icon on the toolbar above the grid to update the resource file.

After you have finished the translations, you can send the translated files back to the developer to add to the project.

To remove languages from your project

1 Open your project.
2 On the Languages tab, uncheck the check box for the language you want to remove.
3 Click the Files tab and click the Run Updaters button.

ETM removes the selected assemblies or DLLs from your project, but it does not delete them, the source of them,
or the directories they reside in.
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StarTeam: Adding Files

You can place new files in your project under version control by adding them to StarTeam. When you add a file,
StarTeam logs your comments for the file and sets version control properties, such as lock status and revision label.

To add a file to StarTeam

1 Create a new file or open an existing file in Developer Studio 2006.
2 Choose StarTeam k Add.

Note: This menu item is available only for the active file. To add any file in the project to StarTeam,
right-click the file in the Project manager and select StarTeam k Add.

If the file has not been saved, the Save File As dialog box displays. When the file has been saved, the Add
Files dialog box displays.

3 Enter a description of the changes made to the file in the Summary Comment text box.
This step is optional.

4 Click the Options tab at the bottom of the dialog box.

5 Choose a lock status for the file.
The lock status lets other team members know whether or not you are working on the files.

m Unlocked indicates you do not intend to make changes.
m Exclusive indicates you intend to make changes to these files, and prevents others from checking the files in.

m Non-Exclusive indicates you are working on the files, and may possibly make changes, but other users can alter
and check in the files.

6 Choose additional options in this dialog box, if appropriate. For information about these options, see the StarTeam
Add File topic.

7 Click OK.

The new file is checked into the StarTeam repository. The status of the StarTeam operation is displayed in the
StarTeam Messages window.

Tip: To add all new source files in a Developer Studio 2006 project to StarTeam in a single operation, choose
StarTeam F Commit Project.
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StarTeam: Checking In Files

When you check in a file, StarTeam creates a new revision of that file. StarTeam archives either the entire file or
differences between it and the last revision.

To check in the active file

1

Choose StarTeam k Check In.
The StarTeam Check In dialog box displays.

Tip: You can also right-click the file in the Project Manager and chooseStarTeam F Check In.

Enter a description of the changes made to the file in the Comment text box.
This step is optional but recommended.

Tip: To enter a different comment for each file, click the Detail Comment button and enter a
description.

Click the Options tab at the bottom of the dialog box.

4 Choose the lock status.

By default, the lock status is set to Keep current, which indicates that the checkin will not change the lock status
of the file.

Choose additional options in this dialog box, if appropriate. For information about these options, see the StarTeam
Check In topic.
Click OK.

The file is checked into the StarTeam repository. The status of the operation is displayed in the StarTeam
Messages window.

Tip: If you have made changes to multiple files, you can check in all files by choosing StarTeam #
Commit Project.

For some types of files, Developer Studio 2006 automatically generates an associated file in the same module to
store resources. For example, when you create a VCL Forms application for the .NET Framework, Developer Studio
2006 generates a unit file (such as Unit1.pas) and the associated form (Unit1.nfm) file in the same module. The
associated form file is maintained by Developer Studio 2006 as you make changes to the unit file. The StarTeam
integration treats these paired files specially. If you check in the unit file, StarTeam checks to see if the associated
form file has been modified. If the form file has been modified, StarTeam will automatically check in both files.
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StarTeam: Checking Out Files

When you check out a file, StarTeam copies the requested revision of that file to the appropriate working folder. If
a copy of that file is already in the working folder, it is overwritten unless the working file appears to be more recent
than the checked in revision. In that case, you are asked to confirm the check out.

Note: If file renaming or deletions made in your local project conflict with changes made by another team member
in the StarTeam Client, you must manually resolve the pending renaming or deletion of files. Choose
StarTeam F Pending Renames/Deletes to open the Pending Renames/Deletes dialog box and commit
any pending local file renames or deletions to the repository or cancel the pending operations.

To check out files

1 Choose StarTeam k Check Out.
The StarTeam Check Out dialog box opens to the File List tab.

Tip: You can also right-click a file in the Project Manager and choose StarTeam Bk Check Out.

2 Verify that the check boxes next to the files to be checked out are checked.

3 Click the Options tab at the bottom of the dialog box and choose additional options, if appropriate. For information
about these options, see the StarTeam Check Out topic.

This step is optional, but recommended.
4 Click OK.

5 If the check out operation encounters unsynchronized changes between files you already have on your working
system and those that you are checking out, resolve the conflicts that appear in the Synchronization dialog box.
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StarTeam: Committing Projects

Committing a project saves any changes to the project and its source files, creating new revisions of these files in
the repository. If files have been added to or removed from your Developer Studio 2006 project, the project in the
repository will reflect these changes when you commit the project.

To commit a project

1

Choose StarTeam k Commit Project.

If files have been added to the project, the StarTeam Commit Files dialog box displays. If you have not added
new files, the Check In dialog box displays. Proceed to the appropriate step.

Fill in the information in the Commit Files dialog box.

This step is optional, but recommended. For information about options in this dialog, see the StarTeam Add
Files topic.

3 Click OK to close the Commiit Files dialog box.

4 Specify the checkin conditions in the Check In dialog box.

This step is optional, but recommended. For information about options in this dialog, see the StarTeam Check
In Files topic.

Click OK.

Any new files are added and any modified project source files are checked into the StarTeam repository. The
status of the StarTeam operation displays in the StarTeam Messageswindow.
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StarTeam: Comparing File Revisions

There are several ways of comparing the contents of file revisions in the StarTeam integration for Developer Studio
2006. You can compare a working version of a file with its latest revision in the repository. You can compare any
two revisions of a file in the repository. You can also compare the contents of any two files in the repository. The
following procedures describe how to compare the contents of file revisions using the Visual Diff comparison utility.

Note: You can use the Alternate Applications dialog box to configure the integrated StarTeam Client to use a
different comparison utility. To open the Alternate Applications dialog box, choose StarTeam F Options
F Personal Options and click Alternate Applications on the File page of the Personal Options dialog box.

To compare the active working file with the latest revision in the repository

1 Choose StarTeam F Difference.

The file comparison application opens, displaying the tip revision of the file on the left and the working version
on the right. Differences between the files appear in a different color. Under some circumstances, the latest
checked in version may contain changes made by other team members.

2 To return to the IDE, choose File k Exit.

Tip: The StarTeam file revisions show up in the History Manager. The History Manager lets you compare any
two revisions of a file, including any revision of the file in the StarTeam repository, locally saved revisions, and
the current content of the file in the editor buffer. File comparison in the History Manager does not rely on any
external file comparison tools.

To compare the contents of any two files in the repository

1 Choose StarTeam F View Client to open the embedded client.

Tip: Alternatively, choose StarTeam F Launch Client to open the standalone StarTeam Client.

2 Locate and select the two files you want to compare.
3 Right-click the selection, and choose Compare Contents from the context menu.

The file comparison application opens, displaying the tip revision of the file on the left and the working version
on the right. Differences between the files appear in a different color. Under some circumstances, the latest
checked in version may contain changes made by other team members.

4 To return to the IDE or the StarTeam Client, choose File F Exit.
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StarTeam: Configuring the Integration

In addition to the configuration tasks you can perform with the StarTeam Client, the StarTeam integration lets you
manage StarTeam associations for your Developer Studio 2006 projects, and set personal preferences for StarTeam
behavior. The StarTeam integration lets you manage the StarTeam connection properties for Developer Studio 2006
projects with the Manage Associations dialog box. Using the Manage Associations dialog box, you can view and
modify the StarTeam Server, project, and view associated with your Developer Studio 2006 project. You can also
disassociate your project from StarTeam.

If you have files in your project that are located on a path that isn't under the directory containing your Developer
Studio 2006 project, you must map this non-relative path to a folder in the StarTeam repository before you can check
in the files. The Manage Non-relative Working Paths dialog box lets you map non-relative paths to StarTeam
folders in the repository. This dialog box is opened from the Manage Associations dialog box by clicking the Manage
Non-relative Paths button.

StarTeam also lets you set personal options that suit your work style. The Personal Options dialog box can be
accessed from within the IDE. Personal options apply to the currently logged-on user on a given workstation.

Note: In order to map non-relative paths for your project, your Developer Studio 2006 project must not be stored
in the root folder of a view. You can use the StarTeam Associations dialog box to remap your local working
path to a child folder.

To manage StarTeam associations for your projects

1 Choose StarTeam F Manage Associations.
2 If you need to alter a StarTeam association, click Edit.
This opens the StarTeam Associations dialog box.

3 Select a server from the StarTeam Server drop-down list. If the StarTeam Server you want to use does not
appear on the list, click the Servers button to add a new server or change the properties of an existing server.

Note: If you have not previously logged on, the Log On dialog box requests a user name and
password when you select a server.

4 Select the StarTeam project that contains your Developer Studio 2006 project from the Project Name drop-down
list.

5 Select an existing view from the View path drop-down list.

Note: A view defines the files and folders that can be accessed for a given project.

6 Click OK to close the StarTeam Associations dialog box.

The StarTeam Associations dialog box will list the StarTeam associations (server, project, view, and folder
path) and indicate that your project is associated.

To manage a non-relative path
1 Choose StarTeam F Manage Associations.
This opens the StarTeam Associations dialog box.

2 Click the Manage Non-relative Paths button.

This opens the Manage Non-relative Working Paths dialog box, which lets you map the non-relative local
working path to a folder in the StarTeam repository.
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Note: The Manage Non-relative Working Paths dialog box opens automatically when you attempt
to check in a file with a non-relative path.

3 Click Add, browse to and select the local (non-relative) folder that you want to map, and click OK.

The Select A StarTeam Folder dialog box appears. This dialog box lets you select a folder to which you can
map. If necessary, you can create child folders in the dialog box.

4 Select a StarTeam folder for storing files from a given non-relative path, and click OK.

Note: The folder for files in non-relative paths must be outside the root folder path for the Developer
Studio 2006 project. For example, if your local working path for your Developer Studio 2006
project is C:\Borland Studio Projects\Project1 and it maps to the folder path BDS\Project1 in
View1 in the repository, then any files in non-relative paths cannot be mapped to View1\BDS
\Project1 or its child folders. Therefore, if you add a file, logo.bmp that is stored locally in C:
\images, you cannot map the working path to BDS\Project1\images or any other folder beneath
BDS\Project1, but you can map it to BDS\images.

5 Click Close to close the Manage Non-relative Working Paths dialog box.

6 Click Close to close the StarTeam Associations dialog box.

Once you have mapped the non-relative path, files that are part of your project and located in this local working
path can be checked in to StarTeam.

To modify personal options

1 Open a project that is under StarTeam control.
2 Choose StarTeam F Personal Options.
The Personal Options dialog box appears. The StarTeam Personal Options dialog box contains the following
pages:
m Workspace: lets you specify confirmation requirements for version control operations, display options, and other
parameters that apply to the behavior and appearance of StarTeam item in the workspace.

m StarTeamMPX Server: lets you enable support for StarTeamMPX Server for the active project and subsequently
opened projects.

m File: lets you set checkout options, locking options, merging options, end-of-line options, default file status
repository settings, and alternate applications for editing, merging, or comparing files.

m Change Request: lets you set system tray notification parameters and locking options for change requests.
m Requirement: lets you set system tray notification parameters and locking options for requirements.

m Task: lets you set system tray notification parameters and locking options for tasks.

m Topic: lets you set system tray notification parameters and locking options for topics.

The StarTeam Personal Options dialog box can also be opened in the StarTeam client. Refer to the StarTeam
User's Guide for additional information on setting personal options.

Note: StarTeamMPX Server is a part of StarTeam Enterprise Advantage, but it can be purchased

separately with StarTeam Standard and StarTeam Enterprise. For more information, refer to
the StarTeamMPX Server Administrator’s Guide.

3 After you have set your personal options, click OK to close the dialog box.
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StarTeam: Editing the Active Process Item

Selecting an active process item is a convenience that can save you time as you add files or check them in later.
The active process item becomes the default selection for a process item in the Add Files and Check In dialog
boxes. Within Developer Studio 2006, you can set a process item as the active process item, using the embedded
client or from within the standalone StarTeam Client.

To set the active process item
1 Choose StarTeam k View Client to open the embedded client or choose StarTeam k Launch Client to open
the standalone StarTeam Client.
The steps for setting the active process item are the same for the embedded client and the standalone client.

2 In the upper pane of the project view window, select the process item (change request, requirement, or task) you
want to set as the active process item.

3 Right-click the process item, and choose Set Active Process Item from the context menu.

Note: Setting a second active process item clears the first. There is also a Clear Active Process Item command on
the Change Request, Requirement, and Task menus, but you will probably never use it. You do not have to
use the active process item while adding files or checking them in. The active process item becomes the
default selection for a process item, but you can select another appropriate item.

To edit the active process item

1 Choose StarTeam Fk Active Process Item

2 Alternatively, locate and double-click the active process item in either the embedded client or the standalone
client.

Note: Depending on how your team has set up StarTeam, you may see a different dialog box called an alternate
property editor (APE). APEs are created with StarTeam Extensions. Refer to the StarTeam Extensions User's
Guide for more information about APEs and workflow processes.
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StarTeam: Finding Files in the Repository

The StarTeam integration includes a Find command to help you quickly locate files in the StarTeam repository.

To find the active working file

1 Choose StarTeam F Find.
This opens the embedded StarTeam Client, and highlights the file that is active in the Code Editor.

2 Alternatively, right-click a file in the Project Manager, and choose StarTeam F Find.
This opens the embedded StarTeam Client, and highlights the selected file.
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StarTeam: Launching the Client

The StarTeam integration for Developer Studio 2006 includes a StarTeam Client for the .NET Framework. Although
most of the features and information provided by the client are available from within the IDE, you can launch the
client (StarTeam Bk Launch Client) and use it as a standalone application. The standalone client provides some
additional capability for managing StarTeam projects and views, and administering user accounts and servers.

To launch and use the StarTeam Client

1 Choose StarTeam F Launch Client.

The client opens the StarTeam project associated with the active Developer Studio 2006 project, and selects the
project's root folder.

2 Perform source code control operations or administrative tasks as needed.
The StarTeam Client can be used even after the IDE has been closed.
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StarTeam: Locking and Unlocking Files

File locking is a way to inform other developers that you are revising a file (exclusive lock) or thinking about revising
it (non-exclusive lock). File locking can be specified when files are checked in and out, and when they are added.
The following procedure describes how to use the StarTeam menu on the menu bar to lock the active file. Files can
also be locked and unlocked using the StarTeam context menu in the Project Manager.

To lock or unlock the active working file

1 Choose StarTeam Fk Lock/Unlock.
The Set My Lock Status dialog box appears.

2 Select a lock status option:

m Unlocked—removes your exclusive or non-exclusive lock on the file

m Exclusive—prevents others from creating a new revision of this file except you (until you release the lock or
someone breaks your lock)
m Non-exclusive—indicates that you are working on the file and may possibly make changes to it

Depending on your privileges regarding a selected file, you may be able to break another team member's lock
on it.

3 To break a lock, check the Break Existing Lock check box.
4 Click OK.

Note: Depending on your personal options (StarTeam k Personal Options), you may have unlocked files that
are marked read-only. This prevents you from inadvertently making changes to files that you have not locked.
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StarTeam: Merging Source Files

The StarTeam integration for Developer Studio 2006 helps you avoid merge conflicts by requiring you to update
when necessary before checking in changes. If merge conflicts do occur when you attempt to merge a file, StarTeam
and Developer Studio 2006 alert you to the conflict, and provide a means to reconcile the merge conflicts.

If you attempt to check in or checkout a file that is not based on the tip revision of the file, StarTeam asks if you want
to merge it with the tip revision. The following procedure describes how to use the Visual Merge utility to merge file
contents. File merging is not supported for the checkin operation, so you must check out a file to merge it with your
working file. When the merge is completed the resulting modified file revision may be checked in.

By default, StarTeam opens the merge utility only when there are conflicts between the two revisions of the file. You
can change this behavior to open the merge utility for all merge conditions on the File page of the Personal
Options dialog box (StarTeam F Personal Options).

Note: The StarTeam Client provided with Developer Studio 2006 does not include the Visual Merge utilitiy for

merging revisions of files. This utility is available with the StarTeam Windows Client, and if you have the

StarTeam Windows Client installed, the StarTeam integration will use this utility by default. Alternatively, you
can use the Alternate Applications dialog box to configure the integrated StarTeam Client to use a different
merge utility. To open the Alternate Applications dialog box, choose StarTeam k Personal Options and

box, and click the Alternate Applications button on the File page of the Personal Options dialog box.

To merge a file on checkout

1

Choose StarTeam F Check Out.
The StarTeam Check Out dialog box appears.

Specify any checkout conditions and advanced options, and click OK.
If a merge is required, StarTeam displays a dialog box asking if you want to merge the file now.

Click Yes to start the merge.
The merge application opens.

Resolve all conflicts and apply or remove any other changes as needed.
Visual Merge lets you quickly search for and resolve conflicts and differences between the two file revisions.

When you have resolved all conflicts, choose File k Exit to close Visual Merge and return to the IDE.
StarTeam tells you whether you have resolved all conflicts and asks if you wish to save the file.

click Yes to replace your working file with the merged file.
The file status will change from Merge to Modified. The file is now ready to check in to StarTeam.
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StarTeam: Migrating Projects from the SCC Interface to the
StarTeam Integration

If you have projects that you manage with the StarTeam SCC interface, you can associate these files with the
StarTeam integration to take better advantage of the powerful features and functions provided by the StarTeam
Client. This procedure will disassociate the project from the StarTeam SCC interface. The StarTeam revision history

is retained for your project files.

Tip: You need to know the name of the StarTeam Server, project, and folder in which your project is stored to
complete the migration to the StarTeam interface. You can get this information quickly by opening the project
and launching the StarTeam Client through the SCC interface (Tools ¥ Team k Run Scc Application). The
title bar at the top of the StarTeam main window shows the server configuration that contains the currently
displayed project view along with the the StarTeam project name and the view name.

To associate an SCC controlled project with the StarTeam integration

1 Open the project in Developer Studio 2006.

2 Choose StarTeam k Manage Associations.

This opens the Manage Associations dialog box, which lets you associate your Developer Studio 2006 project
with a StarTeam Server, project, and folder.

3 Click the Edit button to re-establish a connection to the StarTeam Server.

This opens the StarTeam Associations dialog box.

4 In the StarTeam Associations dialog box, fill in the following fields:

Field

StarTeam Server

Project Name

View Path

Folder Path

Logged In User Name

Local Working Path

Description

Specifies the StarTeam Server where the project is stored. Select a server from the
StarTeam Server drop-down list. If the StarTeam Server you want to use does not appear
on the list, click the Servers button to add a new server or change the properties of an
existing server. If you have not previously logged on, the Log On dialog box requests a
user name and password when you select a server.

The name of the StarTeam Project in the repository. Select the StarTeam project that
contains your Developer Studio 2006 project from the Project Name drop-down list.

Each StarTeam project has at least one view, and may have multiple views. A view defines
the files and folders that can be accessed for a given project. Select an existing view from
the View Path drop-down list.

By default, the folder path is set to the project's root folder. To choose a different folder,
click the ellipsis (...) button, and select the directory.

This is the user name used to log on to the selected StarTeam Server. This field is not
editable.

This is the path to the local directory containing your project. This field should not require
editing.

5 After you have made your selections, click OK to close the StarTeam Associations dialog box.

The Manage Associations dialog box will list the StarTeam associations (server, project, view, and folder path)
and indicate that your project is associated.

6 Click Close to close the Manage Associations dialog box.
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The project is automatically committed. StarTeam changes the file extension for the StarTeam SCC interface

configuration file from <projectfilename>.cdp to <projectfilename>.cdp.saved to disassociate the project from the
SCC interface.

The project is now associated with the StarTeam integration.
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StarTeam: Placing Projects and Project Groups

StarTeam integration in Developer Studio 2006 lets you place projects and project groups into StarTeam. This places
the source files from the project into the StarTeam repository and establishes a tip revision for the files. Placing a
project into a StarTeam enables version control of that project and makes the project accessible to other team
members.

To place a project into StarTeam

1 Choose StarTeam k Place Project or StarTeam k Place Group.

Note: If you have not saved your project or project group, you are required to save it before continuing.
When your project or project group is saved locally, the StarTeam Association dialog box
displays. This dialog box lets you specify the details for placing your project or project group
into StarTeam.

2 Select a StarTeam server from the list in the StarTeam Association dialog box.
The project will be stored on the selected server.

Note: If the server you want to use does not appear on the list, click the Servers button to add a new
server or change the properties of an existing server. When you select a server, the Log On
dialog box requests a user name and password. See your StarTeam administrator for your
server logon name.

3 Select a StarTeam project from the Project Name list, or click New to create a new StarTeam project.

Note: When you click New, the New Project dialog box displays. Use this dialog box to specify a
project name and the default working folder. The StarTeam project name must be unique. The
directory specified in the Default Working Folder field is used as the default target directory
when the project is pulled from StarTeam.

4 Select a view from the View path list.

A view defines the files and folders that can be accessed for a given project. If you created a new StarTeam
project, there is only one view, and it has the same name as the project. You can create additional views after
the project has been placed into StarTeam

5 Click OK.
The Add Files dialog box displays.

6 Fill in the information in the Add Files dialog box.
This step is optional but recommended. For information about this dialog box, see the StarTeam Add Files topic.
7 Click OK.

The project source files are checked into the StarTeam repository. The status of the StarTeam operation displays
in the StarTeam Messages window.
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StarTeam: Pulling Projects and Project Groups

Pulling a project from a repository configures your connection to that project in the repository and deposits the project
in your own workspace. In a team environment, it connects you to the network of users who can make changes in
that project.

To pull a project or a project group

1 Choose StarTeam k Pull.
The Pull Group Or Project From StarTeam dialog box displays.

Note: If none of the StarTeam Servers in your server list match the server address of the server
configuration used to check in the project or project group, you are asked if you want to indicate
a specific server to use for this server address.

2 Choose the server where the project is stored from the StarTeam Server list.

3 Select the project to be pulled from Project name menu.
4 Click Browse next to the Local working path field.

Note: In most cases you should not use the default value for the Local working path field. The default
value is based on the default working folder specified by the team member who placed the
project into StarTeam.

5 Navigate to a new or existing empty local directory to store the project.
This directory will become the local workspace for the project.

6 Specify additional options in the Pull Group Or Project From StarTeam dialog box, if appropriate.
For information about these options, see the Pull Group or Project from StarTeam topic.

7 Click OK to pull.

The project or project group is pulled from the repository. The status of the StarTeam operation is displayed in
the StarTeam Messages window.
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StarTeam: Removing Files

When you remove a file from your Developer Studio 2006 project, StarTeam removes the file from the repository
when you commit your project.

To remove files from StarTeam control

1 Open the Developer Studio 2006 project containing the files you want to remove.
2 Choose Project ¥ Remove From Project
A Remove From Project dialog box appears.
3 Select the file or files you want to remove and click OK.
4 Choose File ¥ Save All to save the project.
5 Choose StarTeam k Commit Project to remove the files from the StarTeam repository.

When another team member updates his project (StarTeam k Update Project), the files will be removed from
his local project.

Note: This does not delete files from the local working path.

405



406



StarTeam: Reverting Files

Using the StarTeam integration, there are a number of options for reverting your source file to a previous revision
from the repository.

Warning: Reverting to a prior revision deletes any unsaved changes in the editor buffer.

To revert a file to the latest revision in the repository

1 Choose StarTeam F Revert.

This discards any changes in the editor buffer for the active file, and reverts it back to the most recent revision
of the file in the repository.

2 Alternatively, you can right-click a file in the Project Manager and choose StarTeam k Revert.

Note: The StarTeam file revisions show up in the History Manager. The History Manager lets you revert a file
back to any revision of the file in the StarTeam repository. You can also revert a file back to a locally saved
revision of the file.
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StarTeam: Updating Projects

When you update a project, StarTeam updates your project's source files with the latest revisions from the repository.
If files have been added to or removed from Developer Studio 2006, your local project will also reflect these changes.
If a file is in a merge state, StarTeam asks if you want to merge the changes.

Note: If file renaming or deletions made in your local project conflict with changes made by another team member
in the StarTeam Client, you must manually resolve the pending renaming or deletion of files. The Pending
Renames/Deletes dialog box (StarTeam F Pending Renames/Deletes) lets you commit any pending local
file renames or deletions to the repository or cancel the pending operations.

To update a project

1 Choose StarTeam F Update Project.

StarTeam updates your project source files and the project file with the latest revisions from the repository. If files
have been added to or removed from the project, the local project is updated to reflect these changes. If any files
are in a merge state, StarTeam asks if you want to merge the files.

2 If you have afile in a merge state, click Yes to merge the changes or click No to leave the working file unchanged.
If you click Yes, the StarTeam merge utility opens.

1 Resolve all conflicts and apply or remove any other changes as needed.
2 When you have resolved all conflicts, choose File ¥ Exit to close Visual Merge and return to the IDE.

3 StarTeam tells you whether you have resolved all conflicts and asks if you wish to save the file. click Yes to
replace your working file with the merged file.

If you click No, the local working file is not updated, and the file remains in a merge state.
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Together Diagram Procedures
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Adding a Conditional Block

Note: If the control structure requires a condition, you can enter the condition with the in-place editor, or you can
enter it using the Condition field in the Object Inspector.

To add a statement block to the activation bar:

1 In the Tool Palette, click the Conditional Block button.
2 Click the target activation bar.

Alternatively:

1 Right-click an activation bar on a sequence diagram.
2 Choose Add k¥ Conditional Block on the context menu.

To set the type of the conditional block (if, for, and so on):

1 Open the Object Inspector.
2 Click the drop-down arrow for your choices.
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Adding a Member to a Container

You can add members to class diagram elements (containers) by using the respective context menu for the diagram
element in the Diagram or Model Views or available shortcut keys to add members to a class diagram container
element.

To add a member to a container:

1 Right-click the container (class, interface, and so on).
2 Choose Add ¥k (Member_type), where, Member_type, is defined in the table above.

Tip: You can also use keyboard shortcuts to add fields and methods to a container allowing such
members. Click CTRL+W (for fields) and CTRL+M (for methods, functions).

3 You can edit the member using the in-place editor, Object Inspector, or source code editor.

Result: The new member is placed in the compartment of the container in the sort order for the elements in your
diagrams. You can set the sort order in the Options dialog window.

Tip: If a container already has members, you can right-click the existing member to create an additional member
using the context menu. You can also select the member, and press INSERT.
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Aligning Model Elements

You can automatically rearrange all or selected model elements on a diagram.

To align model elements on a diagram:

1 Select several nodes or inner classifiers on a diagram.
2 Right-click and choose Alignment k (algorithm) on the context menu. The following algorithms are available:

m Top

m Bottom
m Rigth

m Left

m Center X
m CenterY

415



416



Annotating a Diagram

Use the following actions to annotate a diagram:

1 Draw an annotation
2 Draw an annotation link
3 Type comments

To draw an annotation:
1 In the Diagram View, you can:

m Hyperlink the note to another diagram or element.
m Edit the text when its in-place editor is active.
m Edit the properties of a note using Object Inspector.
m Add an existing note from one diagram to another diagram using a shortcut. (Select Add Fk Shortcuts from
any diagram context menu.)
In the Object Inspector for the note, you can:

m Edit the text.
m Change the foreground and background colors.
m Change the text-only property.

To draw an annotation link:

1 Click the Note Link button on the Tool Palette.
2 |n the Diagram View, click the source element.
3 Drag the link to the destination element.

4 Drop when the second element is highlighted.

Tip: You can use the Object Inspector to view both the client and supplier sides of the link.

To type comments:

1 To enter comments in the source code, use the Comment fields (Author, Since, Version) in the Object
Inspector for the class.

2 You can also enter source code comments directly into the code using the Editor.
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Assigning an Element Stereotype

You can assign a stereotype in the diagram by using the in-place editor, or by using the Object Inspector.

Use the following techniques to specify a stereotype:

1 Assign a stereotype by using the in-place editor
2 Assign a stereotype by using the Object Inspector

To assign a stereotype by using the in-place editor:

1 Double-click the stereotype name to activate the in-place editor.
2 Enter the new name.
3 Press Enter.

To assign a stereotype by using the Object Inspector:

1 Select a class on your diagram.
2 In the Object Inspector, select the Stereotype field.

3 Click the value editor button and choose the required stereotype from the combo box. Alternatively, type the
stereotype name.

Result: The stereotype name is displayed in angle brackets in the class node.
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Associating a Lifeline with a Classifier

To associate a lifeline with a classifier:

1 Select a lifeline on an Interaction diagram.

2 Right-click the lifeline and select Choose k Type... on the context menu. The Choose represented connectable
element's type dialog box opens.

3 Choose a classifier to be associated with the lifeline from the tree of available model elements.
4 Click OK.
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Associating a Message Link with a Method

Message links can be associated with the methods of the recipient class. The methods can be selected from the list
of existing ones or can be created. This is done by two commands provided by the message context menu: Add
and Choose method.

You can use the Operation field in the Object Inspector to rename the method. A dialog box appears asking if you
want to create a new method or rename the old one.

Use the following techniques to associate a message link with a method (operation):

1 Create a new method for an existing message link
2 Associate an existing method with a message link
3 Unlink a method

To create a new method for an existing message link:

1 Create a message link between two objects. The recipient object must instantiate a class.

2 On the context menu of the message link, choose Add. The submenu provides the choice of Method,
Constructor or Destructor.

Note: Destructors are available for classes in C# projects only.

3 From the submenu, choose the required operation type.

Tip: If the recipient object does not instantiate a class, the Add command is not available on the context menu.

If the recipient object is associated with an interface, only methods can be associated with the message link.

Result: The new operation is created in the class of the recipient object. The message link is labeled with the
operation name, according to the operation type:

If a Method is selected, the label is Method<n> () :return type.
If a Constructor is selected, the label is <Classname> () in C# projects projects.

If a Destructor is selected, the label is ~<Classname> (). The Destructor option is disabled in the submenu of
the Add command.

You can use the Operation field in the Object Inspector to create a new method in the classifier. For example, in
the Operation field, you can enter method name (parameter types) :return type. Entering

parameter types is optional. If the method does not exist in the class, a dialog opens prompting you to create it.
If the method already exists in the class, the message link is automatically set for that method.

To associate an existing method with a message link:

1 Create a message link between two objects. The recipient object must instantiate a class.

2 On the context menu of the message link, select Choose method. The submenu displays the list of operations
of the recipient class.

3 If you cannot find the required operation in the list, click More to reveal the next 20 methods (including inherited
operations) of the recipient class.

4 Select the required operation.
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Result: The associated operation is selected from the list of available methods, constructor, or destructor.

If you choose to associate a different classifier for an object that is already instantiated with a classifier, all of the
message links where the Operation property has been set are automatically saved as text unless the method
signature matches another method signature within the newly-linked classifier.

To unlink a method:

1 Select the message link.
2 On the context menu of the message link, choose Unlink method.

Result: An association between the message link and the operation is removed. However, the operation is preserved
in the recipient class.

If you unlink a classifier from an object and that object has incoming message links where the Operation property
is set to a method of the unlinked classifier, a dialog opens prompting you to unlink the method from the message
link or save it as text. Choosing the option to save as text places the Operation property in quotation marks and the
operation displays in red on the diagram. The intent of this feature is to help users to preserve all of the signatures
of any methods that have been linked to the message links. Upon instantiating the object with a class again, you
can delete the quotation marks. This will open a dialog box prompting you to create the method if it does not exist
in the linked classifier. A dialog box does not open if the signature of the method matches an existing method in the
classifier.
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Associating a Transition or a State with an Activity

You can associate an activity (created on some UML 2.0 Activity Diagram) with a state (on entering the state, while
doing the state activity, and on exiting the state), or with a transition between states.

To associate a transition with an activity:

1 Select a transition or a state on a UML 2.0 State Machine diagram.

2 Under the General node of the Object Inspector, click the Effect (for a transition) or Do activity, Entry or
Exit (for a state) field.

3 Click the chooser button to open the Choose Activity dialog box.
4 In the model treeview, locate the desired activity.
5 Click OK.

Tip: Once a guard condition or effect are specified in the Object Inspector, you can further edit them in the diagram
by double-clicking the expression to activate the in-place editor.
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Associating an Object with a Classifier

In the sequence or collaboration diagram you can create associations between objects (located on an interaction
diagram) and classifiers (located on some class diagram). Instantiated classes for an object can be selected from
the model, or the classes can be created and added to the model.

Note that an object can instantiate classifiers that belong to the various source-code projects within a single project
group, when such projects are referenced from the project in question.

The range of available classifiers depends on the project type:

m Design projects: classes, interfaces
m C# implementation projects: classes, interfaces, structures

To associate an object with an existing classifier:

1 Select an object.
2 On the context menu of the object, select Choose class.

3 The submenu displays the list of available classifiers. If you cannot find the required classifier in the list, click
More to reveal the model tree view.

4 In the Choose Type to Instantiate dialog box that opens, select a classifier from the model and click OK.

Tip: Alternatively, use the Object Inspector. Click the Instantiates field and select the classifier from the model.
Result: The object displays the fully qualified path to the instantiated classifier.

Tip: To associate an object with a classifier from a different project, add this project as a referenced one.

To create a new classifier for an existing object:

1 Select an object.
2 On the context menu, choose Add.
3 From the submenu, choose the desired classifier type.

Result: A new classifier is added to the model. A shortcut for the new classifier appears on the interaction diagram
in question, connected with the object by a dependency link.

To unlink an object:

1 Select an object.
2 On the context menu of the object choose Unlink class.

Result: The association is removed, but the classifier is preserved in the model.

To navigate between classifiers and objects:

1 Select the object on the diagram.
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2 Right-click and choose Synchronize Model View on the context menu to move focus to this classifier in the
Model View, or choose Go to Class Definition to open this classifier in the source code (for implementation
projects).

To create a shortcut to a classifier on an interaction diagram:

1 On the diagram, select an object that instantiates a classifier.
2 Right-click and choose Import class on the context menu.

Result: A shortcut to the instantiated classifier is added to the diagram.
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Branching Message Links

Branching messages that start from the same location on the lifeline.

To branch a message link with the previous one:

1 Select a message link on the sequence or collaboration diagram.
2 Right-click the message link and choose Branching ¥ With previous on the context menu.

To remove branching:

1 Select the message link to remove branching from.
2 Right-click the message link and choose Branching k¥ None on the context menu.
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Browsing a Diagram with Overview Pane

To open the Overview pane:

1 Open a diagram and click the Overview button. The pane expands to show a thumbnail image of the current
diagram.

2 Click the shaded area and drag it. This is a convenient way to scroll around the diagram.

3 Resize the Overview pane by clicking the upper-left corner of the pane and dragging it.
4 Close the Overview pane by clicking the diagram.
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Changing Appearance of Compartments

You can collapse or expand compartments for the different members of class, interface, namespace, enum, and
structure (C# projects only) elements. By default, the compartments for these elements are displayed on the diagram
as a straight line. You can use the Options dialog window to set viewing preferences for compartment controls.
Adding compartment controls is particularly useful when you have large container elements with content that does
not need to be visible at all times.

To collapse or expand compartments:

1 Select the class (or interface) on the diagram.
2 Click the “+” or “-” in the left corner of the compartment.

To view the compartment controls:

1 Open the Options dialog window.
2 Select the Together k (level) ¥ Diagram k Appearance k Nodes category.
3 In this category, edit the Show compartments as line field.
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Changing Appearance of Interfaces

To show an interface as a circle sing the context menu:

1 Right-click the interface element in the Diagram or Model Views.
2 Choose Show as circle.

Tip: This menu item works as a toggle. Right-click again and choose Show as circle to show the interface element
as a rectangle.

Note: Interfaces shown as small circles do not show their members in the Diagram View. Use the Model View to
view the members.

To show an interface as a circle using the Object Inspector:

1 Select the interface element in the Diagram or Model Views.
2 Press F4 to open the Object Inspector.
3 Set the Circle view property as True.

Tip: Choose False for the Circle view property to show the interface element as a rectangle.
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Changing Diagram Notation

Use the following techniques to change diagram notation:

1 Choose one of the two possible appearances for interfaces. Interfaces can be represented as rectangles or small
circles ("lollipops").

2 In UML 2.0 projects, you can change notation of interfaces to "ball and socket".
3 Adjust appearance options, including selection between UML or language formats.

Tip: Notation options are included in the Diagram F Appearance category of Together options.

4 Use the UML In Color profile.
5 Use stereotypes.
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Changing Type of a Link

Use the following techniques to change the type of a link:

1 Set the link type by using the Object Inspector
2 Set the link type by using the context menu

To set the link type by using the Object Inspector:

1 Choose View | Object Inspector if the Object Inspector is not open.
2 Select a link on the diagram. The properties for the link appear in the Object Inspector.
3 In the Object Inspector, select the Type field.

4 Click the drop-down arrow and select the appropriate property from the list. Your available choices are
association, aggregation, or composition.

To set the link type by using the context menu:

1 Right-click a link on the diagram.
2 Choose Link Type on the context menu.

439



440



Closing a Diagram

To close a diagram:

1 Switch to the Diagram View.
2 Click the cross icon to close the current view.

Note: Closing a diagram in the Diagram View does not remove it from your project.
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Converting Between UML 1.5 Sequence and Collaboration
Diagrams

You can convert between sequence and collaboration diagrams. However, when you create a new diagram, you
must specify that it is either a sequence diagram or a collaboration diagram.

To convert between sequence and collaboration diagrams:

1 Right-click the diagram background.

2 [If the diagram is a sequence diagram, choose Show as Collaboration on the context menu. If the diagram is a
collaboration diagram, choose Show as Sequence.

3 Repeat this process to switch back and forth.
After you convert from a sequence diagram to a collaboration diagram for the first time, or if you have added new

objects to the sequence diagram between conversions, it is recommended that you perform a full layout on the
collaboration diagram.
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Copying and Pasting an Execution or Invocation Specification

Clipboard operations are supported for the execution and invocation specifications.

To copy and paste an execution or invocation specification:

1 Cut, Copy, and Paste commands are available on the context menu of an execution specification and invocation
specification. It is possible to copy or move these elements within the same diagram or to another diagram.

2 When an execution or invocation specification is copied, it means that the entire branch of messages is copied
also. Pasting the clipboard contents to a target lifeline results in changing the message numbers according to
the numbering of messages in the target lifeline.

3 If you paste an invocation or execution specification to another diagram, the entire outgoing bunch of messages
will be pasted also, with all the respective lifelines. If the target diagram does not contain lifelines for this execution
specification, they will be created automatically.

Tip: Itis also possible to move and copy message branches using the drag-and-drop technique. To move an
execution or invocation specification, drag-and-drop it to the target location. To create a copy, drag-and-drop
while holding the CTRL key down.
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Copying and Pasting Model Elements

The move and copy operations are performed by drag-and-drop, context menu commands, or keyboard shortcut
keys.

Note: You can move or copy an entire diagram. In this case, all elements addressed on this diagram are not copied,
and a new diagram contains shortcuts to these elements.

To copy an element:

1 Select the element or elements to be copied.
2 Do any of the following:

m Right-click and choose Copy on the context menu
m Press CTRL+C on the keyboard

3 Do any of the following:

m Right-click the target location and choose Paste on the context menu
m Select the target location and press CTRL+V
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Creating a Browse-Through Sequence

The hyperlinking feature of Together allows you to create browse-through sequences comprised of any number of
use case or any other diagrams.

To create a browse-through sequence:

1 You can link entire diagrams at one level of detail to the next diagram up or down in a sequence of increasing
granularity, or you can link from key use cases or actors to the next diagram. By browsing the hyperlink sequence,
you can follow the relationships between the use case diagrams.

2 Together does not confine hyperlinking to such sequences, however. You can use hyperlinking to link diagrams
and elements based on your requirements. For example, you can create a hierarchical browse-through sequence
of use case diagrams, creating hyperlinks within the diagrams that follow a specific actor through all use cases
that reference the actor.
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Creating a Deferred Event

You can add a deferred event to a state element.
To create a deferred event:

1 Select the desired state or activity element on the diagram or in the Model View.
2 Right-click the element, and select Add k Deferred Event on the context menu.
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Creating a Delegation Connector

To create a delegation connector:

1 Right-click an interface and choose New k Delegation connector from the context menu.
2 In the Choose Destination dialog box that opens, select the target interface from the Model or Favorites.
3 Click OK.
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Creating a Diagram

When you create a new diagram, the Diagram View presents an empty background. You place the various model
elements on the background and draw relationship links between them according to the requirements of your model.

To create a diagram:

1 In the Model View, right-click the target project.

Tip: Alternatively, you can use the shortcut CTRL+SHIFT+D.

2 Select the target namespace (package) either in the Diagram View or in the Model View. If you do not select a
custom namespace (package), Together adds a new diagram to the default one.

3 Choose Add ¥ Other Diagram on the context menu.

4 In the Add New Diagram dialog box, choose the Diagrams tab.
5 Select the diagram type.

6 In the Name field, enter a name for the new diagram.

7 Click OK.

Result: The new diagram opens in a new tab in the Editor Window. You can use the Object Inspector to view and
edit the diagram properties.

To create a new diagram, use can also use the Hyperlink ¥ To New diagram command on the context menu of
the Model View or the Diagram View.

You can create a new logical class diagram using the context menu of the root node for your project, or by using the
context menu of a namespace element in the Model View. Choose either Add k¥ Class Diagram or Add k Other
Diagram. Choosing the latter command opens the Add New Diagram dialog box. When you place a class, interface,
or namespace on a logical class diagram, Together generates the corresponding source code or descendent
namespace in the namespace where this class diagram is located.
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Creating a Guard Condition for a Transition

To create a guard condition for a transition:

1 Select a transition in the diagram.
2 Under the General node of the Object Inspector, click the Guard field.
3 Type the condition expression and apply changes.
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Creating a History Element

To create a history element for a state:

1 In the target state on a state diagram, select the target region where history needs to be added.
2 Choose Shallow History or Deep History on the diagram Tool Palette.
3 Click the target region.
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Creating a Link with Bending Points

If your diagram is densely populated, you can draw bent links between the source and target elements to avoid other
elements that are in the way.

To create a link with bending points:

1 Click the link button on the Tool Palette.
2 Click the source element.

3 Drag the link line, clicking the diagram background each time you want to create a section of the link. Sections
on a link lie between two blue bullets. The bullets display whenever you select the link on the diagram.

4 Click the destination element to terminate the link.

Tip: Once you have created a link, you can add bending points to it. Select the link on the diagram, and then drag
the link to the desired position. The figure below demonstrates this technique.
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Creating a Member for a State

To create a member for a state:

1 Open the Diagram View.
2 Right-click an existing state and choose Add k (member) on the context menu.
The following members are available:

m Internal transaction
m Entry point

m Exit point

m Region
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Creating a Multiple Transition

To create a multiple transition (a fork or a join):

1 Identify the states involved. If necessary, place all of the states on the diagram first and arrange as desired.
2 On the diagram Tool Palette choose the fork or join button.

3 Place either a horizontal or vertical fork or join on the diagram.

4 Resize as needed.

5 On the diagram Tool Palette, choose the transition button.

6 Draw links from the source state(s) to the fork/join node, and from the fork/join node to the target state(s).
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Creating a Pin

To add an input pin, output pin, or value pin, do one of the following:

1 Right-click an action.
2 Choose New F Input Pin (or: Output Pin, or: Value Pin) on the context menu.

Result: The created pin is added to the target action as a square. Note that the pins are attached to their actions,
and can be only dragged along the action borders.

Alternatively:

1 Open the Tool Palette.
2 Choose the appropriate button, and click the target action.
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Creating a Port

To create a port:

1 Choose the port icon on the Tool Palette.

2 Click the target class or part.
3 Create as many ports as required.
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Creating a Referenced Part

To create a referenced part:

1 Open the Diagram View.
2 Do one of the following:

m Use the referenced part button on the diagram Tool Palette.
m Right-click a target container and choose New F Referenced part on the context menu.
m Select a part, open the Model View, and check the option aggregated by reference.
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Creating a Self-Transition

To create a self-transition:

1 Draw a transition from the state or activity element and drag the link away from the element.
2 Drag the link back to the element and drop it.

Alternatively:

1 Draw a transition between two activities (or states).
2 Drag the opposite end of the link line back to the desired activity (or state).
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Creating a Sequence or Communication Diagram from an
Interaction

To create a sequence or a communication diagram from an interaction:

1 In the Model View, choose an Interaction element.

2 Right-click the Interaction node and choose Open with Sequence diagram 2.0 or Open with Communication
diagram 2.0.

Results: If such diagram is missing, it will be created. Then this diagram opens in the Diagram View.
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Creating a Shortcut
You can create a shortcut to a model element on the diagram background by using three methods:

m By opening Add Shortcuts dialog box from the Diagram View
m By copying and pasting a shortcut from the Model View
m By choosing Add Shortcuts on the Model View context menu

Use the following techniques to create a shortcut:

1 Create a shortcut by using the Add Shortcuts dialog window
2 Create a shortcut by using drag-and-drop

3 Create a shortcut by copying and pasting

4 Create a shortcut by using the Model View context menu

To create a shortcut by using the Add Shortcuts dialog window:

1 Right-click the diagram background.
2 Choose Add ¥ Shortcuts on the context menu.

Tip: You can also use CTRL+SHIFT+M to open the Edit shortcuts dialog window.

3 In the Edit shortcuts dialog window, choose the required element from the tree view of available contents.
4 Click Add to place the selected element to the list of the existing or ready to add elements.
5 When the list of ready to add elements is complete, click OK.

To create a shortcut by using drag-and-drop:

1 Select the element in the Model View.
2 Drag-and-drop the element onto the diagram.

To create a shortcut by copying and pasting:

1 In the Model View, right-click the element to be added to the current diagram as a reference.
2 Choose Copy on the context menu.
3 Right-click the target diagram and choose Paste Shortcut on the context menu.

Tip: You can also copy an element from one diagram and paste it in another diagram as a shortcut.

To create a shortcut by using the Model View context menu:

1 Open the diagram where the shortcut will be added.
2 In the Model View, select the element to be added to the current diagram as a shortcut.
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3 Right-click the element in the Model View, and choose Add as Shortcut on the context menu.
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Creating a Simple Link

In a design project, you can create a link to another node, or a shortcut of an element of the same or another design
project (these projects must be of the same UML version).

In an implementation project, you can create a link to another node or a shortcut of an element of the same project.

To create a simple link between two nodes:

1 On the diagram Tool Palette, click the button for the type of link you want to draw in the diagram. The button
stays down.

2 Click the source element.

3 Drag to the destination element and drop when the second element is highlighted.
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Creating a Single Model Element

To create a single model element:

1 Open a target diagram in the Diagram View.

2 Choose Tool Palette from the View menu.

3 Choose the UML [diagram type] tab in the Tool Palette to view available model elements.

4 On the Tool Palette, click the icon for the element you want to place on the diagram. The button stays down.

Tip: Icons are identified with labels.

5 Click the diagram background in the place where you want to create the new element. This creates the new
element and activates the in-place editor for its name.

Tip: Alternatively, you can right-click the diagram background and choose Add on the context menu. The submenu
displays all of the basic elements that can be added to the diagram, and the Shortcuts command.
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Creating a State

To create a state:
1 Using the Tool Palette buttons: On the diagram Tool Palette, choose to create a state node. Click an appropriate
place on your diagram.
Alternatively:

Using the context menu of the diagram: Right-click the diagram background. Select Add ¥ State on the context
menu.

Note: You can place a state inside of the existing state. It is possible to hide individual states. For
example, you might want to hide the content of composite states for better understanding of
the whole diagram.

2 When a new state is placed on a diagram, you can use the Object Inspector to adjust its properties, including:

m Configure standard properties of the element.

m In the State Invariant field, select the language of the expression from the Language list box. The possible
options are OCL and plain text.

m In the Properties page, configure the behavior of the state by setting or viewing the following additional

properties:

Field Description

Composite Set to True if there is one or more regions in this state (not editable)

Orthogonal Set to True if there are two or more regions in this state (not editable)

Simple Set to True if there are no regions in this state (not editable)

Do activity Specify the activity to be performed during execution of the current state by using the Object
Inspector. This activity may be selected from any Activity diagram of the project

Entry Specify the activity to be performed when the current state starts executing by using the Object
Inspector. This activity may be selected from any Activity diagram of the project

Exit Specify the activity to be performed when the current state finishes executing by using the Object

Inspector. This activity may be selected from any Activity diagram of the project

In the edit field below the list box enter the OCL expression for this state.
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Creating a State Invariant

To create a state invariant as an OCL comment:

1 On the diagram Tool Palette, choose the state invariant button.
2 Click the target lifeline or execution specification.

Tip: Alternatively, use the Add k State invariant command on the context menu of a lifeline or an
execution specification.

3 In the Object Inspector of the state invariant, select the General node.

4 In the Invariant kind field, choose OCL expression from the drop-down list. The shape of the state invariant
diagram element changes to braces.

5 In the OCL invariant node that adds to the Property Browser, select the language of the comment from the
Language drop-down list. The possible options are OCL and plain text.

6 Type the text and apply changes.

To connect a state invariant to a state:

1 On the diagram Tool Palette, choose the state invariant button.

2 Click the target lifeline or execution specification.

3 In the Object Inspector of the state invariant, select the General node.

4 In the Invariant kind field, choose States/Regions from the drop-down list.
5 In the States/Regions field, click the chooser button.

6 Inthe Choose States and/or Regions dialog box, select the desired states and/or regions from the model, using
the Add button.

7 Click OK when ready.

Tip: Alternatively, type the state or region name. If the state or region belongs to a different package,
specify its fully-qualified name.

485



486



Creating an Activity for a State

To create an activity for a state:

1 Open the Diagram View.
2 Right—click a state and choose Add F Activity on the context menu.

Result: A new activity is created inside of a state.
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Creating an Association Class

To create an association class:

1 On the diagram Tool Palette, select the association class button.

2 Click the diagram background. This adds a regular class icon for the association class, connected with the
diamond icon.

3 Create participant classes.
4 Using the association end button, connect the n-ary association with the participant classes.

Result: The source code of an association class contains appropriate tags for the association class itself, and for
each of the association end classes.

To delete an association class:

1 Right-click an association end link, association class, or connector.
2 Choose Delete Association Class on the context menu.

Result: The whole association class construct is deleted from the diagram.
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Creating an Extension Point

To create an extension point:

1 Right-click the use case element.
2 Choose Add Fk Extension Point on the context menu.
3 Type in a name.
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Creating an Inner Classifier

This section includes instructions for adding inner classifiers to classes (including Windows classes, such as
Windows forms, Inherited forms, User Controls and so on), structures, and modules (collectively, containers) in
implementation projects.

You can add inner classifiers to class diagram elements (containers) using the respective context menu for the
diagram element in the Diagram or Model Views. You can also select a classifier in the Tool Palette and click the
container element in the Diagram View to add the inner classifier to the container element.

Note: Structure elements are available for implementation projects only.

Tip: You can use drag-and-drop or clipboard operations to remove an inner classifier from the container element.

To create an inner classifier by Using the context menu:

1 Right-click the container element.
2 Choose Add F (Inner_classifier_type), where (Inner_classifer_type) is defined in the table above.

Using cut, copy, and paste:

1 Use the clipboard operations to either cut or copy an existing classifier.
2 Select the container element.
3 Use the clipboard operations to paste the selected classifier into the container element.

Using drag-and-drop:

1 Select an existing classifier in the Diagram View.

2 Drag-and-drop it onto a pre-existing container in the Diagram View. A blue border highlights the location that
Together recognizes as a valid destination for dropping the inner classifier.
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Creating an Internal Structure for a Node

To create an internal structure for a node:

1 Choose the part icon on the diagram Tool Palette.
2 Click the valid container (class or collaboration).
3 Repeat these steps to create as many participants as needed.

Tip: Choose the part icon on the diagram Tool Palette while holding down the CTRL key. Each click
on a valid container produces a new part.

4 Link the collaborating parts by connectors.
5 Use the Object Inspector to set up the properties of the part.
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Creating an Internal Transition

To create an internal transition:

1 Select the desired state or activity element on the diagram or in the Model View.
2 Right-click the element, and select Add F Internal Transition on the context menu.
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Creating Multiple Elements

You can place several elements of the same type on a diagram without returning to the Tool Palette or by using the
diagram context menu. Each element will have a default name that can be edited with the in-place editor or in the
Object Inspector.

To create multiple elements:
1 Holding down the CTRL key, click the Tool Palette button for the element you want to create (the button stays
down). Release the CTRL key.

2 Click the desired location on the diagram background. The new element is placed on the diagram at the point
where you click.

3 Click the next location on the diagram background. The next new element is placed on the diagram.
4 Repeat the previous step until you have the desired number of elements of that type.

5 To stop multiple element creation, click the Pointer Tool Palette button or press the ESC key to deselect the
element after closing the in-place editor of the last inserted element.

Tip: After making a selection on the Tool Palette or doing the first of a multi-draw or multi-placement operation,
you can cancel the operation by clicking the Pointer button on the Tool Palette or by pressing the ESC key.
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Deleting a Diagram

Warning: The project automatically created default diagram for a namespace (package) cannot be deleted.

To delete a diagram:

1 In the Model View, select the diagram to be deleted.
2 On the context menu, choose Delete.
3 Confirm deletion, if required.

Result: The diagram is deleted from the project.
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Designing a UML 1.5 Activity Diagram

Use the following tips and techniques when you design a UML 1.5 Activity Diagram.

To design a UML 1.5 Activity Diagram, follow this general procedure:

1

Create one or more swimlanes. You can place several swimlanes on a single diagram, or create a separate
diagram for each.

Warning: You cannot create nested swimlanes.

Create one or more activities. You can place several activities on a single swimlane, or create a separate
swimlane for each.

Warning: You cannot create nested activities.

For convenient browsing, first model the main flow. Next, cover branching, concurrent flows, and object flows.

Tip: Use separate diagrams as needed and then hyperlink them.

Create Start, End, Signal Receipt, and Signal Sending elements for your swimlanes.
If your activity have several Start points, they can be used simultaneously.

Create object nodes. You do not link object nodes to classes on your Class Diagrams. However, you can use
hyperlinks for better understanding of your diagrams.

Create state nodes for your swimlanes.

Tip: You can create nested states.

7 Optionally, create a History node.

8 Connect nodes by links.

9 You can optionally create shortcuts to related elements of other diagrams.
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Designing a UML 1.5 Component Diagram

Following are tips and techniques that you can use when working with UML 1.5 Component Diagrams. It can be
convenient to start creation of a model with Component Diagrams if you are modeling a large system. For example,
a distributed, client-server software system, with numerous interconnected modules. You use Component Diagrams
for modeling a logical structure of your system, while you use Deployment Diagrams for modeling a physical
structure.

To design a UML 1.5 Component Diagram, follow this general procedure:

1 Create a hierarchy of Subsystems.

Tip: You can create nested Subsystems.

2 Create a hierarchy of Components. The largest component can be the whole system or its major part (for exam
ple, server application, IDE, service).

Tip: You can create nested component nodes. There are two methods for creating a nested
component node:
You can select an existing component and add a child component inside.

Alternatively, you can create two separate components and connect them with an Association-
Composition link.

3 Create interfaces. Each component can have an interface.
4 Draw links between elements.
5 You can optionally create shortcuts to related elements of other diagrams.
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Designing a UML 1.5 Deployment Diagram

Use the following tips and techniques when you design a UML 1.5 Deployment Diagram. It can be convenient to
start creation of a model with Deployment Diagrams if you are modeling a large system that is comprised of multiple
modules, especially if these modules reside on different computers. You use Deployment Diagrams for modeling a
physical structure of your system, while you use Component Diagrams for modeling a logical structure.

To design a UML 1.5 Deployment Diagram, follow this general procedure:

1 Create a hierarchy of Nodes.

Tip: You can create nested Nodes.

2 Create a hierarchy of Components. The largest component can be the whole system or its major part (for exam
ple, server application, IDE, service).

Tip: You can create nested Components. There are two methods for creating a nested component:
You can select an existing component and add a child component inside.

Alternatively, you can create two separate components and connect them with an Association-
Composition link.

3 Represent how Components resides on Nodes. You can represent this in two ways:
m Use a supports link between the component and node. The supports link is a dependency link with the stereotype
field set to support.
m Graphically nest the Component within the Node.

4 Optionally, create Obijects.
5 Create Interfaces. Each component can have an interface.

6 Indicate a temporary relationship between a Component and Node. Objects and components can migrate from
one component instance to another component instance, and respectively from one node instance to another
node instance. In such a case, the object (component) will be on its component (node) only temporarily. To
indicate this, use the dependency relationship with a becomes stereotype.

7 You can optionally create shortcuts to related elements of other diagrams.
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Designing a UML 1.5 Statechart Diagram

Following are tips and techniques that you can use when working with UML 1.5 Statechart Diagram.

To design a UML 1.5 Statechart Diagram, follow this general procedure:
1 Create Start and End points.

2 Create main states and substates.

Tip: You can create nested states.

3 Create transitions.
4 Create history nodes.
5 You can optionally create shortcuts to related elements of other diagrams.

To create entry and exit actions:

1 Create an internal transition in the desired state.
2 Double-click the internal transition to enable in-place editing.
3 Rename using the following syntax: stereotype/actionName (argument)

For example: exit/setState (idle)

Alternatively, create an internal transition and set the event name, event arguments, and action expression properties
using the Object Inspector for the internal transition.
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Designing a UML 2.0 Activity Diagram

Use the following tips and techniques when you design a UML 2.0 Activity Diagram. Usually you create Activity
Diagrams after State Machine Diagrams.

To design a UML 2.0 Activity Diagram, follow this general procedure:

1 Create one or more activities. You can place several activities on a single diagram, or create a separate diagram
for each.

Warning: You cannot create nested activities.

2 Usually activities are linked to states or transitions on State Machine Diagrams. Switch to your State Machine
Diagrams and associate the activities you just created with states and transitions.

Tip: After that you can find that some more activities must be created, or the same activity can be
used in several places.

3 Switch back to the Activity Diagram. Think about flows in your activities. You can have an object flow (for
transferring data), a control flow, both or even several flows in each activity.

4 Create starting and finishing points for every flow. Each flow can have the following starting points:

m Initial node

m Activity parameter (for object flow)
m Accept event action

m Accept time event action

Each flow finishes with a Activity Final or Flow Final node.

If your activity has several starting points, they can be used simultaneously.

5 Create object nodes. You do not link object nodes to classes on your Class Diagrams. However, you can use
hyperlinks for better understanding of your diagrams.

6 Create action nodes for your flows. Flows can share actions.

Warning: You cannot create nested actions.

7 For object flows, add pins to actions. Connect actions and pins by flow links.
8 Add pre- and postconditions. You can create plain text or OCL conditions.
9 You can optionally create shortcuts to related elements of other diagrams.

To add an activity parameter to an activity:

1 In the Tool Palette, press the Activity Parameter button.
2 Click the target activity.
Or:

Choose Add Fk Activity Parameter on the activity context menu.

Result: An Activity Parameter node is added to the activity as a rectangle. Note that the activity parameter node is
attached to its activity. You can only move the node along the activity borders.
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Note: Activity parameters cannot be connected by control flow links.
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Designing a UML 2.0 Component Diagram

Following are tips and techniques that you can use when working with UML 2.0 Component Diagrams. It can be
convenient to start creation of a model with Component Diagrams if you are modeling a large system. For example,
a distributed, client-server software system, with numerous interconnected modules. You use Component Diagrams
for modeling a logical structure of your system, while you use Deployment Diagrams for modeling a physical
structure.

To design a UML 2.0 Component Diagram, follow this general procedure:

1 Create a hierarchy of components. The largest component can be the whole system or its major part (for example,
server application, IDE, service).

Tip: You can create nested component nodes. There are two methods for creating a nested
component node:

You can select an existing component and add a child component inside.

Alternatively, you can create two separate components and connect them with an Association-
Composition link.

2 In the hierarchy of components, you can end up by adding concrete classes and instance specifications. You
can create them on a Component Diagram directly, or create them on a Class Diagram and put shortcuts on a
Component Diagram.

3 Create interfaces. Each component can have a provided interface and a required interface.

4 Optionally, create artifacts. Usually, you describe physical artifacts of your system on Deployment Diagrams. But
if some component is closely connected with its physical store, add and link an artifact to a Component Diagram.

Tip: You can create nested artifacts.

5 Optionally, create ports for your components. You can attach a port to a component and link it with several classes
or components inside. In this case, when a message arrives, this port decides which class must handle it.

6 Draw links between elements.
7 You can optionally create shortcuts to related elements of other diagrams.
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Designing a UML 2.0 Deployment Diagram

Use the following tips and techniques when you design a UML 2.0 Deployment Diagram. It can be convenient to
start creation of a model with Deployment Diagrams if you are modeling a large system that is comprised of multiple
modules, especially if these modules reside on different computers. You use Deployment Diagrams for modeling a
physical structure of your system, while you use Component Diagrams for modeling a logical structure.

To design a UML 2.0 Deployment Diagram, follow this general procedure:

1

4

Create a hierarchy of execution environments, devices, and nodes. Execution environments usually represent
software environment used to execute your system, such as an operating system. Devices usually represent
hardware equipment, such as a printer, a hard disk, or a computer. Nodes represent the rest of physical entities,
such as a file.

Tip: You can create nested execution environments, devices, and nodes. For example, you can add
a node inside of an execution environment, or a node inside of a device.

Create artifacts.

Create deployment and instance specifications. By doing this, you arrange physical locations of objects and other
entities of your system.

Add operations to artifacts.

5 Once an operation is added, you can define its properties in the Object Inspector, which includes parameters,

6

stereotype, multiplicity and more.
You can optionally create shortcuts to related elements of other diagrams.

To deploy an artifact to a target node:

1
2
3

In the diagram Tool Palette, choose the deployment button.
Click the artifact to be deployed. The valid source is denoted by a solid frame.
Drag-and-drop the deployment link to a target node. The valid target is denoted by a solid frame.

To define parameters of an operation:

a Hh WO N =

Select the desired operation in an artifact.

In the Object Inspector, expand the General node and choose Parameters field.
Click the chooser button to open Add/Remove Parameters dialog box.

Click Add. This creates an entry in the parameters list.

Enter the parameter's name, type multiplicity, default value, and direction. Note that parameter type can be
selected from the list of pre-defined types, or from the model.

6 Using the Add and Remove buttons, create the list of parameters.
7 Click OK when ready.
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Designing a UML 2.0 Sequence or Communication Diagram

Use the following tips and techniques when you design a UML 2.0 Sequence or Communication Diagrams. Usually
you create Interaction Diagrams after Class Diagrams.

Whenever an interaction diagram is created, the corresponding interaction is added to the project. Interactions are
represented as nodes in the Model View.

Note: Presentation of aninteraction in the Model View depends on the view type defined in the Model View options
on the default or project group levels. If model-centric mode is selected, an interaction is shown both under
its package node and diagram node. If diagram-centric mode is selected, an interaction is shown under the
diagram node only.

Note: You can view an interaction in two ways: as a Sequence Diagram, or as a Communication Diagram. So doing,
any actions performed with either view are automatically reflected in the other views. Thus, adding or deleting
an element in an interaction results in the modification of the corresponding interaction diagram, and vice
versa. An interaction diagram contains a reference to the underlying interaction.

Note: Unlike UML 1.5, it is not possible to switch a diagram that already exists from sequence to communication
and vice versa. However, it is possible to create a Sequence Diagram and a Communication Diagram based
on the same interaction.

To design a UML 2.0 Sequence Diagram, follow this general procedure:

1 Create an interaction use

2 Navigate to a referenced interaction

3 Associate a lifeline with a referenced element

4 Associate a lifeline with a type

5 Define decomposition for a lifeline

6 Repeat the steps to create all required interactions
7 Link the created lifelines by using messages

To create an interaction use:

1 In the diagram Tool Palette, choose the Interaction Use button.
2 Click on the target lifeline.

Tip: Alternatively, use the Add command on the lifeline context menu in the Diagram View or Model
View.

3 In the Object Inspector for the newly created interaction use, choose the Properties tab.
4 In the interaction name field, click the chooser button.

Tip: Alternatively, just type in the interaction name.

5 In the Choose Referenced Interaction dialog box, select the desired interaction from the project or Favorites,
and click OK.

An interaction use is initially created attached to a lifeline. Further it can be expanded over several lifelines, detached
from and reattached to lifelines.
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To navigate to a referenced interaction:

1 Right-click on an interaction use that refers to another interaction.
2 On the context menu, choose Select.
3 Choose the desired destination on the submenu.

To associate a lifeline with a referenced element:

1 Make sure that your project contains the referenced elements that should be represented by the lifelines.
2 Select the desired lifeline in the Model View or the Diagram View.

3 In the Object Inspector, select the represents field.

4 Click the chooser button.

5 In the Choose Represented Connectable Element dialog box, select the desired part from the project or
Favorites.

6 Click OK.

To associate a lifeline with a type:

1 Select the desired lifeline in the Model View or the Diagram View.
2 In the Object Inspector, select the type field.
3 Click the chooser button.

4 In the Choose Represented Connectable Element's type dialog box, select the class that defined the type
from the project or Favorites.

5 Click OK.

To define decomposition for a lifeline:

1 Select the desired lifeline in the Model View or the Diagram View.

2 In the Object Inspector, select the decomposition field.

3 Click the chooser button.

4 In the Choose Referenced Interaction dialog box, select the desired interaction from the project or Favorites.
5 Click OK.

Tip: Decomposition, type, stereotype, and referenced element properties are also reflected in the
corresponding Communication diagram.
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Designing a UML 2.0 State Machine Diagram

Following are tips and techniques that you can use when working with UML 2.0 State Machine Diagram.

To design a UML 2.0 State Machine Diagram, follow this general procedure:

Create initial and final nodes.
Create main states and substates.
Create regions.

Create entry and exit points.
Create pins.

Create transitions.

Create history nodes.
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You can optionally create shortcuts to related elements of other diagrams.
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Designing Use Case Hierarchy

Use case diagrams typically represent the context of a system and system requirements.

To design use case hierarchy:

1 Usually, you begin at a high level and specify the main use cases of the system.

2 Next, you determine the main system use cases at a more granular level. As an example, a "Conduct Business
use case can have another level of detail that includes use cases such as "Enter Customers" and "Enter Sales."

3 Once you have achieved the desired level of granularity, it is useful to have a convenient method of expanding
or contracting the use cases to grasp the scope and relationships of the system's use case views.
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Exporting a Diagram to an Image

To export a diagram to an image:

1 Place the focus on the diagram you want export in the Diagram View.

2 Choose File ¥ Export Diagram to Image on the main menu.

3 Click the drop-down arrow to preview and adjust the zoom settings of the diagram image.

4 Click Save. The file browser dialog box opens.

5 Browse for a location where you wish to save the image.

6 Enter a name. By default, the image file takes on the name given to the diagram in Developer Studio 2006.
7 Select an image format.

8 Click Save.
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Grouping Actions into an Activity

Use the following techniques to group actions into an activity:

1 Use the Tool Palette buttons
2 Use drag and drop
3 Use the context menu of the activity element

Use the Tool Palette buttons:

1 In the diagram Tool Palette, choose to create an activity node.
2 Choose the action button, and click the target activity.

Use drag and drop:

1 Place an action element on the diagram background.
2 Drag and drop the new action on top of an existing activity.

Use the context menu of the activity element:

1 Right-click the target activity.
2 Select New F Action on the context menu.
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Hiding and Showing Model Elements

You can control the visibility of elements on a diagram by using the Hide command (available on the context menu
for individual diagram elements), and the Show/Hide command (available on the diagram context menu).

To hide by using one of the following methods:

1 Open the Diagram View.
2 Do one of the following:
m Select the element on the diagram, right-click and choose Hide on the context menu.
m Select multiple elements on the diagram using CTRL+Click or by lassoing, and select Hide from the context menu.

m Right-click the diagram background and choose Hide/Show on the context menu. The Show Hidden dialog box
opens, as discussed below.

To show or hide diagram elements using the Show Hidden dialog box:

1 Right-click the diagram and choose Show/Hide on the context menu. The Show Hidden dialog box opens.

2 Select the element(s) that you wish to hide from the Diagram Elements list.
3 To add elements in the Diagram Elements list to the Hidden Elements list, do one of the following:

m Double-click the element .
m Click the element once and click Add.
m Select multiple elements using CTRL+Click and click Add.

4 To remove items from the Hidden Elements list do one of the following:

m Double-click the element.

m Click the element once and click Remove.

m Select multiple elements using CTRL+Click and click Remove.

m To remove all items from the Hidden Elements list, click Remove All.

5 Click OK to close the dialog box.
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Hyperlinking Diagrams

Select Hyperlinks from the diagram context menu to create, view, remove, and browse hyperlinks.

Use the following techniques to create a hyperlink:

1 Create a hyperlink to an existing diagram or element
2 Create a hyperlink to a new diagram

3 Create a hyperlink to an external URL or file

4 Browse hyperlinks

5 Remove a hyperlink

To create a hyperlink to an existing diagram or element:

1 Open an existing diagram or create a new diagram from which to create the hyperlink.
2 Select the element that you want to link to another diagram or element.
3 To link the entire diagram, click the diagram background to deselect all elements.

Note: Do not select the actual namespace in the Model View to create a hyperlink. Rather, expand
the namespace node, and select the desired diagram.

4 Right-click and choose Hyperlinks k Edit. The Edit Hyperlinks dialog window (Selection Manager) opens.

(5]

Select the Model Elements tab to view the pane containing a tree view of the available project contents in the
Solution.

Select the desired diagram or element from the list, and click Add.
For element selection, expand diagram nodes in the Model Elements tab.
To remove an element from the selected list, select the element and click Remove.

© 00 N o

Click OK to close the dialog box and create the link.

To create a hyperlink to a new diagram:

1 Open a diagram in the Diagram View, or select it in the Model View.
2 On the context menu, choose Hyperlinks ¥ To New Diagram.
3 In the Add New Diagram dialog box, select the diagram type, enter the diagram name and click OK.

To create a hyperlink to an external URL or file:

1 Open an existing diagram or create a new diagram from which to create the hyperlink.
2 Select the element that you wish to link to the external document.

To link the entire diagram, click the diagram background to deselect all elements.
3 Right-click and choose Hyperlinks ¥ Edit. The Edit Hyperlinks dialog box opens.

4 Select the External Documents tab to view the Recently used Documents list which contains a list of previously
selected files or URLs.

5 To add a file to the Recently used Documents list:

1 Click Browse. The Open file dialog box opens.
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Navigate to the desired file and click Open.

6 To add a URL to the Recently used Documents list:

—

Click URL.
In the dialog box that opens, enter the appropriate URL and click OK.

N

Tip: You can create a hyperlink to an external document by entering a relative URL path.

~

To remove an element from the selected list, select the element and click Remove.

=]

To clear the Recently used Documents list, click Clear.

Note: Iltems added to the Recently used Documents list are not specific to a single project or project
group.

9 Click OK to close the dialog box and create the link.

To browse hyperlinks:

1 Toview hyperlinks to a diagram, element or external document, right-click on the diagram background or element,
and choose Hyperlinks from the context menu. All hyperlinks created appear under the Hyperlinks submenu. On
a diagram, all names of diagram elements that are hyperlinked are displayed in blue font. When you select a link
from the submenu, the respective element appears selected in the Diagram View.

2 Once you have defined hyperlinks for a selected diagram or element, use the context menus to browse to the
linked resources.

Note: Browsing to a linked diagram opens it in the Diagram View or makes it the current diagram if
already open.

Browsing to a linked element causes its parent diagram to open or become current,
and the diagram scrolls to the linked element and selects it.

To remove a hyperlink:

1 Open the diagram that displays the link you want to remove.

2 Choose Hyperlinks k Edit from the diagram or element context menu. The Edit Hyperlinks dialog box opens.
3 In the selected list on the right of the dialog, click the hyperlink that you wish to remove.

4 Click Remove.

5 Click OK to close the dialog box.

Note: To remove a hyperlink from a specific element, select the element first. Then choose Hyperlinks F Edit on
the context menu.

530



Instantiating a Classifier

In a UML 1.5 design project, you can create an object that instantiates a class or interface from the same or another
UML 1.5 design project or any implementation project in the same project group. In an implementation project, you
can create an object that instantiates a class or interface from the same project or some UML 1.5 design project or
a referenced project. You can create such links by using the Object Inspector or by using Dependency links to
shortcuts.

To instantiate a classifier:

1 On a UML 1.5 class diagram, choose an object.

2 In the Object Inspector, choose the Instantiates field.

3 Click the Chooser button. The Choose Type to Instantiate dialog box opens.
4 In this dialog box, choose a classifier (class or interface).

Tip: Alternatively, draw a Dependency link from this object to a classifier or its shortcut.
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Laying Out a Diagram Automatically

To lay out a diagram by using one of the algorithms:

1 Right-click the diagram background.
2 From the context menu, select Layout, and choose a command from the submenu.
There are several Layout commands on the Layout submenu:

m Do Full Layout: Sets the layout of all elements according to the layout algorithm defined for the current diagram.

m Layout for Printing:Sets the layout of all elements using the Together algorithm, regardless of the option
selected on any level.

m Route All Links:Streamlines the links removing bending points.
m Optimize Sizes: Enlarges or shrinks all elements on the diagram to the optimal size.

Note: Individual diagram elements also have the Route Links and Optimize Size layout commands
on their respective context menus. The Route Links command streamlines the links removing
any bending points. The Optimize Size command enlarges or shrinks the element to the optimal
size, leaving enough space for its label and any sub elements it may contain.

Tip: To enable layout of the inner substructure in diagrams, check the Recursive option ( (level) | Diagram | Layout
| General ) in the Options dialog window.

To set up the diagram layout:

1 On the main menu choose Tools | Options.

2 On the desired level, select Together | (level) | Diagram | Layout category.
3 Expand the node for the desired algorithm.

4 Specify the algorithm-specific options (if any) and apply changes.

Result: you can observe results of layout tuning when apply one of the Layout commands to the diagram.

The context menu available in the Diagram View provides access to the automated layout optimization features in
Together.
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Linking Another Interaction from an Interaction Diagram

To link another interaction from an interaction diagram:

1 Open an Interaction diagram.
2 Right-click the diagram background and choose Add k Shortcut on the context menu.
3 Add a shortcut to another interaction in your project.
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Moving Model Elements
Create your own layout by selecting and moving single or multiple diagram elements.
You can:

m Select a single element and drag it to a new position.
m Select multiple elements and change their location.
m Manually reroute links.

Note: If you drag an element outside the borders of the Diagram View, the diagram automatically scrolls to follow
the dragging.

Tip: Manual layouts are saved when you close a diagram or project and restored when you next open it. Manual
layouts are not preserved when you run one of the auto-layout commands (Do Full Layout or Optimize Sizes).

To move an element:

1 Select the element or elements to be moved.
2 Drag-and-drop the selection to the target location.

Tip: Right-click and use Cut and Paste. Use the keyboard shortcuts for Cut (CTRL+X), Copy (CTRL+C), and Paste
(CTRL+V) operations.
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Printing a Diagram

You can print diagrams separately or as a group, or print all diagrams in the project.

To print a diagram:
1 With the diagram in focus in the Diagram View, choose File ¥ Print from the main menu. The Print diagram
dialog box opens.
2 In the Print Diagrams list box, specify the scope of diagrams to be printed:

m Active diagram: To print the currently selected diagram.

m Active with neighbors: To print the current diagram and the other diagrams of the same project.
m All opened: To print all diagrams currently opened in the Diagram view.

m All in model: To print all diagrams within a project group.

3 In the Print zoom field, specify the zoom factor.
4 If necessary, adjust the page and printer settings:

m Click the Print list box and choose Print dialog box to select the target printer.

m Use the Options dialog window (Together B (level) ¥ Diagram k Print options) to set up the paper size,
orientation, and margins.

Tip: Click Preview to open the preview pane. Use the Preview zoom slider, or Auto Preview zoom check box, as
required.
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Putting Diagram Files Under Version Control
Together enables you to put your model under the source control in the same way as the other project resources.

The diagram elements in fact belong to the parent default package (namespace) files (default. txaPackage).
Thus, if editing of a diagram results in adding or deleting elements and changing their properties, you have to check
in or check out both diagram file and the corresponding default. txaPackage file. If editing only changed the
sizes and placement of elements, it is enough to check in or check out the diagram file. To avoid unsynchronized
and ambiguous results, each user in a team that works with the same project, should check out and lock the whole
project exclusively.

You can use the History command to compare changes in diagram files.

Warning: This topic describes the source control actions with regards to modeling. For the detailed information
about source control, refer to the relevant Developer Studio 2006 and source control provider
documentation.

To put diagram files under version control:

1 Make sure that an integration with a supported source control system is installed on your computer. Source
control commands are only enabled when a supported integration is installed.

2 Make sure that your project (project group) is added to the source control.
3 Apply the source control commands to the diagram files by using:
m StarTeam menu. This menu contains commands that enable you to add Together diagram files to your source
control repository. You can check in, check out, get, exclude, undo check out of, and compare diagram files.

m The Project Manager context menu. The context menu commands enable the same actions, and moreover,
provide the only way to check in and check out the entire project or project group, and work with the default
package or namespace files.

Note: When a project (project group) is added to source control, the Diagram View and the Project Manager show
icons that reflect the status of each model element under source control.

To exclude files from version control:

1 Open the diagram in the Diagram View.

2 Choose StarTeam. The menu command applies to the diagram that is open in the Diagram View and has the
current focus.

To check in and check out a project or a project group:

1 Open the Project Manager.
2 Right-click the project or project group node.
3 Choose Check in (Recursive) or Check Out on the context menu.

To check in and check out diagrams:

1 Open the diagram in the Diagram View, and choose StarTeam Check Out on the main menu. The Source
Control Provider Check out dialog box opens.
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Tip: To retrieve a read-only copy of the latest version of the diagram, choose StarTeam k 2?7?72 on
the main menu.

2 Click Check out.

3 After you have finished working with the diagram file, choose StarTeam F Check In on the main menu.
4 The Source Control Provider Check in dialog box opens.

5 Click Check in.

Using the Check in command locks the diagram. Diagram elements in the locked diagrams display small lock
symbols. You can still edit the locked diagrams, check-out dialog box being automatically invoked on the first attempt
to edit or add/remove elements. After that the diagram becomes unlocked.

To undo check out:

1 If you check out a diagram and do not make any changes to it, use the Undo Checkout command. Using this
command cancels your check out and removes the writable version of the file from your working folder. The most
recent version of your diagram file in the source control repository is copied over your local copy, and if you have
made any changes to the local copy since you last checked out the file, they are lost.

2 Open the diagram in the Diagram View.

3 Choose StarTeam F Revert. The menu command applies to the diagram that is open in the Diagram View and
has the current focus.

To compare diagram versions:

1 Open the diagram in the Diagram View.

Warning: To track differences in the versions of a default package file, select the corresponding
default.txaPackage node in the Project Manager.

2 Choose StarTeam k Compare Contents on the main menu. A dialog box opens.
3 Select a version from the list, and click Diff. The Visual Diff window opens.
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Renaming a Diagram

Warning: The project namespace (package) automatically created diagram cannot be renamed.

To rename a diagram:

1 In the Object Inspector, double-click the diagram name to initiate the inline editor.
2 Enter a new name.
3 Press Enter.

Alternatively:

1 Select the diagram in the Model View.

2 Press F2 or right-click and choose Rename on the context menu.
3 Enter a new name.

4 Press Enter.

Result: The diagram is renamed.
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Rerouting a Link

To reroute a link:

1 Select a link.

2 Drag and drop the client of supplier end of the link to the desired destination object.

3 To change direction of the link, click a place on the link where you want to reroute the link.
4 Drag the line. Together automatically reshapes the link the way you want.

Tip: Model elements have the Layout ¥ Route All Links command on diagram context menus.
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Resizing Model Elements

Diagram elements can be resized automatically or manually. When new items are added to an element that has
never been manually resized, the element automatically grows to enclose the new items.

To resize an element manually:

1 Click an element. The selected element is highlighted with bullets.
2 Drag one of the bullets in the desired direction.

When the element contents change, for example, when members are added or deleted, and the element size is too
small to display all members, scroll bars are displayed to the right of compartments.

To optimize a node element size:

1 Right-click an element.
2 Choose Layout ¥ Optimize Size.

To optimize the elements on an entire diagram:

1 Right-click the diagram background.
2 Choose Layout F Optimize Size.
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Searching Diagrams

Together enables you to use the Find and Replace facilities provided by the Developer Studio 2006 to locate model
elements on model diagrams.

To search diagrams:

1 Choose Search F (search command) to use the find and replace facilities provided by the Developer Studio
2006.

2 You can find the specified string in the specified scope. The function supports case sensitivity, searching for
whole words or substrings, using wildcards and regular expressions.

3 Browse the search results.
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Searching Source Code for Usages

In addition to the diagram search facility, Together enables you to track how an element or member is used in a
source-code project. The Search for Usages dialog box enables you to find the references to, and overrides of, the
elements and members in implementation projects.

The Search for usages command is available on the context menu of an element in a diagram or in the Model
View. Note that Search for usages is not available for the design projects.

To search source code for element usages:

1 Right-click an element or a namespace and choose Search for Usages on the context menu. The dialog box
opens with the selected element specified in the section Element to search.

2 In the Options section, check the following options as required:

m Usages of elements
Usages of members
Usages of Declared Classes

]
u
m Implementations
m Overriding

u

Include usings/imports
m Skip self

3 Click Search.
The search results are displayed in a tab in the Search for Usages window as a tree view, each node containing all
usages of an element in a certain class. Note that each new search adds its own tab to the window.

The Search for Usages window provides a toolbar with the buttons that enable you to expand or collapse the treeview
nodes, and repeat the search in the selected tab with the same settings.

The context menu of a search results tab provides the following commands:

Command
Close
Close all

Close all but this
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Selecting Model Elements

Most manipulations with diagram elements and links involve dragging the mouse or executing context menu
commands on the selected elements.

To select a model element:

1 Open the Diagram View.
2 On a diagram:

m Click any element in the diagram to select it.

m To select multiple elements, hold down the CTRL key and click each element individually.

m Click the background and drag a lasso around an area to select all the elements it contains.
m For elements containing members, click on a member to select it.

m To select all elements on a diagram, press CTRL+A. Alternatively, right-click the diagram background and choose
Select All on the context menu.
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Specifying Entry and Exit Actions

You can create entry and exit actions as nodes, or as stereotyped internal transitions.

To specify entry and exit actions using the in-place editor:

1 Create an internal transition in the desired state.
2 Double-click the internal transition to enable in-place editing.
3 Rename the internal transition using the following syntax:

stereotype/actionName (argument)

For example:

exit/setState (idle)

To specify entry and exit actions using internal transitions:

1 Create the internal transition.

2 Set the event name, event arguments, and action expression properties using the Object Inspector for the
internal transition.
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Using a Class Diagram as a View

Class diagrams can also be used to create subviews of the project.

To use a class diagrams as a view:

1 Create a new class diagram.
2 Create shortcuts to the original diagram to easily and quickly build subset views for easier management.

Tip: Using this feature, you can create views of distributed classes into one diagram, with Together automatically
displaying any relationships that the gathered classes may have with each other.

Note: In implementation projects, changes made here also update the source code, keeping diagram and source
code in sync.
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Using Drag-and-Drop

Drag-and-drop applies to the members as well as to the node elements. You can move or copy members (methods,
fields, properties, and so on) by using drag-and-drop in the Diagram View or in the Model View.

Drag-and-drop functionality from the Model View to the Diagram View and within the Model View works as follows:

m Selecting an element in the Model View and using drag-and-drop to place the element onto the diagram creates
a shortcut.

m Using drag-and-drop while pressing the SHIFT key moves the element to the selected container.
m Using drag-and-drop while pressing the CTRL key copies the element to the selected container.

Tip: You can also change the origin and destination for links on your diagrams using drag-and-drop.

To move a link to a new destination:

1 Select a link in the Diagram View.
2 Hover the cursor over the destination arrow.

3 Drag the arrow and drop it on the new destination. If the destination element is not in view, drag the link in the
appropriate direction, and the diagram will scroll with you.

Tip: Follow the same instructions to move the link source to an allowable location.
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Using Grid and Other Appearance Options

You can optionally display or hide a design grid on the diagram background and have elements “snap” to the nearest
grid coordinate when you place or move them. The grid is configured in the Diagram Appearance options dialog

window.

To show grid:

1 Open Options dialog window.
2 Choose the Together ¥ Diagram k Appearance category, Grid group.

3 Adjust the options.

Note: Grid display and snap are enabled by default.
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Using the UML in Color Profile

To enable or disable the “UML in color” profile:

1 In the Options dialog window, open the Together F (level) ¥ Diagram k Appearance category.

Tip: You can enable or disable it on for the project group, project, or diagram level.
2 Set the Enable UML in color option to True to enable the profile.

3 Optionally, adjust colors used by the profile.
4 Close the Options dialog window.

To draw UML nodes in colors:

1 Select or create a classifier.
2 Open the Object Inspector.
3 Assign a stereotype that is supported by the “UML in color” profile (for example, role).

Result: The classifier changes its color according to the settings in the Options dialog window.

563



564



Using View Filters

For global control over the diagram view, you can use the filters in the Options dialog window.

To enable, disable view filters:

1 Choose Tools F Options on the main menu.
2 Click the Together folder.
3 Under the (level) ¥ Diagram node, select View Filters.

Note: The filters shown in the Options dialog window are global filters. To specifically filter classes, you can set the
Show members property to False.

To filter classes:

1 In the Options dialog window, View Filters page, click the Show members field.
2 Click the drop-down arrow and select False.
3 Click OK.

This results in disabling the members, and the inner classifiers (classes, delegates, enumerations, interfaces, and
structures).
Since inner classifiers are treated as members of the container element, the following filters do not filter inner
classifiers:

View filter

Show classes

Show delegates

Show enumerations

Show interfaces

Show structures

Note: Code-specific elements are available in implementation projects only.
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Working with a Collaboration Use

To create a collaboration use:

1 On the diagram Tool Palette, choose the Collaboration Use button.
2 Click the target container.
3 Specify the name of the Collaboration Use.

To link to a collaboration type:

1 Select a Collaboration Use element.
2 Specify the type of Collaboration Use using one of the following methods:
m In the type field of the Collaboration Use in the Object Inspector, click the chooser button, and select the
collaboration, which the Collaboration Use instantiates, from the Model or Favorites.

m Next to the name of the Collaboration Use, insert a colon and the name of the collaboration, which the
Collaboration Use instantiates.

Result: The type of collaboration use is indicated next to its name.

To unlink from a collaboration type:

1 Right-click the Collaboration Use that has a certain type assigned.
2 On the context menu, choose Unlink Collaboration.

To bind with a role (part):

1 On the diagram Tool Palette, choose the Role Binding button.

2 If you hover the mouse over the client collaboration use, the valid client is highlighted with a black ellipse.
3 Drag-and-drop the role binding link to the supplier part. The valid target is highlighted.

4 Type the role name and press Enter to close the in-place editor.

If a collaboration use is associated with a collaboration that contains parts (roles), you can bind them with the parts
(roles) of another classifier.

To bind the roles (parts) of the different classifiers via the collaboration use:

1 Create a collaboration use and define its type.

2 Create one or more parts in the collaboration that represents the type.

3 Right-click the target collaboration use and choose Bind new role on its context menu.

4 In the Select Destination dialog box that opens, choose the role to be bound in the target classifier.

Result: A role link is created from the collaboration use to the role in the target classifier. The role link is now marked
with the name of the role selected in the collaboration.

Note: Each role can be used for binding only once. With the next invocation of the Bind new role command, the list
of available roles no longer displays the ones previously used.
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To define an owner:

1 Right-click a collaboration use and choose Object Inspector on its context menu.
2 In the owning classifier field of the Object Inspector, click the chooser button.
3 In the Select Owning Classifier dialog box, navigate to the owner class or collaboration and click OK.

Result: A link is created between the owner as supplier, and the collaboration use as the client. The link is marked
with the label <<represents>>.

568



Working with a Combined Fragment

To create a combined fragment:

1 Choose the combined fragment button in the diagram Tool Palette, and click on the target lifeline.
2 In the Type Chooser dialog box that opens, choose the desired operator from the list of available operators.

Alternatively, you can also create a combined fragment using the context menu of the Model View, or Diagram View.

To do this, choose the desired lifeline or execution specification in the Model View, or in the Diagram View. On the
context menu of the selection, choose Add ¥ Combined Fragment. This adds a combined fragment to the target
location.

Result: the combined fragment is added to the target lifeline or execution specification. Each new combined fragment
has different color, to tell it from the other combined fragments within the same cluster of nested frames.

To create a nested operator:

1 Select the desired combined fragment.

2 In the Operators field of the Object Inspector, click the chooser button. Edit Combined Fragment Operators
dialog box opens.

3 In the Edit operator combobox, select the desired operator. If a certain operator enables parameters, enter the
parameter values in the adjacent field. Use commas as delimiters.

4 Click Add button. A new line displays below the existing entry in the list of operators, and in the descriptor of the
combined fragment.

5 Use Add and Remove buttons to make up the desired list of the nested operators. Use Up and Down buttons
to specify the proper order of nested operators.

6 Click Done to apply changes.

Result: the nested operators are listed in the descriptor of the combined fragment in the specified order.

You can create the nested combined fragments by placing a new combined fragment node inside of an existing one.
So doing, each new node is displayed in a different color. The colors are selected at random. You can work with the
inner frames same way as with the outer frames: move along a lifeline, spread them over several lifelines, detach
and tie frames. Note that drawing a message link from a frame automatically expands it, together with its outer
frames, if any.

To create an operand:

1 Select the desired combined fragment in the Model View or in the Diagram View.
2 On the context menu of the combined fragment, choose Add F Interaction operand.

3 In the Interaction constraint node select the language to be used for describing constraint. To do this, click the
Language drop-down list and choose OCL or plain text.

4 Type the constraint expression.
5 Add as many operands as required.
6 Apply changes.

Result: a new operand is created. Constraint text is displayed in the operand section of the combined fragment.
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Working with a Complex State

The techniques in this section pertain to models of particularly complex composite states and substates.

You can resize the main state. You can also create a substate by drawing a state diagram within another state
diagram and indicating start, end, and history states as well as transitions.

Create a composite state by nesting one or more levels of states within one state. You can also place start/end states
and a history state inside of a state, and draw transitions among the contained substates.

Use the following techniques to create a composite (nested) state:

1 Create a nested substate using drag-and-drop
2 Create a nested substate using the context menu of the state element

To create a nested substate using drag-and-drop:

1 Place a state element on the diagram background.
2 Drag a new state on top of an existing state.
3 Drop a new state.

To create a nested substate using the context menu of the state element:

1 Right-click the state (region) that will be the container.
2 Select Add ¥ State on the context menu.

Tip: You can nest multiple levels of substates inside one state. For especially complex substate modeling, however,
you can find it more convenient to create different diagrams, model each of the substate levels individually,
and then hyperlink the diagrams sequentially.

Using the Shortcuts command on the context menu of the diagram, you can reuse existing elements in other
state diagrams. Right-click the diagram and choose Add > Shortcuts, navigate within the pane containing the
tree view of the available project contents for the project group to the existing diagram, and select its elements,
states, histories, forks, and/or joins.

Tip: Using the context menu of the state element, you can also create all of the other subelements that a state can
contain.

Tip: Only one History element can be created within one state.
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Working with a Constructor

You can create as many constructors in a class as needed.
In design projects, a constructor is created as an operation with the <<constructor>> stereotype.

In implementation projects, each new constructor is created with its unique set of parameters. In addition to creating
parameters automatically, you can define the custom set of parameters, using the Object Inspector.

Tip: You can move, copy and paste constructors and destructors between the container classes same way as the
other members.

To define the constructor parameters (implementation projects only):

1 Select the desired constructor in a class.
2 In the Object Inspector, click the Params field.

3 In the text field, type the list of parameters in the former type name. Use comma as a delimiter.
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Working with a Field

This topic applies to implementation projects only.

In the source code, it is possible to declare several fields in one line. This notation is represented in diagram as a
number of separate entries in the Fields section if a class icon. However, you can rename the fields, change
modifiers, set initial values and so on, all modifications being applied to the respective field in the diagram icon. Also
you can copy and move such fields in diagram (using context menu commands or drag-and-drop), and the pasted
field appears in the target container separately.

To rename a field:

1 Choose a field.

2 Enter the new name in the in-place editor of the Diagram View or Model View, Name text field in the Object
Inspector or the source code editor.

To define the visibility modifier:

1 Choose a field.

2 Enter the visibility symbol in the in-place editor in the Diagram View, or select one from the Visibility combobox
in the Object Inspector, or edit in the source code editor.

To define the stereotype of a field:

1 Choose a field.

2 Use the in-place editor in the Diagram View, or stereotype combobox of the Object Inspector or the source
code editor.

To define modifiers, initial values, associated objects and so on:

1 Choose a field.
2 Use the Object Inspector or the source code editor.

So doing, the model and the source code are kept in sync.
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Working with a Provided or Required Interface

To create a provided interface:

1 Create class and interface node elements using the and Tool Palette buttons.
2 On the diagram Tool Palette, click the provided interface button.
3 Click the client class and drag the mouse to the interface node.

To create a required interface:

1 Create class and interface node elements using the and Tool Palette buttons.
2 On the diagram Tool Palette, click the required interface button.
3 Click the client class and drag the mouse to the interface node.
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Working with a Relationship

You can change the type of an association link.

To draw an association link:
1 Use the association link button on the UML Class Diagram Tool Palette to draw association links between
diagram elements.

2 The Object Inspector enables you to set the link type (association, aggregation, or composition) and the
cardinality of the client and supplier.

3 You can also set the link type using the right-click menu of the link. When you create an association link, Together
defines a field in the client class (the start of the link).

To set the directed property of an association link:

1 Choose View | Object Inspector if the Object Inspector is not open.

2 Select a link on the diagram. The properties for the link appear in the Object Inspector.
3 In the Object Inspector, select the Directed field.

4 Click the drop-down arrow and select the Directed property (True or False) from the list.
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Working with a Tie Frame

To spread a frame to several lifelines:

1 In the diagram Tool Palette, choose the Tie Frame button.
2 Click the desired interaction use or combined fragment.
3 Drag-and-drop on the target lifeline.

Result: The frame expands to the target lifeline and is attached to it with a dot.
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Working with a UML 1.5 Message

This section describes techniques for working with messages in Sequence and Collaboration diagrams. Although
the two diagram types are equivalent, the techniques for dealing with messages differ.

In a Collaboration diagram, all messages between the two objects are displayed as a generic link line, and a list of
messages is created above it. The link line is present as long as there is at least one message between the objects.
Messages display in time-ordered sequence from top to bottom of the messages list. In addition to the message
links, you can add links that show association and aggregation relationships. These links do not display if you view
the diagram as a sequence diagram.

When you draw messages between objects in a sequence diagram, each message is represented by its own link
line. Messages in sequence diagrams have more editable properties than messages in collaboration diagrams.

Use the following techniques for messages:

1 Create a self message

2 Reorder a message link

3 Specify creation of an object with a message

4 Specify destruction of an object with a message

5 Specifying a return link by using the Tool Palette (Toolbox)

6 Specify a return link by using the Object Inspector (Properties Window)

To create a self message:

1 Click the Self Message button on the Tool Palette.

2 For a Sequence diagram, click the lifeline of the object at the point where you want the message to appear.
Clicking the object places the message-to-self first on the lifeline.

For a Collaboration diagram, click the object.

To reorder a message link:

1 Open a diagram.
2 To reorder messages, perform one of the following actions:
m Drag message links up and down the object lifeline in the Diagram View. Reordering automatically updates the
message link numbers.
m Change the Sequence Number field in the Object Inspector.
m In the Diagram View, use the in-place editor to change the sequence number.

To specify creation of an object with a message:

1 Select a message link in the Sequence diagram.
2 In the Object Inspector of the message link, click the Creation field.
3 Choose True from the list box.
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Result: The message link points to the recipient object icon rather than to its lifeline. The created object moves
downward along the lifeline to show that it exists at a point later in time from its creator.

By default, the Creation property is set to False in the Properties Window.

To specify destruction of an object with a message:

1 Select a message link in the Sequence diagram.
2 In the Object Inspector of the message link, click the Destruction field.
3 Choose True from the list box.

Result: The object is destroyed.

By default, the Destruction property is set to False in the Object Inspector.

To specifying a return link by using the Tool Palette (Toolbox):

1 Click the Return link button in the Tool Palette.

2 On the sequence diagram, click the object lifeline element at the supplier end of the message link to draw the
return link.

To specify a return link by using the Object Inspector (Properties Window):

1 Select the message link on the sequence diagram.
2 Choose View | Object Inspector on the main menu or press F4.
3 In the Object Inspector, click the drop-down arrow for the Return Arrow field and select True.
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Working with a UML 2.0 Message

This section describes techniques for working with messages in sequence and communication diagrams. Although
the two diagram types are equivalent, the techniques for dealing with messages differ.

Use the following technique for UML 2.0 messages:

1 Show or hide reply message

2 Nest messages

3 Create a message from a lifeline back to itself

4 Create a message link that corresponds to an operation call

To show or hide reply message:

1 Select a call message in an interaction diagram.
2 In the Link tab of the Object Inspector, check or clear show reply message.

To nest messages:

1 You can nest messages by originating message links from an execution specification. The nested message
inherits the numbering of the parent message. For example, if the parent message has the number 1, its first
nested message is 1.1.

2 ltis also possible to create message links back to the parent execution specifications.

To create a message from a lifeline back to itself:

1 Click the Message button on the Tool Palette.
2 In a Sequence diagram, click twice the lifeline in the place where you want this message to appear.
In a Communication diagram, click twice the lifeline anywhere.

To create a message link that corresponds to an operation call:

1 Create an interaction.

2 Create a message link between two lifelines in the interaction.
3 Open the Link tab of the message link Object Inspector.

4 In the signature field, click the browse button.

5 In the Model or Favorites, select the desired operation.

6 Click OK.

The message link is named according to the name of the operation.
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Working with an Instance Specification

You can instantiate a classifier using the Object Inspector or the in-place editor.

Use the following techniques with an instance specification:

1 Instantiate a classifier using the Object Inspector
2 Instantiate a classifier using the in-place editor

3 Define the features of an instance specification

4 Add a slot to an instance specification element

5 Associate a slot with a structural feature

6 Set the slot value

7 Define the slot stereotype

To instantiate a classifier using the Object Inspector:

1 Select an instance specification in your diagram.
2 In the General node of the Object Inspector, select the instantiates field.
3 Click the chooser button.

4 In the Choose Class or Interface for Type dialog box, select the classifiers from the available contents, using
the Add and Remove buttons.

5 Click OK when ready.

To instantiate a classifier using the in-place editor:

1 Select an instance specification in your diagram.
2 Press F2 to open the in-place editor. Alternatively, click twice on the instance specification name.

3 Type the name of an existing classifier, delimited by a colon, next to the instance specification name. For exam
ple, InstanceSpecifcationl:Classl.

4 Press Enter.

To define the features of an instance specification:

1 Insert slots into an instance specification element.
2 Associate the slots with the attributes of the instantiated classifiers.
3 Set value, and define the slot stereotype.

To add a slot to an instance specification element:

1 Add an instance specification element to your diagram.
2 Right-click the instance specification element on your diagram and choose New k Slot on the context menu.
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To associate a slot with a structural feature:

1 Select a slot in an instance specification element.

2 Expand the General node of the Object Inspector.

3 In the defining feature field, click the chooser button.

4 In the Choose Attribute for Defining Feature dialog box, select the desired attribute and click OK.

To set the slot value:

1 Choose a slot.
2 Do one of the following:

m In the Object Inspector of the slot, type the desired string in the value field.
m Invoke the in-place editor for the slot and type the value next to the slot name, delimited by a equal sign.

To define the slot stereotype:

1 In the Object Inspector of the slot, expand the General node.
2 In the Stereotype filed, enter the stereotype value.
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Working with an Interface

To create an interface:

1 Create a class and an interface node elements using the and Tool Palette buttons.
2 On the diagram Tool Palette, click the generalization link button.
3 Click the client class and drag the mouse cursor to the interface node.

To hide an interface:

1 Select an interface.

2 Right-click and choose Object Inspector on its context menu.
3 Expand the View node.

4 Check the invisible option.

You can hide all interfaces by disabling the Show Interfaces view filter.
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Working with an Object Flow or a Control Flow

You can create control flow or object flow as an ordinary link between the two node elements. The valid nodes are
highlighted when the link is established.

You can scroll to the target element if it is out of direct reach, or you can use the context menu command to avoid
scrolling.

There are certain limitations stipulated by UML 2.0 specifications:

m Object flow link must have an object at least on one of its ends.
m It is impossible to connect two actions with an object flow except through an output pin on the source action.
m Control flow link may not connect objects and/or activity parameters.

Use the following techniques with an object flow or a control flow:

1 Create a flow
2 Create a fork or a join
3 Create a decision or a merge

To create a flow:

1 Right-click the source element of the flow.

2 On the context menu, choose Add F Control Flow or Add k Object Flow. The Choose Destination dialog
box opens.

3 In the Choose Destination dialog box, select the target and click OK. Note that the OK button is only enabled
when the valid target is selected.

To create a fork or a join:

1 Identify the actions involved. If necessary, place all of the actions on the diagram first. Lay them out as desired.
2 Place either a fork or a join on the diagram. Resize as needed.

3 If depicting multiple sources, draw control flow from each of the source actions to the join, and from the join to
the target action. If depicting multiple targets, draw control flow from the source action to the fork, and from the
fork to each of the target actions.

To create a decision or a merge:

1 Identify the actions involved. If necessary, place all of the actions on the diagram first. Lay them out as desired.
2 Place either a decision or a merge on the diagram. Resize as needed.

3 If merging multiple actions, draw control flow from each of the source actions to the merge, and from the merge
to the target action. If making a decision, draw control flow from the source action to the decision, and from the
decision to each of the target actions.
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Working with User Properties

User properties are created by means of the User Properties command. The User Properties command is available
on the context menus of the diagrams and diagram elements both in the Diagram View and the Model View. Once
created, the user properties can be viewed and edited in the Object Inspector under the User Properties category.

To create user properties:

1 In the Diagram View or the Model View, select the desired diagram or model element.
2 On the context menu, choose User Properties.

3 In the Add/Remove user properties dialog box, click the Add button. A new entry, consisting of the Name and
Value fields, is added to the properties list.

4 In the new entry, enter the property name and value.
5 Using the Add and Remove buttons, make up the list of user properties.
6 Click OK when ready.

Result: The User Properties category appears in the Object Inspector.
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Zooming a Diagram

Use the diagram context menu to obtain the required magnification in the Diagram View.

To specify the magnification in the Diagram View:

1 Right-click the diagram background.
2 Select Zoom on the context menu.
3 Choose a command from the submenu.
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Configuring the Documentation Generation Facility

To define the documentation title, header, footer and other specific settings, use the Options dialog window.

Descriptions of the options are provided in the Options dialog window. You can also find their descriptions in this
online help.

To configure the documentation generation facility:

1 On the main menu, choose Tools k Options k Together k (level) ¥ Generate Documentation.
2 Under the General category, enter the documentation title, window title, header, and footer.

3 Set the User Internal Browser option to choose to open the generated documentation in an external browser or
in the Developer Studio 2006 internal browser. By default, documentation opens in your external browser.

4 Under the Include category, select the visibility modifiers for classes and members to be included in the generated
documentation.

5 Under the Navigation category, set up the options for generating navigation bar, index, class hierarchy, and help
link.
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Generating Project Documentation

To generate project documentation:

1 Select project name, namespace or diagram in the Model View.

2 Select Tools ¥ Generate Documentation on the main menu. Alternatively, right-click the selection and choose
Generate Documentation on the context menu.

3 In the Generate Documentation dialog box that opens, select your preferred Scope and Options settings.

4 Click OK to generate documentation. By default, the Generate Documentation wizard creates documentation for
your entire project.
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Creating a Guard Condition for a Transition

To create a guard condition for a transition:

1 Select a transition in the diagram.
2 Under the General node of the Object Inspector, click the Guard field.
3 Type the condition expression and apply changes.
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Creating a State

To create a state:
1 Using the Tool Palette buttons: On the diagram Tool Palette, choose to create a state node. Click an appropriate
place on your diagram.
Alternatively:

Using the context menu of the diagram: Right-click the diagram background. Select Add ¥ State on the context
menu.

Note: You can place a state inside of the existing state. It is possible to hide individual states. For
example, you might want to hide the content of composite states for better understanding of
the whole diagram.

2 When a new state is placed on a diagram, you can use the Object Inspector to adjust its properties, including:

m Configure standard properties of the element.

m In the State Invariant field, select the language of the expression from the Language list box. The possible
options are OCL and plain text.

m In the Properties page, configure the behavior of the state by setting or viewing the following additional

properties:

Field Description

Composite Set to True if there is one or more regions in this state (not editable)

Orthogonal Set to True if there are two or more regions in this state (not editable)

Simple Set to True if there are no regions in this state (not editable)

Do activity Specify the activity to be performed during execution of the current state by using the Object
Inspector. This activity may be selected from any Activity diagram of the project

Entry Specify the activity to be performed when the current state starts executing by using the Object
Inspector. This activity may be selected from any Activity diagram of the project

Exit Specify the activity to be performed when the current state finishes executing by using the Object

Inspector. This activity may be selected from any Activity diagram of the project

In the edit field below the list box enter the OCL expression for this state.
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Creating a State Invariant

To create a state invariant as an OCL comment:

1 On the diagram Tool Palette, choose the state invariant button.
2 Click the target lifeline or execution specification.

Tip: Alternatively, use the Add k State invariant command on the context menu of a lifeline or an
execution specification.

3 In the Object Inspector of the state invariant, select the General node.

4 In the Invariant kind field, choose OCL expression from the drop-down list. The shape of the state invariant
diagram element changes to braces.

5 In the OCL invariant node that adds to the Property Browser, select the language of the comment from the
Language drop-down list. The possible options are OCL and plain text.

6 Type the text and apply changes.

To connect a state invariant to a state:

1 On the diagram Tool Palette, choose the state invariant button.

2 Click the target lifeline or execution specification.

3 In the Object Inspector of the state invariant, select the General node.

4 In the Invariant kind field, choose States/Regions from the drop-down list.
5 In the States/Regions field, click the chooser button.

6 Inthe Choose States and/or Regions dialog box, select the desired states and/or regions from the model, using
the Add button.

7 Click OK when ready.

Tip: Alternatively, type the state or region name. If the state or region belongs to a different package,
specify its fully-qualified name.
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Creating an OCL Constraint

To create an object constraint and link it with the context:
1 In the Class/package diagram Tool Palette, choose the Constraint button and click the diagram background.
The note element appears with the OCL editor activated.
2 Type the constraint expression.
3 Close the OCL editor.
4 In the diagram Tool Palette, choose the button, and link the constraint node with the respective design element.

Tip: The constrained attribute should actually exist in the context. Otherwise the constraint will be
marked as invalid.

Alternatively, follow these steps:

1 In the Model View or in the diagram, right-click an element for which a constraint should be created.
2 Choose Constraints.

3 In the Add / Remove constraints dialog box, click Add.

4 Enter the constraint:

m In the Name field, enter the constraint name.
m In the Language field, choose OCL or text from the list box.
m In the Constraint field, enter the constraint text.

5 Add as many constrains as needed.
6 Click OK when ready.
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Editing an OCL Expression

To activate the OCL Editor:
1 Double-click a constraint element or OCL property, or select a constraint element and press F2. The OCL Editor
window opens.

2 Edit an expression.
3 Use the green button to apply changes and close the OCL Editor. Use the red button to discard changes and
close the OCL Editor.
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Showing and Hiding an OCL Constraint

To hide an individual constraint:

1 Right-click a constraint in the diagram.
2 Choose Hide.

To hide multiple constraints:

1 Right-click the diagram background.

2 Choose Show/Hide.

3 In the Show Hidden dialog box, select the desired constraints in the Diagram Elements list.
4 Click Add.

To reveal the hidden constraints:

1 Right-click the diagram background.

2 Choose Show/Hide.

3 In the Show Hidden dialog box, select the desired constraints in the Hidden list.
4 Click Remove.
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Working with a Combined Fragment

To create a combined fragment:

1 Choose the combined fragment button in the diagram Tool Palette, and click on the target lifeline.
2 In the Type Chooser dialog box that opens, choose the desired operator from the list of available operators.

Alternatively, you can also create a combined fragment using the context menu of the Model View, or Diagram View.

To do this, choose the desired lifeline or execution specification in the Model View, or in the Diagram View. On the
context menu of the selection, choose Add ¥ Combined Fragment. This adds a combined fragment to the target
location.

Result: the combined fragment is added to the target lifeline or execution specification. Each new combined fragment
has different color, to tell it from the other combined fragments within the same cluster of nested frames.

To create a nested operator:

1 Select the desired combined fragment.

2 In the Operators field of the Object Inspector, click the chooser button. Edit Combined Fragment Operators
dialog box opens.

3 In the Edit operator combobox, select the desired operator. If a certain operator enables parameters, enter the
parameter values in the adjacent field. Use commas as delimiters.

4 Click Add button. A new line displays below the existing entry in the list of operators, and in the descriptor of the
combined fragment.

5 Use Add and Remove buttons to make up the desired list of the nested operators. Use Up and Down buttons
to specify the proper order of nested operators.

6 Click Done to apply changes.

Result: the nested operators are listed in the descriptor of the combined fragment in the specified order.

You can create the nested combined fragments by placing a new combined fragment node inside of an existing one.
So doing, each new node is displayed in a different color. The colors are selected at random. You can work with the
inner frames same way as with the outer frames: move along a lifeline, spread them over several lifelines, detach
and tie frames. Note that drawing a message link from a frame automatically expands it, together with its outer
frames, if any.

To create an operand:

1 Select the desired combined fragment in the Model View or in the Diagram View.
2 On the context menu of the combined fragment, choose Add F Interaction operand.

3 In the Interaction constraint node select the language to be used for describing constraint. To do this, click the
Language drop-down list and choose OCL or plain text.

4 Type the constraint expression.
5 Add as many operands as required.
6 Apply changes.

Result: a new operand is created. Constraint text is displayed in the operand section of the combined fragment.
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Adding Participants to the Patterns as First Class Citizens

Patterns as First Class Citizens are represented by the GoF patterns. When such patterns are applied, the elements
are created with the standard number of participants. However, you can add allowed participants to the existing
pattern object. If you add participants, links between the pattern object and the new participants are created.

To add a participant to a GoF pattern:

1 Select the oval pattern element in the Diagram View or Model View

2 Right-click on the pattern element choose Add from the context menu. The submenu presents the list of allowed
participants.

3 Choose the required participant from the submenu.

4 In the Pattern Action Wizard, specify the name of the new participant, and click OK.

Tip: If the participant with the specified name already exists, it is reused.
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Assigning Patterns to Shortcuts

You can associate a pattern with one or more shortcuts, located in the various virtual folders.

To assign a pattern to a shortcut:

1 In the Virtual pattern trees section of the Pattern Organizer, select the desired shortcut.

2 Right-click and choose Assign Pattern. The Pattern Registry opens.

3 In the Pattern Registry, select the pattern to be assigned to the selected shortcut, and click OK.

4 In the Properties section of thePattern Organizer, edit the shortcut name and visibility as required
5 Save the changes.
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Copying and Pasting Shortcuts, Folders or Pattern Trees

To copy and paste a folder or a shortcut:

1 In the Virtual pattern trees section, select a shortcut, folder or pattern tree to be copied.
2 Right-click the node and choose Copy on the context menu.

Tip: Alternatively, press CTRL+C

3 Right-click the destination node and choose Paste on the context menu.
Alternatively, press CTRL+V

4 Save changes.
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Creating a Folder

Use virtual folders to logically organize patterns in the pattern trees.

To create a new folder:

1 In the Pattern Organizer, select the target node in the Virtual pattern trees section.
2 Right-click this node and choose New Folder. The New Folder node is added.
3 In the Properties section, edit the Name and Visible fields as required.
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Creating a Link by Pattern

Together makes it easy for you to apply patterns when creating links. To create links during modeling, you can use
the Link by Pattern button in the diagram Tool Palette. The Link by Pattern button launches the Pattern
Wizard dialog displaying the available patterns.

To create a link by pattern:

1 Click the Link by Pattern button in the diagram Tool Palette. The button stays down.
2 Click the source element on the diagram.
3 Drag to the destination element and drop when the second element is highlighted. The Pattern Wizard opens.

4 In the Pattern Wizard window, select the pattern that you want to apply for the new link, define its properties and
click Finish.
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Creating a Model Element by Pattern

You can apply patterns explicitly using the Node by Pattern button in the Tool Palette or by using the right-click
menu command Create by Pattern. Whenever you create an element on a diagram using one of the toolbar buttons,
you are applying a default pattern that is connected to the selected button.

To create model elements by pattern:

1 On the diagram Tool Palette, choose the Node by Pattern button.

2 Click the container, where you want to add an element by pattern. This can be either the diagram background
or a node element. Pattern Wizard opens.

Tip: Alternatively, right-click the target container and choose Create by Pattern on the context menu.

3 In the Pattern Wizard select the desired pattern, modify its properties and click OK.
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Creating a Pattern

You can use existing diagram elements as the basis to create custom patterns. The newly created patterns are
stored in the Pattern Registry. They become visible in the pattern tree of the Pattern Organizer and can be used
to generate design elements in diagrams.

To create a pattern:

1 Select one or more elements on a diagram.
2 Right-click and choose Save as Pattern on the context menu of the selection. The Create Pattern Wizard opens.
3 On the General page of the wizard enter the following information:

m In the File field specify the target XML file name.
= In the Name field specify the name of the new pattern.
m Optionally, enter the pattern description in the Description field

m Optionally, check Create Pattern Object check box. Selecting this option allows you to use your pattern as a
First Class Citizen. This means that an oval pattern element will display on your diagrams when applying the
pattern.

m Click Next.

4 On the Pattern Parameters page of the wizard:

m Use the in-line editor to modify the parameters as required.

m Set the Use Existent property for the pattern. If this value is checked, existing elements on the diagram are
reused when you apply the pattern. This means that whenever you apply a pattern, a new element is not created
if there is an element with the same name and metatype in the target container . If you clear theUse Existent
property, then new elements are created.

m Click Next.

5 Inthe Select tree folder page that displays the current patterns structure, choose the target folder, and click OK.

Result: The new pattern is added to the specified folder. This pattern is visible in the pattern tree and can be used
to generate design elements.
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Creating a Shortcut to a Pattern

In the Pattern Organizer you are working with shortcuts, not with the actual patterns. Because of this, shortcuts to
the same pattern may be included in several folders.

To create a new shortcut to a pattern:

1 In the Pattern Organizer, select the topmost target node.

2 Right-click this node and choose New Shortcut. The Pattern Registry opens.

3 In the Pattern Registry, select the pattern to be assigned to the new shortcut, and click OK

4 When the Pattern Organizer prompts you to save changes in the Pattern Registry, click Yes.
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Creating a Virtual Pattern Tree

The Pattern Organizer enables you to logically organize patterns using virtual trees, folders and shortcuts. Under
a tree node you can create virtual folders and shortcuts to patterns.

To create a new pattern tree:

1 In the Pattern Organizer, select the topmost Patterns node.
2 Right-click this node and choose New Pattern Tree. The New Pattern Tree node is added.

3 In the Properties section, edit the Name and Visible fields as required.
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Deleting Patterns as First Class Citizens from the Model

You can delete elements of the patterns as First Class Citizens (GoF patterns), using both the Diagram View and
the Model View. If you delete elements, they are removed from the diagram and from the model.

To delete a GoF pattern with participants:

1 In the Diagram View or Model View, select the oval pattern element to be deleted.
2 On the context menu of the selection, choose the Delete with Participants command.

3 Confirm deletion.
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Deleting shortcuts, folders or pattern trees

To delete a node from the Pattern Organizer:

1 In the Virtual pattern trees section, select a shortcut, folder or pattern tree to be deleted.
2 Right-click the node and choose Delete on the context menu.
Alternatively, press DELETE key

3 Save changes.
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Editing Properties

Properties of the virtual trees, folders and shortcuts are displayed in the properties section of the Pattern
Organizer. Using the toolbar buttons, you can choose the properties presentation: in expandable nodes, or in
alphabetical order. The Name and Visible properties are editable. Changes are applied when the edited field looses
the focus, or the Enter key is pressed. The node name in the tree view changes accordingly.

To edit properties of a tree, shortcut or folder:

1 Select a node in the Virtual pattern trees section.
2 In the Properties section, edit the Name property, using the text field.
3 In the Properties section, edit the Visible property, using the drop-down list.

Tip: The Visible property applies to shortcuts only. If Visible is set to Visible, the shortcut is displayed
in the Pattern Wizard. Otherwise, it is not visible. If a folder does not contain any visible shortcuts,
it is also hidden in the Pattern Wizard.

4 Save changes.
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Exporting a Pattern

You can create patterns and export them to the specified location.

To export a pattern:

1 In the Pattern Organizer window, expand the pattern tree and locate the folder to be exported.
2 Right-click the selected folder and choose Export folder.
3 In the Select path to export dialog box, navigate to the desired location, and click Save.
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Importing a Legacy Pattern

You can reuse patterns created in the different versions of Together. Upon starting Together, the available storage
is scanned for patterns, and all the encountered patterns are included in the Pattern Registry. However, they are
not available for usage unless you manually create shortcuts to these patterns in the Pattern Organizer.

To reuse a custom pattern, follow this general procedure:

1 Copy your legacy patterns to the folder that stores patterns in your product installation folder.
2 After the product startup, Pattern Registry automatically registers all available patterns.

3 Open the Pattern Organizer,

4 In the Pattern Organizer window:

m Locate the target folder for the patterns in question, or create a new folder.
m Create a new shortcut.
m Assign the desired pattern to this shortcut.

5 Save changes.
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Opening the Pattern Organizer

The Pattern Organizer enables you to logically organize patterns (using virtual trees, folders and shortcuts), and
view and edit the pattern properties.

To open the Pattern Organizer:

1 On the main menu, choose Tools k Pattern Organizer.
2 Result: The Pattern Organizer window opens.
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Saving Changes in the Pattern Registry

If you have changed the contents of the Pattern Registry using the Pattern Organizer (created new shortcuts,
exported or created shared folders), these changes are synchronized with the Registry automatically. When you
close the Pattern Organizer, you are prompted to save changes. Each time you start Together, the contents of the
available storage is scanned for patterns. The contents of the registry is synchronized with the actual availability of
the pattern folders. If you have made changes to the patterns outside the Organizer, these changes will be
synchronized when Together is started.

To save changes in the Pattern Registry:

1 In the Pattern Organizer click Close button. The dialog window opens prompting you to save changes in the
pattern registry.

2 Click Yes to confirm.

Tip: Alternatively, open the Pattern Registry dialog, and click Synchronize.
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Sharing Patterns

You can store patterns in the shared locations, to facilitate team development. The Pattern Organizer enables
access to the shared patterns if the paths to these patterns are included in the list of Shared Pattern Roots. being
included in the list, patterns from the shared location become visible in the Custom Patterns node of the patterns tree.

To create shared patterns:

Export the desired patterns to a shared location.
In the Pattern Organizer, click Edit Shared Patterns Roots. Shared Patterns Roots dialog opens.
In the List of Shared Patterns Roots, click Add. Select Shared Pattern Tree dialog opens.
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In the Select Shared Pattern Tree dialog locate the folder that contains the desired patterns, select the
Shortcut Registry.xml file and click Open. The path is added to the list of shared pattern roots.

[5)]

Edit the list using Add and Remove buttons.
6 Click OK when ready.
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Sorting Patterns

While working with the Pattern Organizer, the logical trees, folders, and shortcuts may be displayed in an arbitrary
order. You can sort nodes alphabetically within the container node, using the Sort Folder command.

To sort patterns the Pattern Organizer:

1 In the Virtual pattern trees section, select the node to be sorted.
2 Right-click the node and choose Sort Folder on the context menu.

3 Save changes.
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Using the Pattern Organizer
The Pattern Organizer enables you to:

m Create logical pattern trees and folders

m Create shortcuts to patterns

m Assign patterns to shortcuts

m Copy, paste and delete trees, folders and shortcuts
m Save changes in the Pattern Registry
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Using the Pattern Registry

The Pattern Registry is only available from the Pattern Organizer context menu, when you create a new shortcut,
or assign a pattern to a shortcut. In the Pattern Registry you can filter patterns by category, metaclass, diagram type,
language or status of registration.

To open the Pattern Registry, do one of the following:

m Right-click a folder and choose New shortcut.
m Right-click a pattern shortcut and choose Assign Pattern.

To filter patterns in the Pattern Registry:

1 In the Filters section of the Pattern Registry dialog window, click the attribute to filter the patterns.
2 Select the desired value from the drop-down list.
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Using the Stub Implementation Pattern

To create an inheritance link with stub implementation using the Link by Pattern button:

1 Click the Link by Pattern button in the Tool Palette.

2 Click the source class and drag-and-drop the link to the destination class or interface. The Pattern Wizard dialog
opens.

3 In the Pattern Wizard, expand the Standard folder and select Implementation link and stub.

4 Click OK to complete the stub implementation. The inheritance link is created and the stubs for the inherited
methods are generated in the source class.

To create an inheritance link with stub implementation using the Node by Pattern button:

1 Click the Node by Pattern button in the Tool Palette.
2 Select the source class on the diagram. The Pattern Wizard opens.
3 In the Pattern Wizard, expand the Standard folder, and select Implementation link and stub.

4 In the Pattern Properties pane on the right of the Pattern Wizard, click the information button to the right of the
Supplier field. The Select Supplier dialog opens.

5 Select the destination class or interface from the treeview of available contents and click Ok.

6 Click OK to complete the stub implementation and close the Pattern Wizard. The inheritance link is created and
the stubs for the inherited methods are generated in the source class.

To create an inheritance link with stub implementation using the Create by Pattern context
menu:

1 Right-click the source class on the diagram and choose Create by Pattern from the context menu. The Pattern
Wizard opens.
2 In the Pattern Wizard, expand the Standard folder and select Implementation link and stub.

3 In the Pattern Properties pane on the right of the Pattern Wizard, click the information button to the right of the
Supplier field. The Select Supplier dialog opens.

4 Select the destination class or interface from the treeview of available contents and click Ok.

5 Click OK to complete the stub implementation and close the Pattern Wizard. The inheritance link is created and
the stubs for the inherited methods are generated in the source class.

Note: You can find the Stub implementation pattern on the context menu of classes that inherit from an interface
or an abstract class. This pattern is also available in the Pattern Wizard by clicking the Node by Pattern button
in the Tool Palette, or by using the Create by Pattern context menu for a class. Use the Stub implementation
pattern if you already have an inheritance/generalization link drawn on the diagram and you want to copy the
methods to the source class.

To create a stub implementation using the class context menu:

1 Right-click a class that inherits from an interface or an abstract class.
2 Choose Stub Implementation from the context menu.
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To create a stub implementation using the Node by Pattern button:

1 Click the Node by Pattern button in the Tool Palette.
2 Select the source class on the diagram. The Pattern Wizard opens.
3 In the Pattern Wizard, expand the Standard folder, and select Stub implementation.

4 Click OK to complete the stub implementation and close the Pattern Wizard. The stubs for the inherited methods
are generated in the source class.

To create a stub implementation using the Create by Pattern context menu:
1 Right-click the source class on the diagram and choose Create by Pattern from the context menu. The Pattern
Wizard opens.
2 In the Pattern Wizard, expand the Standard folder, and select Stub implementation.

3 Click OK to complete the stub implementation and close the Pattern Wizard. The stubs for the inherited methods
are generated in the source class.
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Activating Together Support for Projects

This topic describes how to activate Together support for a project individually.

Tip: You can also force Together to activate support automatically for all new or currently open projects by adjusting
General options.

To activate Together support follow these steps:

1 Switch to a desired project or project group.
2 Choose Project k Together Support on the main menu.

Tip: Alternatively, choose Together Support from the project node context menu in the Project
Manager or Structure View.

Result: The Model Support dialog box opens showing the list of projects within the current project group.

3 In the Model Support dialog box, check the flags for those projects where you need modeling.
4 Click OK.

Result: The Model View displays the models for each of the selected projects. In the Project Manager,
ModelSupport $PROJECTNAMES ModelSupport folder is added to each of the selected projects.

To deactivate Together support, follow the above procedure, but uncheck the flags for those projects of a project
group that do not need modeling.
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Creating a Project

To create a Together project:

On the main menu, choose File ¥ New k Other. The New Project dialog box opens.

From the Project Types pane, choose the desired project category.

From the Templates pane, choose the desired project template.

Enter the project name, location and other parameters as required by the New Project dialog box.
Click OK.

Follow the procedure provided by the New Project Wizard.

In the Project from MDL wizard, click the Add Folder button and choose the desired source folder from the file
system. Use the Remove and Remove all buttons to make up the list of model files.
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Result: A project of the selected type is created in the specified location.

For design project, .bdsproj . tgproj file is created in the specified project root. The default package and diagram
are created.

For implementation project, if Together support is enabled, .bdspro7 file is created in the specified project root,
the default namespace and diagram are created.
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Exporting a Project to XMI Format

To export a project to XMI format:
1 In the Model View, right-click the root project node, and choose Export Project to XMI, or choose File ¥ Export
Project to XMI on the main menu. The XMI Export dialog box opens.

2 In the Select XMI Type groupbox, select the xml/uml version you wish the file to support. You can select from
the available XMI Type choices:

m XMI for UML 1.3 (Unisys Extension)
m XMI for UML 1.3 (Unisys Extension, Recommended for TCC), default value
m XMI for UML 1.3 (Unisys Extension, Recommended for IBM Rational Rose)

3 Click the drop-down arrow to select an appropriate XMI encoding requirement. The default value is UTF-8.

4 Specify the export destination. You can include the path as well as the name of the file (.xml) which will be created,
or you can accept the default: (project folder) \out\xmi\ (project name) .xml

5 Click Export. If the destination directory does not exist, a confirmation dialog asks if you want to create it.
6 Click Yes.

Result: The created XML file is added to the specified location.
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Importing a Project Created in TCC or TAR

You can use the following steps to migrate your existing Together ControlCenter diagrams and source code to
Developer Studio 2006.

To make it possible to use the Together ControlCenter models in Developer Studio 2006, Together ControlCenter
supports the packaging namespace organization for C# projects. This means that you can optionally require
automatic settings of namespaces for C# classifiers in the Together ControlCenter Options dialog window. When
pasting a class to a package (no matter where this class was located before), its new instance appears in the
namespace declaration corresponding to the package name. The namespace name will be the same as the package
name, and files placed in the directory/package structure will have the corresponding namespaces in source code.

Warning: You cannot move packages because namespace organization will be violated. To put a package in a
different location, you must create a new package with the same name located in that new location, create
the necessary classes in it, then remove the old package.

Note: This example assumes the following:
You have already installed and activated Together support.

You have been working with your C# projects in Together ControlCenter 6.2 or Together
Architect with the packaging namespace organization activated (see below) so that your
source files are reflected in the appropriate namespaces in Developer Studio 2006.

To import a project, follow these steps:

1 Activating support for the packaging namespace organization

2 Setting up the project in Developer Studio 2006

3 Adding the Together ControlCenter file structure to the Developer Studio 2006 project
4 Viewing the Together ControlCenter project files in Developer Studio 2006

To configure TCC or TAR to automatically set namespaces for classifiers in
implementation projects:

1 Open your project in TCC or TAR.

2 Choose Tools k Options k Default level or Tools F Options F Project level.

3 In the left pane of the Options dialog window, expand the Source code k C# node of the options tree view.
4 Check Set namespace for classes according to package name.

5 Click OK to apply the settings and close the dialog box.

6 Close the TCC (TAR) project.

To set up a project in Delphi:
1 Choose File ¥ New k Other. The New Project dialog box opens.
2 From the project types, choose C# Projects .
3 From the templates, choose the appropriate one.
4 Click OK.
5 Enter the project name. Use the same name as your TCC (TAR) project.
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6 Choose a location for your project. The actual location for the project is irrelevant, but you will need to remember
the location.

7 Click OK.

Result: The project is created and displayed in Developer Studio 2006.

To create the file structure:

1 Close the project in Developer Studio 2006.

2 Open Windows Explorer or any other file manager.

3 Navigate to your TCC or TAR project folder.

4 Copy the src folder from the TCC or TAR project folder to the Developer Studio 2006 project folder.

5 Open the diagrams folder in the TCC or TAR project and copy its contents to the ModelSupport %
PROJECTNAMES Mode1Support folder in the Developer Studio 2006 project folder. Developer Studio 2006 uses
the ModelSupport $PROJECTINAMES ModelSupport folder to save diagram files, TCC (TAR) uses the
diagrams folder by default.

To add the TCC or TAR source code items to the new project:

Switch to Developer Studio 2006.

From the main menu, choose File ¥ Reopen and select the newly created project from the list.
Open the Project Manager.

Choose the project root node.

In this dialog box, choose the first source file from the src folder and click OK.

Repeat the last steps for all source and modeling files.

1
2
3
4
5 Right-click and choose Add... on the context menu. The Add to Project dialog box opens.
6
7
8 Open the Model View.

Result: The Model View displays the TCC or TAR diagram and source files.

666



Importing a Project Created in TVS, TEC, TJB, or TPT

Together supports full backward compatibility with the previous version. You can open your old projects in the regular
way.

You can also import projects created in other editions of Together.

Warning: Diagrams in projects must be created in the common diagram
format . txv*. The legacy diagram format . df* is not supported.

Warning: Diagram elements must be embedded (created as filemates). Standalone design elements (SDE) are
not supported.

The general procedure for importing a project created in TVS, TEC, TJB, or TPT consists
of the following steps:

1 Creating a new project in Developer Studio 2006

2 Importing the model information into this project

To create a new project for import:
1 Choose File ¥ New k Other on the main menu. The New Project dialog window opens.

2 Select the project template. Note that the project type should correspond to the type of the source project:

m For a C# project, choose C# Projects k (appropriate template).
m For a UML 1.x design project, choose Design project ¥ UML 1.5 Design Project.
m For a UML 2.x design project, choose Design project ¥ UML 2.0 Design Project.

3 Enter the project name.

Warning: The project name should be exactly equal to the source project name. Adjust the remainder
of the settings on your own.

4 Click OK to create a project.
5 Close the project when it is created.

To import the model information:

1 Open Windows Explorer or any other file manager.

2 Copy all model files including subfolders from the source project to the Mode1Support $PROJECTNAMES
ModelSupport folder under your new project root. These files are located under diagrams, ModelSupport
or Model Folder directories, depending on the version of Together.

Note: For some projects these files are located in the same folders as the source code files. In this
case you will have to pick out the modeling files manually. Basically, you need all files
with . txv* and . txa* extensions.

3 If you have an implementation project and you need to keep your source code, copy it from the source project
to the new one keeping the folder structure.
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4 Open the project in Developer Studio 2006. Open the Project Manager.

5 Choose the project root node.

6 Right-click and choose Add... on the context menu. The Add to Project dialog box opens.
7 In this dialog box, choose the first source file from the src folder and click OK.

8 Repeat the last steps for all source and modeling files.

Result: Developer Studio 2006 processes your files. When completed, the imported project is displayed in the
Model and Diagram Views.
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Importing a Project in IBM Rational Rose (MDL) Format

To create a design project on the base of an IBM Rational Rose (MDL) project:

1 On the main menu, choose File ¥ New Fk Other. The New Project dialog box opens.

2 From the Project Types pane, choose Design Project.

3 From the Templates pane, choose Convert from MDL template.

4 Enter the project name, location and other parameters as required by the New Project dialog box.

5 Click OK.

6 In the Project from MDL wizard, specify the source .md1, .ptl, .cat, or . sub file using the Add button.
7 Specify the scale factor and conversion options.

8 Click Finish.

Result: A new design project is created in the specified location.
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Importing a Project in XMI Format

To import a project in XMI format:

1 Open a diagram or have the project root node selected in the Model View.

Warning: The project must comply with the UML 1.5 specification.

2 In the Model View, right-click the root project node and choose Import Project from XMI, or choose File ¥
Import Project from XMI on the main menu. The XMI Import dialog box opens.

3 Browse for the source file.
4 Click Import.

Tip: The recommended way to import a project from Together ControlCenter (TCC) or Together Architect (TAR) to

Developer Studio 2006 is to use the common diagram format.

You can import a model created with IBM Rational Rose directly.
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Opening an Existing Project for Modeling

You can add modeling capabilities to an existing implementation project that was created without Together.

When you open a project subdirectory from the Model View or Diagram View, Together reverse engineers the
contents into a namespace diagram that shows the namespaces, classes, and interfaces and their interrelationships.

To open an existing implementation project for modeling:

1 Make sure that Together support is activated.

2 On the main menu, choose File ¥ Open Project.

3 In the Open Project dialog box, specify the project location.
4 Select the project or project group file.

5 Click OK.

Result: With Together support activated, opening existing implementation project automatically reverse engineers
the existing source code into class diagrams.
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Sharing a Project Between TCC/TAR and Developer Studio 2006

This section focuses on sharing your model information between Developer Studio 2006 and Borland Together
ControlCenter (TCC) or Borland Together Architect (TAR) by using a C# project. You will create a set of diagrams
in Together ControlCenter and then refer to these diagrams in Developer Studio 2006.

Use the following general procedure for creating a shared project:
1 Setting up a C# project in Developer Studio 2006

To set up a C# project:

On the main menu, choose File ¥ New k Other. The New Project dialog box opens.
From the project types, choose C# Projects .

From the templates, choose the appropriate one.

Click OK.

Enter ProjectRoot as the project name.
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Choose alocation for your project. The actual location for the projectis irrelevant, but you will create your Together
ControlCenter project in the same location.

7 Click OK.

Result: The project is created and displayed in the Project Manager.

To create the folder hierarchy:

1 Navigate to the project folder by using Windows Explorer or any other file manager, and create a new folder
under it.

2 Enter src for the name of the new folder.

3 Create another folder under src.

4 Enter analysis for the name of the new folder.

5 Repeat the last steps and add another folder naming it requirements.

6 Save all changes and close the Developer Studio 2006 project. If prompted to save changes to the project, click
Yes.

The resulting folders created in Developer Studio 2006 will be used by TCC or TAR. The folder hierarchy begins
with a src folder.

To create a project in Together ControlCenter or Together Architect:

1 Run TCC or TAR.

2 A corresponding TCC or TAR project must be created to share the diagram files. Choose File ¥ New Project
Expert on the main menu.

3 On the first window of the New Project Expert:

m Specify the project name. For this example, enter TCC_Project.

m Specify the location of the project to match that of your project in Developer Studio 2006, ProjectRoot. For
example, the Developer Studio 2006 project, ProjectRoot, was created at the following location: C:
\Documents and Settings\User\My Documents\Borland Studio Projects\ProjectRoot C:
\Program Files\Microsoft Visual Studio .NET 2003\VC#\MyCSharpProjects

675



\ProjectRoot. The TCC or TAR project location should be the same as the Developer Studio 2006 project
location.

m Choose C# for the Default language.
m Choose New project for the project Creation Scenario.

4 Click Next to continue.

5 Select a path for the C# source files. Choose the src folder. For example, C: \Documents and Settings
\User\My Documents\Borland Studio Projects\ProjectRoot\src C:\Program Files
\Microsoft Visual Studio .NET 2003\VC#\MyCSharpProjects\ProjectRoot\src, and click
Next to continue.

6 Select No to separate diagram files. Unlike Together ControlCenter, Developer Studio 2006 enforces separation
between diagram files and source code.

7 Click Next to continue.
8 Selectthe ModelSupport $PROJECTNAMES ModelSupport folder of the project root directory for the location
to store the diagram files. For example, C: \Documents and Settings\User\My Documents\Borland

Studio Projects\ProjectRoot\ModelSupport ProjectRoot C:\Program Files\Microsoft
Visual Studio .NET 2003\VC#\MyCSharpProjects\ProjectRoot\ModelSupport

9 Click Finish.

Result: The Model tab of the Explorer pane displays the project structure, and the Designer pane displays the two
project directories, analysis and requirements.

To configure Together ControlCenter to automatically set namespaces for classifiers:

1 Choose Tools k Options k¢ Default level or Tools k Options F Project level.

2 In the left pane of the Options dialog window, expand the Source code F (language) node of the options tree
view.

3 Check Set namespace for classes according to package name.

Note: To make it possible to share models between TCC (TAR) and Developer Studio 2006, TCC
(TAR) supports the packaging namespace organization for C# projects. This means that you

can optionally require automatic settings of namespaces for C# classifiers in the Options dialog
window in TCC (TAR).

When pasting a class into a package, no matter where this class was located
before, its new instance appears in the namespace declaration corresponding to
the package name. The namespace name will be the same as the package name,
and files placed in the directory/package structure will have the corresponding
namespaces in code.

4 Click OK to apply the settings and close the dialog box.

Warning: You cannot move packages. To move a package without violating namespace organization, create a
new package with the same name located in the new location, create the necessary classes in it, then
remove the old package.

To populate the analysis model:

1 In Together ControlCenter or Together Architect, double-click the analysis package in the Designer pane to open
the analysis diagram.
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2
3
4

Using the toolbar on the left side of the Designer pane, click the Class button.
Click once in the Designer pane to add the class to the diagram. Accept the default name for the class, Class1.
Repeat step 3, and add another class to the diagram. Accept the default name for the class, Class2.

To populate the requirements model:

1
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In Together ControlCenter or Together Architect, open the Model tab of the Explorer pane, double click the
requirements diagram to open it in the Designer pane.

Click the New Diagram button in the Designer pane toolbar. The New Diagram dialog box opens.

Select the Use Case diagram in the New Diagram dialog box.

Enter PlaceOrderUseCase in the Diagram name field.

Click OK. The PlaceOrderUseCase diagram opens in the Designer pane.

Using the toolbar on the left side of the Designer pane, click the Actor button.

Click once in the Designer pane to add an actor to the diagram. Accept the default name for the actor, Actorl.
Click the Use Case button.

Click once in the Designer pane to add the use case to the diagram. Accept the default name for the use
case, UseCasel.

Result: The diagrams are now complete and ready for use in Developer Studio 2006. The Model tab of the Explorer
pane displays the project structure.

To access the diagrams created with Together ControlCenter or Together Architect:

1
2
3

Save your project and close Together ControlCenter or Together Architect.
Switch to Developer Studio 2006.
From the main menu, choose File ¥ Recent Projects, and select the ProjectRoot from the list.

4 Add the newly added model elements by using the Project Manager.

5 The sourcefiles,Classl.csandClass2.cs, were added while working in Together ControlCenter or Together

6

Architect.

Expand the src and analysis folders in the Project Manager. The Class1 and Class2 nodes are present.

The Model View updates and reflects the Class1 and Class?2 source files in the analysis diagram. Now, changes
made to your diagrams in Developer Studio 2006 will appear on the diagrams when working in TCC or TAR.

Warning: When adding a source-generating element (such as a class or interface) to a namespace through a class

diagram in Together, Developer Studio 2006 physically adds the source-generating element to the project
root. Together does not control where Developer Studio 2006 places its source code files; however,
Together will display them correctly on the class diagram. Use the Project Manager and drag-and-drop
the source-generating element to the proper folder, so that when you work with the project in Together
ControlCenter or Together Architect, the source contents appear in the correct location.
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Synchronizing the Model View, Diagram View, and Source Code

Together provides constant synchronization between different aspects of your project:

m Model hierarchy, presented in the Model View
m Model graphical representation in the Diagram View
m Source code (for implementation projects)

Tip: You can also use the Reload function of the Model View to update an entire model, and the Refresh function
of the Diagram View.

You can navigate between the Model View, Diagram View, and source code by using the
following techniques:
1 Navigate to a diagram from the Model View to the Diagram View
Navigate to a model element from the Model View to the Diagram View
Navigate from the Diagram View to the Model View
Navigate from a lifeline to its classifier in the Model View or a Class diagram
Navigate from source code to the Model View
Navigate from the Model View or Diagram View to source code (for implementation projects)
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Edit a synchronized element

To navigate to a diagram from the Model View to the Diagram View:

1 In the Model View, right-click the diagram node.
2 Choose Open Diagram.

Alternatively, double-click the diagram node in the Model View.

To navigate to a model element from the Model View to the Diagram View:

1 Select a model element in the Model View.
2 Right-click and choose Select on Diagram on the context menu.

Note: If this model element appears on several diagrams, choose a diagram on the submenu.

To navigate from the Diagram View to the Model View:

1 Right-click the selected element or diagram background in the Diagram View.
2 Choose Synchronize with Model View on the context menu.

To navigate from a lifeline to its classifier in the Model View or a Class diagram:
1 Right-click the selected lifeline on a UML 2.0 Sequence diagram in the Diagram View.

2 Choose Select ¥ Type in Model View to navigate to the classifier in the Model View,
Or:

679



Choose Select ¥ Type on Diagram to navigate to the classifier on a Class diagram in the Diagram View.

To navigate from source code to the Model View:

1 Right-click the line that contains the desired element.
2 On the context menu of the selection, choose Synchronize Model View.

Result: The corresponding element is highlighted in the Model View.

To navigate from the Model View or Diagram View to source code (for implementation
projects):

1 Right-click a model element or a node member.
2 Choose Go to definition on the context menu.

Note: This command is available for source code-generating elements.

Result: Source code of the element in question opens in the Editor tab. The corresponding definition is highlighted.

Tip: To open source code of an entire class or interface, double-click the element icon.

To edit a synchronized element:

1 Select an element in the Diagram View or Model View.
2 Edit the desired fields in the Object Inspector.

Note: Alternatively, invoke the in-line editor in the Diagram View or Model View.

Warning: Avoid using the Structure View or the Project Manager for modification of the model elements.
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Transforming a Design Project to Source Code
This feature is available for UML 1.5 and UML 2.0 design projects.

To generate source code from a design project:

1 In the Model View, select a design project.

2 Right-click and choose Transform to source on the context menu.

3 In the Choose Destination Project dialog box, select the desired implementation project.
4 Check the Use name mapping files for code generation checkbox if required.

5 Click Transform.

Result: implementation code of the class diagrams that existed in the design project are added to the target language-
specific project. The diagrams are also added to the target project. The diagram roots are preserved.

To insert source code to an implementation project:

1 In the Model View, select an implementation project.

2 Right-click and choose Transform code from design project on the context menu.
3 In the Choose Source Project dialog box, select the desired design project.

4 Check the Use name mapping files for code generation checkbox if required.

5 Click Transform.

Result: implementation code of the class diagrams that existed in the design project are added to the target
implementation project. The diagrams are also added to the target project. The diagram roots are preserved.
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Troubleshooting a Model

You can also reload your project from the source code.

Use the following techniques to troubleshoot your model:

1 Refresh a model
2 Reload a model
3 Fix a model

To refresh a model:

1 Open the Diagram View.
2 Press F6.

To reload a model:

1 Open the Model View.
2 Right-click the project root node and choose Reload on the context menu.

Note: Use the Reload command as a workaround for issues that might appear while making changes in Together
that cause some elements on the diagram to stop responding, or if you get errors from Together, such as,
<undefined wvalue>.

Tip: Usually, when these problems occur, the elements also disappear from the Developer Studio 2006Structure
View and the corresponding source code is underlined in blue in the Developer Studio 2006 Editor. Together
cannot always properly handle such elements that become broken. To restore broken elements to a normal
state, it is necessary to edit the code in the text editor according to the recommendation shown in the Developer
Studio 2006 Editor. In these cases, it is best to refresh the model using Reload to prevent possible further
misbehavior.

To fix a model:

1 For interaction diagrams: regenerate them from the source code.
2 For all types of diagrams: check that none of the necessary elements are hidden.
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Working with a Namespace or a Package

Namespaces are used in implementation projects, and packages in design projects.

Use the following techniques for a namespace or a package:

1 View a namespace or a package

2 Open a namespace or a package

3 Delete a namespace or a package
4 Rename a namespace or a package

To view a namespace or a package:

1 By default, a namespace element on a diagram displays the namespace contents.
2 You can use the context menu of a class or interface in a namespace to add fields and methods directly.

To open a namespace or a package:

1 Choose the Open Diagram command on the namespace diagram context menu.
2 You can also double-click the namespace element on the diagram.

To delete a namespace or a package:

1 Open the Diagram View or the Model View.
2 Choose Delete on its context menu.

Warning: Deleting a namespace also deletes all of its contents.

To rename a namespace or a package:

1 Open a project.
2 Torename a namespace, including changing the namespace name in all of its source files, do one of the following:
m Choose Rename on the context menu of a namespace in the Diagram View or in the Model View

m Invoke the in-place editor for the namespace element in the Diagram View or in the Model View
m Edit the Name field in the Object Inspector
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Working with a Referenced Project

Your project can have a binary library whose content you may want to display in your diagrams. For example, you
can show entities that reside in the MSCorLib.d11 or other project references. Such resources exist for the project,
but Together does not include them in the generated HTML documentation for the project.

The Model View enables you to view class diagrams for references included in your projects. You can add references
to your project using the Project Manager.

To add a project to references:

1 In the Project Manager, expand the desired project node.
2 On the context menu of the References node, choose Add Reference.

Tip: Alternatively, choose Project k¥ Add Reference on the main menu.

3 In the Projects tab, select the projects to be referenced and click Select.
4 Click OK when ready.

Result: The Choose Type to Instantiate dialog box shows all referenced projects, making it possible to choose the
desired classifiers from the different projects.

To view a diagram of a referenced project:

1 Open or create a class diagram.

2 Right-click the diagram background and choose Add Fk Shortcuts. The Edit Shortcuts dialog box opens and
displays the content available for the diagram and all content residing outside of the current namespace.

3 Choose the resource that you want to add from the tree view of available contents on the left of the dialog and
click Add >>.

4 Repeat until you have added all of the resources that you want to show on the diagram.
5 Click OK to close the dialog box.

Tip: If the Edit Shortcuts dialog box does not show the resource that you are looking for, it is probably not added
as areference to your project. Choose Project k¥ Add Reference on the main menu to add a project reference.

To view the MsCorLib.dll (a standard DLL added automatically to your projects):

1 Expand the References node and the MsCorLib.d11 node in the Model View.
2 Right-click the default diagram and choose Open Diagram.

The default diagram opens in the Diagram View. You can expand the Microsoft and System folders to view other
class diagrams as well.
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Creating a Metrics Chart

You can create a chart in the Metric Results Pane.

Metrics charts are created in temporary files which are deleted when the charts are closed. However, you can save
graphical information in text files, export it to the desired graphical format, and include graphics in project.

To create a bar chart:

1 Select a column that contains the result for the desired metric.
2 Right-click and choose Bar Chart.

To create a Kiviat chart:

1 Select the row that contains the results for the desired element.
2 Right-click and choose Kiviat Chart.

To save a chart:

1 Right-click the chart tab and choose Save.
2 In the Save graph dialog box, navigate to the target location and click Save.

To export a chart to image:

1 Select the desired chart.

2 On the main menu, choose File | Export diagram to image.

3 In the Export diagram to image dialog, specify the zoom factor and image dimensions.
4 Click Save.

To add a chart to project:

1 Select the desired chart.
2 On the main menu, choose File | Move [chart name] to Project.
3 On the submenu, select a project within the current project group.
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Exporting Audit Results

Export audit results to an XML or HTML file to share them with team members or review them later.

To save the audit results in a separate file:
1 Select the rows of the table that you want to save. Do not select anything if you want to print the entire list.
2 Click the Save button on the toolbar.

3 In the Save Audit Results dialog box that opens, choose the scope of the results to export using the Select
View list box:

m All Results: If the results are grouped, choosing All Results prints a report for all groups in the current tabbed
page. If the results are not grouped, then all results export for the current tabbed page.

m Active Group:lf the results are grouped, you can select a group in the current tabbed page, and the generated
report contains the results from the selected group.

m Selected Rows: You can select single or multiple rows in the audit results report view. Choosing Selected Rows
generates a report for such selections.

4 Each tabbed page can contain a list of audits (when the audits are ungrouped) or a group tree with a list of the
selected group (when the audits are grouped).

Note: Unless the results have been grouped using the Group by command, the Active Group option
is not enabled in the dialog box.

Tip: You can use CTRL+CLICK to select multiple rows.

5 In the Select Format list box, select the format for the exported file:

m XML: Generates an XML-based report.
m HTML: Generates an HTML-based report.

Selecting HTML format activates the following check boxes:

m Add Description: This saves the audit descriptions in a separate folder with hyperlinks to the descriptions from
the results file.
m Launch Browser: This option opens the generated HTML file in the default viewer.

6 Click Save to save the results in the specified location.
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Printing Audit Results

You can print the entire table of audit violations, or select specific rows and columns.

Warning: This feature is available for implementation projects only.

To print the list of audit violations:

1 Select the rows of the table that you want to print. Do not select anything if you want to print the entire list.

Tip: You can select multiple rows using CTRL+CLICK.

2 Click the Print button on the Toolbar. The Print Audit dialog box opens.
3 Choose the scope of the results to print using the Select View list box:
m All Results: If the results are grouped, choosing All Results prints a report for all groups in the current tabbed
page. If the results are not grouped, then all results print for the current tabbed page.

m Active Group: If the results are grouped, you can select a group in the current tabbed page, and the printed
report contains the results from the selected group.

m Selected Rows: You can select single or multiple rows in the audit results report view. Choosing Selected Rows
prints a report for such selections.

4 Each tabbed page can contain a list of audits (when the audits are ungrouped) or a group tree with a list of the
selected group (when the audits are grouped).

Note: Unless the results have been grouped using the Group by command, the Active Group option
is not enabled in the dialog window.

5 If desired, specify the print zoom factor in the Print zoom field, or check Fit to page if you want to print the results
on a single page. If Fit to page is checked, the Print zoom field is disabled.

6 If necessary, adjust the page and printer settings:

m Click the Print list box, and choose the Print dialog box command to select the target printer.

m Choose Tools k Options and open Together F (level) ¥ Diagram F Print options to set up the paper size,
orientation, and margins.

Tip: Click the drop-down arrow to the right of the Preview option to open the preview pane. Use the
Preview zoom (auto) slider, or Auto preview zoom check box as required. Click the upward arrow
to the right of the Preview option to close the preview pane.

7 Click Print to open the system print dialog box, and send the file to the printer.
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Running Audits

Audits automatically check for conformance to standard or user-defined style, maintenance, and robustness
guidelines. Before running audits, make sure that the code being audited is compilable. If your source code contains
errors, or some libraries and paths are not included, audits might produce inaccurate results.

Warning: This feature is available for implementation projects only.

To run audits:

1 Open an implementation project.
2 Open the Model View.
3 Right-click the project root node. QA Audits on the context menu. The Audits dialog window opens.

4 In this dialog window:

m In the Scope list box, choose the code to run the set of audits on.
m Model processes the entire project.

m Selection processes only the specific classes, namespaces, or diagrams currently selected in the Diagram or
Model View.

Tip: If you have not selected any items in the Diagram or Model View, the Scope option defaults to
the entire project.

5 If you want to run audits on specific classes, namespaces, or diagrams, make sure you correctly select them
before you open the Audits dialog window.

6 Choose the audits to run. As you click an audit, the description for each audit is shown in the lower pane of the
dialog box.

7 For each audit, the severity level and other audit-specific options are displayed in the right-hand panel of the
Audits dialog box. Change the settings if necessary.

8 When you have selected your set of audits, click Start. The Operation in progress dialog box opens displaying
a status bar that indicates the progress completed. The status bar will display until the process finishes.

9 If necessary, click Cancel to abort the process.

Note: Audits run in the command thread, so you cannot edit the project while they are being
processed.

The Audits Results Pane opens automatically, displaying the results. In the results table, right-click any line to open
the context menu and use its commands to perform operations with the report.
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Running Metrics

Before running metrics, make sure that the code being analyzed can be compiled. If your source code contains
errors or some libraries and paths are not included, metrics might produce inaccurate results.

Warning: This feature is available for implementation projects only.

To run metrics:

1 Open an implementation project.
2 Open the Model View.
3 Right-click the project root node. QA Metrics on the context menu. The Metrics dialog window opens.

4 In this dialog window:

m In Scope, choose what to run metrics on: Model processes the entire project.

m Selection processes only the specific classes, packages, or diagrams currently selected in the diagram or Model
View.

5 Choose the metrics you want to analyze. Each metric displays a description in the lower panel of the Metrics
dialog box.

Tip: If nothing is currently selected in the diagram or navigator view, the Selection scope is not

available. If you want to run metrics on specific classes, packages, or diagrams, make sure you
correctly select them before you open the Metrics dialog window.

6 For each metric there are settings for options such as limits and granularity in the right-hand panel of the Metrics
dialog box. Change the settings if necessary.

7 When you have selected your set of metrics, click Start.

Note: Metrics run in the command thread, so you cannot edit the project while they are being
processed.

Result: The Metrics Results Pane opens automatically displaying the results.
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Viewing Audit Results

When viewing audit results, you can compare and organize items in the results report.

The results report is tightly connected with the diagram elements and the source code. Using the report, you can
navigate to the specific location of the violation.

Warning: This feature is available for implementation projects only.

Use the following techniques when viewing audit results:

1 Sort all the items according to the values for a specific column
2 Group items according to the current column
3 Navigate to the specific location of the violation

To sort all the items according to the values for a specific column:

1 Switch to the audit results table.
2 Click the column heading. The arrow in the heading displays whether sorting is ascending or descending.

To group items according to the current column:

1 Right-click the Audit results table and choose Group By. This enables you to organize the results by changing
the relationship of rows and columns.

2 To ungroup the results, right-click the table, and choose Ungroup.

To navigate to the specific location of the violation:

1 Select any element in the results report.
2 Choose Open on the context menu (or just double click the row) to navigate directly to the source code.
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Viewing Metric Results

Use the following techniques when viewing metric results:

1 Sort results by column

2 Filter results

3 Update results

4 Navigate to the source code
5 View the metric description

To sort results by column:

1 Select the desired column in the metrics result table.
2 Click the column header to change the sorting order.

To filter results:

1 You can filter the displayed results to improve the meaningfulness of the results report.
2 Use the following toolbar buttons to show and hide elements:

Button
Namespaces
Classes
Methods

Child elements

To update results:

1 You can update or refresh the results table.
2 Use the following Tool Palette buttons:

Button Description
Refresh Recalculate the results that are currently displayed
Restart Open the Metrics dialog window, define new settings and start new metrics analysis.

To navigate to the source code:

1 Select the row in the results table that is of interest to you
2 Right-click and choose Open on the context menu to navigate directly to it in the source code.
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To view the metric description:

1 Select the column in the results table that corresponds to the metrics of interest to you.
2 Right-click and choose Show description on the context menu.
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Working with a Set of Audits

To create a set of audits:

On the main menu choose Tools k Together ¥ QA Audits. The dialog window QA Audits opens.
Toolbar buttons in the dialog window provide commands for working with the sets of audits.
If you want to base your new saved set on the default set, click the Set default audit set button.

A WODN -

If you want to base it on a previously created custom set, click the Load set button, then choose the desired
saved . adt file.

5 Go through the individual audits and check those you want to include in the set, or clear those you do not want
to include.

6 Select all the items in a group by checking the group name.

7 When you complete your selection, click the Save set button, and specify the location and filename for new set
file.

To use a saved set of audits:

1 On the main menu choose Tools F Together k¥ QA Audits. The dialog window QA Audits opens.
2 Click the Load Set button and choose the . adt file you want to use.
3 Click Start.

Tip: You might want to include the . adt files in your backup routine.
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Working with a Set of Metrics

To create a set of metrics:

On the main menu choose Tools k Together k QA Metrics. The dialog window QA Metrics opens.
Toolbar buttons in the dialog window provide commands for working with the sets of metrics.
If you want to base your new saved set on the default set, click the Set default metric set button.

A WODN -

If you want to base it on a previously created custom set, click the Load set button, then choose the desired
saved .mts file.

5 Go through the individual metrics and check those you want to include in the set, or clear those you do not want
to include.

6 Select all the items in a group by checking the group name.

7 When you complete your selection, click the Save set button, and specify the location and filename for new set
file.

To use a saved set of metrics:

1 On the main menu choose Tools k Together ¥ QA Metrics. The dialog window QA Metrics opens.
2 Click the Load set button and choose the .mts file you want to use.
3 Click Start.

Tip: You might want to include the .mts files in your backup routine.
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Refactoring: "Safe Delete"

To safely delete an element:
1 Select the element to be deleted.

2 On the main menu, choose Refactoring k Safe Delete

Tip: Alternatively, right-click on the element and choose Refactoring F Safe Delete on the element's
context menu.
3 In the Safe Delete dialog box that reports the element to delete and any usages of that element:

m If no usages are found, press Delete.

m If usages are found, click View usages. The Refactoring window opens allowing you to review the refactoring
before committing to it. Click the Perform refactoring button to delete the element.
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Refactoring: Changing Parameters

To change parameters, follow these steps:

1 Select method in the Diagram View, in the Model View or in the Editor.
2 Choose Refactoring Change Parameters from the main menu.

Tip: Alternatively, you can right-click and choose Refactoring Change Parameters on the context
menu.

3 In the resulting dialog, select parameter from the list and choose the desired action:

m To add a new parameter, click Add, and specify the parameter name, type and default value.
m To delete parameter, click Remove.
m To rename parameter, click the Name field, and edit the parameter name using the in-place editor.

4 |f applicable, check Refactor Ancestors.
5 Check Preview Usages if necessary.
m Ifthis option is checked when you click OK, the Refactoring window opens allowing you to review the refactoring

before committing to it. Click the Perform refactoring button to complete the changes. You can use the
Undo and Redo commands as necessary once you have performed the refactoring.

m If this option is cleared when you click OK, the Refactoring window opens with the change completed. You can
use the Undo and Redo commands as necessary once you have performed the refactoring.
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Refactoring: Creating Inline Variables

To create an inline variable:

1 Select the local variable in the Editor.
2 On the main menu, chooseRefactoring k Inline variable

Tip: Alternatively, you can choose Refactoring F Inline variable on the context menu.

The resulting dialog reports the number of variable occurrences that the Inline Variable command will be applied
to.

3 Click OK to complete refactoring.

Warning: The variable that you select for creating an inline variable, should not be updated later in the source code.
If it is, the following error message will display: "Variable index is accessed for writing."

For example, if you use the Inline Variable refactoring command on the local variable, index, shown below:
public void findIndex () {
int index = 2;
System.Console.Writeline ("Index is: {0}", index);

then the following refactoring occurs:

public void findIndex () {
System.Console.Writeline ("Index is: {0}", 2);

}
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Refactoring: Extracting Interfaces
The following conditions should be met for extracting interfaces:

m Only non-static methods can be extracted.
m All methods in the extracted interface are public.

m If the name specified for the new interface coincides with the name of an existing interface in the same
namespace, all the methods will be extracted into an existing interface.

To extract an interface:
1 Select one or more code elements (class, interface, field, method, event, property, or indexer) in the Diagram or
Model View.
2 On the main menu, chooseRefactoring F Extract superclass

Tip: Alternatively, you can choose Refactoring F Extract superclass on the context menu of the
selection.

3 In the Extract interface dialog, enter the name for the interface and designate its namespace, if applicable.

4 Specify the members to be used in the resulting superclass or interface by setting or clearing the respective
check-boxes.

5 Click OK. The Refactoring window opens allowing you to review the refactoring before committing to it.
6 Click the Perform refactoring button to complete the extraction.
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Refactoring: Extracting Method

To extract a method:

1 In the Editor, open the class or interface containing the code fragment that you wish to extract.

2 Place the mouse cursor in the desired fragment of source code. Refactoring determines the beginning and the
end of the relevant statement.

3 On the main menu, choose Refactoring F Extract Method

Tip: Alternatively, right-click the code fragment and choose Refactoring k¥ Extract Method on the
context menu.

4 In the dialog box that opens, specify the following information:

m Name of the new method

m Visibility (public, protected, private, internal, internal protected)
m Header comment

m Whether the method is Static.

5 Click OK to complete the extraction and create the new method.

m When applying Extract Method, parameters and local variables in the selected code fragment become the
parameters of the new method.

m The code fragment cannot contain a return statement of the original method. An error message displays if you
attempt to include a return statement in the code fragment.

m The code fragment cannot modify more than one single local variable. An error message displays if you violate
this restriction.

m If the selected code fragment is repeated in several locations, it is your responsibility to replace these fragments
in the appropriate locations with the proper method calls.
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Refactoring: Extracting Superclass

To use the "Extract superclass" operation:
1 Select one or more code elements (class, interface, field, method, event, property, or indexer) in the Diagram or
Model View.
2 On the main menu, chooseRefactoring k Extract superclass

Tip: Alternatively, you can choose Refactoring k Extract superclass on the context menu of the
selection.

3 In the Extract superclass dialog, enter the name for the interface and designate its namespace, if applicable.

4 Specify the members to be used in the resulting superclass or interface by setting or clearing the respective
check-boxes. If applicable, indicate that a method is abstract in the extracted superclass.

5 Click OK. The Refactoring window opens allowing you to review the refactoring before committing to it.
6 Click the Perform refactoring button to complete the extraction.
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Refactoring: Introducing Fields

To introduce a field:
1 Select expression in the Editor.

2 On the main menu, chooseRefactoring F Introduce Field

Tip: Alternatively, you can choose Refactoring F Introduce Field on the context menu.

3 In the resulting dialog, specify the following:

m Name: Enter the name of the new field

m Visibility: Using the list box, choose the visibility for the new field from public, protected, private, internal, or
internal protected.

m Initialize: Choose where to initialize the new field. Using the list box, choose from Current method, Class
constructor(s), or Field declaration.

4 |f applicable, check the Static and Replace all occurrences fields.
5 Click OK to complete the refactoring.
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Refactoring: Introducing Variables

To introduce a new variable:

1 Select variable in the Editor.
2 On the main menu, chooseRefactoring k Introduce Variable

Tip: Alternatively, you can choose Refactoring F Introduce Variable on the context menu.

3 In the resulting dialog, specify the Name of the new variable. The new variable created is given the same type
as the original variable.

4 If desired, check Replace all occurrences. The Introduce Variable dialog indicates the number of occurrences
that it will replace with the new variable.

Note: The refactoring does not replace any occurrences of the variable prior to the point in the code
at which you selected to introduce the new variable.
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Refactoring: Moving Members

To move a static member to a different class:

1 Select one or more static members in the Diagram View or Model View.
2 On the main menu choose Refactoring ¢ Move

Tip: Alternatively, right-click on the selection and choose Refactoring k¥ Move Members on the
context menu

3 In the Move Members dialog, use the Move Members field to select which static members to move. You can
deselect/select the static members by clearing/checking the check box next to the name of the member

4 Use the To field to enter the fully-qualified name for the target class where the selected code element or elements
will reside.

5 Click OK.
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Refactoring: “Pull Members Up" and “Push Members Down”

Moving members assumes that the member is either moved to the target location being deleted from the original
location, or created in the target location being preserved on the original one.

To move a member:

1 Select member in the Diagram View or in the Model View.

Tip: In the editor, place the mouse cursor on the member name.

2 Choose Refactoring k Pull Members Up/Push Members Down on the context menu or on the main menu.
3 In the resulting dialog box, specify additional information required to make the move.

m In the top pane of the dialog box, check the members to be moved.
m In the bottom pane of the dialog box, that shows the class hierarchy tree, select the target class.

4 Click OK.

5 In the Refactoring window that opens, review the refactoring before committing to it. Click the Perform
refactoring button to complete the move.

Tip: Moving members is more complicated than moving classes among namespaces, because class members
often contain references to each other. A warning message is issued when Pull Members Up or Push
Members Down has the potential for corrupting the syntax if the member being moved references other class
members. You can choose to move the class member and correct the resulting code manually.
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Building Tests

The structure of a unit test is largely dependent on the functionality of the class and method you are testing. The
Unit Test Wizards can help you by providing a template of the test project, setup and teardown methods, and basic
tests. You will need to add the specific test logic to test a particular method. The following procedures describe how
to build your test projects and test cases. Follow these procedures in order. The test project must be built prior to
the test cases.

To build a test project

1
2
3

Choose File ¥ New Fk Other.

Open the Unit Test folder.

Double-click the Test Project gallery item.
This starts the Test Project Wizard.

4 Enter the project name or accept the default name.

5 Enter the location or accept the default location.

6 Select the personality or accept the default.

By default, the personality is set to the same personality as the active project.

7 If you do not want the test project added to your project group, uncheck the Add to Project Group check box.
8 Click Next.
9 Choose the GUI or Console test runner, then click Finish.

The Test Project Wizard adds the necessary references to your project.

To build a test case

1

Click the Code tab for the file containing the classes you want to test.
This makes the file active in the Code Editor.

2 Choose File ¥ New F Other.
3 Open the Unit Test folder.
4 Double-click the Test Case gallery item.

This starts the Test Case Wizard.

Choose a source file from the Source File drop down list.

All source files in your project are listed.

Select the classes and methods you want to build tests for, by checking or unchecking the check boxes next to
the class and method names, in the Available classes and methods list.

Note: You can deselect individual methods in the list. The wizard will build test templates for the
checked methods only. If you deselect a class, the wizard will not create test templates for any
of the methods in that class.

Click Next.
This displays the next page of the Test Case Wizard.

8 Fill in the appropriate details or accept the defaults.
9 Click Finish.
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The wizard creates a test case file and creates a name for the file by prefixing the name of the active code file
with the word Test. For example, if your code file is named MyProgram, the test case file will be named
TestMyProgram.

To write a test case

1 Add code to the SetUp and TearDown methods, if needed.
2 Add asserts to the test methods.

To run the test case in the GUI Test Runner

1 Click the Code tab for the file containing the classes you want to run.
2 Choose Run F Run.

The GUI Test Runner starts up immediately on execution of your application. The list of tests appears in the left
pane of the GUI Test Runner.

3 Select one or more tests.
4 Click the Run button.

The test results appear in the Test Results window. Any test highlighted with a green bar passed successfully.
Any test highlighted in red failed. Any test highlighted in yellow was skipped.

5 Review the test results.
6 Fix the bugs and rerun the tests.
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Building Applications with the ECO framework

The integrated modeling tools in Developer Studio 2006 tie together the processes of design and development. The
structure and behavioral modeling tools integrated into the IDE are based on industry standards such as the Universal
Modeling Language (UML) and the Object Constraint Language (OCL). The Enterprise Core Object (ECO)
framework leverages the .NET framework to make the model available at both designtime and runtime. This section
provides an overview of the ECO framework, and introduces basic concepts needed to work with the framework.

In This Section
Overview of the ECO framework
Describes architecture of the ECO framework.

ECO Modeling Tools Overview
Describes ECO UML modeling tools available in the Developer Studio 2006 IDE.

Working with the ECO Service API
Describes how to access the services provided by the ECO framework.

Working with ECO Handles
Defines the concept of a handle, and describes how they are used in the ECO framework.

Modeling Behavior with State Machines
Describes simple UML state machines and how they are used with the ECO framework.

Using Substates with the ECO framework
Describes how to use composite states, substates and regions with ECO state machine diagrams.

Overview of the Object Constraint Language
Describes the Object Constraint Language (OCL) in a high-level overview.

Using ECO Action Language
Describes the extensions provided by the ECO Action Language.

Working with ECO Subscriptions
Describes how to work with the ECO subscription mechanism.

The ECO framework and ASP.NET
Describes basic concepts required for understanding how to build an ECO ASP.NET application.

Using the ECO Framework in Multi-Client Applications
Describes the concepts and components used when writing multi-client ECO framework applications.

Custom ECO Object-Relational Mapping Files
Describes the format of the object-relational mapping file used by the ECO framework.

Building Applications with the ECO Framework
Describes the core processes of building an application using the ECO framework.
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Introduction

These topics contain introductory material on working with the ECO framework.

In This Section
Overview of the ECO framework
Describes architecture of the ECO framework.

ECO Modeling Tools Overview
Describes ECO UML modeling tools available in the Developer Studio 2006 IDE.

Working with the ECO Service API
Describes how to access the services provided by the ECO framework.

Working with ECO Handles
Defines the concept of a handle, and describes how they are used in the ECO framework.

Working with ECO Subscriptions
Describes how to work with the ECO subscription mechanism.
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Overview of the ECO framework

This topic gives an overview of the designtime and runtime features of the ECO framework.

Introduction to the ECO framework

The ECO framework is an object-relational mapping framework. Object-relational mapping is a process that abstracts
relational database concepts, and maps them to object-oriented programming concepts. In practical terms, the ECO
framework maps relational database rows to C# or Delphi for .NET objects, thereby relieving the programmer from
writing low-level SQL code.

To reduce the amount of manual coding even further, Developer Studio 2006 integrates the ECO framework with
TogetherLiveSource UML diagram tools. This allows you to specify both structure and behavior visually, using UML
class diagrams and UML state machine diagrams. Integration of UML designers with the ECO framework gives you
the ability to work with familiar object-oriented concepts, while the framework handles the mapping and storing of
objects in a relational database.

One unique feature of the ECO framework is that it adheres to the philosophy that models can be both
implemented and executed . A precisely described model contains enough information that much of the source code
needed to bring the model to life can be generated automatically, as opposed to being written by hand. This is the
difference between automatic implementation of a visually constructed model, and interpretation (and coding by
hand) of that model by a programmer.

Execution of the model means that the designtime support for creating the model carries through to runtime. A truly
design driven software engineering process includes support not only for creation of a model, but also for maintaining
and enforcing the integrity of the model at all phases of the application's lifetime.

ECO framework Terminology

The following list defines some important terminology that you will encounter throughout the ECO framework. These
terms and their related concepts are covered in more detail in separate topics. Please refer to the links below for
more information.

ECO space An object store that contains objects created during the lifetime of the
application. The ECO framework handles the mapping of object attributes,
storage, and retrieval in a relational database.

At runtime, the ECO Space contains all of the metadata of the model, plus
the instances of the classes in your model. Think of the ECO Space as an
instance of a model, much like an object is an instance of a class. The objects
contained in the ECO Space retain the domain properties (attributes and
operations) and relationships defined in the model.

Handle An opaque reference that binds to an object, or a collection of objects in an
ECO space.

Object Constraint Language (OCL) A formal language used to query the ECO space. An OCL expression returns
a single value, a single object, or a collection objects. An OCL expression
cannot alter the value of any object attribute.

ECO Action Language An extension of OCL that allows you to change the value of object attributes.

Service API The most commonly accessed runtime functionality of the ECO framework
is grouped into a namespace called Borland.Eco.Services. The
Borland.Eco.Services hamespace defines a number of interfaces that
you will use to access and manipulate the objects in the ECO space. At
runtime, you obtain these interfaces by accessing properties of the ECO
space.
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Designtime Functionality

Itis helpful to understand how the ECO framework splits its functionality into designtime support and runtime support.
The following table shows designtime features, and briefly describes how you work with the feature within the IDE.

Designtime Feature

Model-oriented source code navigation

Object Store (ECO space) configuration

Model validation

Structural design of the model

Behavioral design of the model

Object Constraint Language (OCL)
expression editor

Reverse engineer an existing relational
database, extracting classes and
associations, and wrapping them in ECO
source code

GUI design

Handle configuration

IDE Interaction

Model View

ECO space designer

Validate model tool on the ECO space
designer

ECO class diagram

ECO state machine diagram

ECO class diagram
ECO state machine diagram

ECO Winform designer

Reverse and wrap database tool on
the ECO space designer

ECO Winform designer

ECO Winform designer
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Notes

Choose View F Model View to open the
Model View.

All ECO projects contain an object store
called an ECO space.

When the ECO space source file is active
in the editor, click the design tab to open
the ECO space designer.

Click the Validate model tool button in
the ECO space designer to perform
model validation.

Create new diagrams using context
menus in the Model View.

Create new diagrams using context
menus in the Model View.

Most ECO components have properties
that are expressed using OCL. This
includes ECO class attributes,
association ends, and behavioral
features modeled on state machine
diagrams.

The OCL expression editor is a property
editor, opened from the Object
Inspector. It allows you to easily build
expressions to query and perform
operations on the ECO space.

Click the tool button in the ECO space
designer to start a wizard that configures
the ECO space and generates ECO
source code for an existing relational
database.

The reverse engineering wizard also
handles the case where data is stored
across multiple databases.

ECO framework applications use
standard .NET controls to display and edit
data.

Handles bind to objects in the ECO space
using OCL expressions.

In the ECO Winform designer, drop a
handle component on the form and
configure it using the OCL Expression
Editor.

Handles are bound to GUI controls using
standard .NET databinding technology.



Runtime Functionality

The following table shows the runtime functionality of the ECO framework

Runtime Feature

Object persistence
OCL queries and OCL expression evaluation
Undo/Redo mechanism

Subscription mechanism

Object version mechanism

Model introspection

Notes

Access with the |PersistenceService interface in Borland.Eco.Services.
Access with the IOCLService interface in Borland.Eco.Services.
Access with the IlUndoService interface in Borland.Eco.Services.

Accessed through the IOCLService interface and through classes defined in
the Borland.Eco.Subscription namespace.

The ECO framework has support for saving multiple versions of an object.

Access this feature through the IVersionService interface in Borland.
Eco.Services.

Access information about the model using interfaces defined in the Borland.
Eco.UmlRt hamespace.

You can access the type system of the model through the TypeSystem property
of the EcoSpace class.
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ECO Modeling Tools Overview
This topic describes the integration of the ECO framework with Developer Studio 2006:

m ECO projects and code templates

m Integration with the Model View, Tool Palette, and Object Inspector
m Structural modeling with ECO UML class diagrams

m Behavioral modeling with ECO state machine diagrams

Before reading this topic you should be familiar with ECO framework terminology discussed in the Overview of the
ECO framework. Please refer to the link below for more information.

ECO Modeling Tools in Developer Studio 2006

The ECO framework is tightly coupled with the TogetherLiveSource modeling tools. You can model structural
features using the ECO class diagram, and behavioral features using the ECO state machine diagram. The IDE
generates ECO-enabled source code as you work with the diagrams.

All of the capabilities of LiveSource are available in ECO projects, such as generation of diagrams from non-ECO
source code, navigation from the diagram to source code, layout tools, printing and exporting diagrams to images.
These tools all work through coordination between the Model View, Diagram Views, the Tool Palette, and the
Object Inspector.

ECO Projects and Code Templates
The IDE has code-generating templates to help you develop ECO applications. The following project creation
templates are available for Delphi or .NET and C# applications:

Template Purpose

ECO WinForms Application Creates an application with a default ECO space, a root ECO UML package, and
an ECO enabled Windows form.

ECO ASP.NET Web Application Creates an ASP.NET application with automatic ECO space pooling.
ECO ASP.NET Web Service Application Creates an ASP.NET web service with automatic ECO space pooling.
ECO Package in a DLL Creates a project with a root ECO UML package, but no ECO space.

ECO Package in package (Delphi for .NET) You can reference the ECO Package DLL in another project, to make the entire
model available for use in that application.

The following file creation templates are for use in existing ECO projects:

Template Purpose

ECO Enabled Windows Form Adds an ECO enabled Windows form to your project.

ECO Space Creates a new subclass of DefaultEcoSpace in your project.
ECO PersistenceMapperProvider Creates a new persistence mapper provider in your project.

A persistence mapper provider specifies the persistence mechanism and persistence
configuration for the application.

You can connect multiple ECO spaces to a single persistence mapper provider.

Code generated by these templates will include all of the necessary ECO-related .NET attributes and defaultinterface
implementations.
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Working with ECO in the Model View Window

Using the Model View window you can navigate your project based on the logical relationships between the classes
and other elements in source code. LiveSource scans source code and derives the elements, such as namespaces
and classes, and the relationships between them. Because it gives you an unfiltered view by design, LiveSource will
expose some implementation details behind the ECO framework.

On a LiveSource class diagram you will see ECO UML packages represented as classes within your project
namespace. On an ECO class diagram, you will see the true, logical representation of the UML package.

ECO UML packages appear under the root node of the project in the Model View (you can also nest packages within
other packages). The default name of a new ECO UML package is Package N where N is an integer. In the Model
View, an ECO UML package node (and all ECO UML packages underneath it) is distinguished from a .NET
namespace node by its icon. The B3 icon represents an ECO UML package.

You work with ECO and TogetherLiveSource using context menus, which are available on both the Model View and
on diagrams. The menus are context sensitive, so they automatically reflect only those operations that are valid on
the selected element. For example, if you right-click on a class in either the Model View or the diagram, the context
menu will contain choices for adding attributes and operations. These menu items would not be available if you right-
clicked on an ECO UML package; the context menu for a package contains its own set of menu items.

Once you have created a diagram in the Model View, you can also add elements to it by dragging them from the
Tool Palette.

You can set properties of any element by selecting it and editing its properties in the Object Inspector. You may
select the element either in the Model View, or on the diagram. As you work with elements in the Model View,
diagrams, and the Object Inspector, the IDE generates source code to implement the model.

Structural Modeling with the ECO Class Diagram

You draw the structural features of your model using the ECO class diagram. The ECO class diagram supports
these modeling features:

m Creating ECO UML packages

m Creating ECO classes

m Drawing generalization (inheritance) links between classes
m Drawing associations between classes

m Attaching notes to diagram elements

m Adding attributes and operations to classes

Class diagrams are created and opened from the Model View. Each ECO UML package has its own primary class
diagram with the same name as the package. The primary class diagram cannot be deleted. The primary class
diagram for a UML package always shows the entire contents of the package; it displays all of the sub-packages,
classes, and relationships that exist within that package. When you add a new class to a UML package it is
automatically represented on the primary class diagram.

You can also create secondary class diagrams within a ECO UML package, if you want to show a subset of the
classes within the package. New elements added to the package are not automatically added to secondary diagrams.
Secondary diagrams can be renamed and deleted.

Any UML elements added to a primary or secondary class diagram will be contained within the UML package that
owns the diagram. To show elements in other UML packages, you must create a shortcut to the element. You can
do this through the context menu of the class diagram. Shortcuts are displayed on the diagram with a small arrow
icon in their lower left corner. Once a shortcut has been created, you can add associations between it and the classes
in the UML package that owns the diagram.
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Behavioral Modeling with the ECO State Machine Diagram

While the ECO class diagram allows you to model structure, the ECO state machine diagram allows you to model
behavior. The ECO state machine diagram supports these features:

m Creating states and state transitions

m Creating entry and exit actions to be performed on entering and leaving a state

m Adding trigger methods to classes

m Creating Effects, which are executed when a state transition occurs

m Creating composite states

m Modeling concurrent states by adding additional regions to a state

Please see the links below for more information on working with ECO state machine diagrams.
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Working with the ECO Service API

This topic describes how to access the ECO framework service API. Code examples demonstrate how the services
are exposed through the application's ECO space, as well as how to call methods on an interface. The following
concepts are covered:

m Service API Overview
m Accessing the ECO Space
m Accessing the Service API.

The Borland.Eco.Services Namespace

Borland.Eco.Services

ainberlacan uinterdace s wintedacan wintelacan aintedacan
IDiMyListService | IPersislencedervice || IUndoService ||WariableFactoryService |10bjectFaclioryServios

uinterfaces winterface s winterfaces uinterfaces
ITypeSystmService| | IExtentService | IExternallDService| |IOCLTypeService

| |
T

uinterface s sinterface s winterface s
IVersionSeriice 1Slate B arvice IDCLSarvice

Each ECO service is declared in the Borland.Eco.Services namespace. Individual services are listed in the
table below.

Service API Overview

All programmatic access to the ECO framework is done through ECO services. ECO services make it easier to find
what you need by collating the substantial functionality of the framework into groups of logically related functions,
or interfaces. Each service interface is accessible as a property in the ECO space object of the application. When
you create a new ECO framework application using one of the Developer Studio 2006 wizards, the IDE defines an
ECO space class for you. The generated class contains property accessors that return an instance of the requested
interface. You then use that instance to call methods of the interface. The following is an example of an ECO space
class generated by the New ECO Windows Forms Application wizard. In the code, notice the read-only properties
that expose each interface.

[Delphi]
TProjectl0EcoSpace = class (Borland.Eco.Handles.DefaultEcoSpace)
private
procedure InitializeComponent;
class var fTypeSystemProvider: ITypeSystemService;
class var fTypeSystemProviderLock: Tobject;
strict protected
function GetTypeSystemProvider: ITypeSystemService; override;
public
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constructor Create;

class constructor Create;

class function GetTypeSystemService: ITypeSystemService; static;

procedure UpdateDatabase;

function get PersistenceService: IPersistenceService;

property PersistenceService: IPersistenceService read get PersistenceService;
function get DirtyListService: IDirtyListService;

property DirtyListService: IDirtylListService read get DirtyListService;
function get UndoService: IUndoService;

property UndoService: IUndoService read get UndoService;

function get TypeSystemService: ITypeSystemService;

property TypeSystemService: ITypeSystemService read get TypeSystemService;
function get OclService: IOclService;

property OclService: IOclService read get OclService;

function get ObjectFactoryService: IObjectFactoryService;

property ObjectFactoryService: IObjectFactoryService

read get ObjectFactoryService;

function get VariableFactoryService: IVariableFactoryService;
property VariableFactoryService: IVariableFactoryService

end;

[C#]

read get VariableFactoryService;

public class ProjectlOEcoSpace: Borland.Eco.Handles.DefaultEcoSpace

{

/// <summary>

/// Required designer variable.

/// </summary>

private System.ComponentModel.Container components = null;

private void InitializeComponent ()
{
}

public ProjectlOEcoSpace () : base()
{

InitializeComponent () ;

/// <summary>
/// Clean up any resources being used.
/// </summary>
protected override void Dispose (bool disposing)
{
if (disposing)
{
Active = false;
if (components != null)
{

components.Dispose () ;

}

base.Dispose (disposing) ;

private static ITypeSystemService typeSystemProvider;
public static new ITypeSystemService GetTypeSystemService ()
{
if (typeSystemProvider == null)

lock (typeof (ProjectllEcoSpace))
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if (typeSystemProvider == null)
typeSystemProvider = MakeTypeService (typeof (ProjectllEcoSpace)) ;
}
return typeSystemProvider;
}
protected override ITypeSystemService GetTypeSystemProvider ()
{
return ProjectlOEcoSpace.GetTypeSystemService () ;
}
//
// Services
//
public IPersistenceService PersistenceService
{
get { return (IPersistenceService)GetEcoService (typeof (IPersistenceService)); }
}
public IDirtyListService DirtyListService
{
get { return (IDirtyListService)GetEcoService (typeof (IDirtyListService)); }
}
public IUndoService UndoService
{
get { return (IUndoService)GetEcoService (typeof (IUndoService)); }
}
public ITypeSystemService TypeSystemService
{
get { return (ITypeSystemService)GetEcoService (typeof (ITypeSystemService)); }
}
public IOclService OclService
{
get { return (IOclService)GetEcoService (typeof (IOclService)); }
}
public IObjectFactoryService ObjectFactoryService
{
get { return (IObjectFactoryService)GetEcoService (typeof
(IObjectFactoryService)); }
}
public IVariableFactoryService VariableFactoryService
{
get { return (IVariableFactoryService)GetEcoService (typeof
(IVariableFactoryService)); }
}
//
// Misc helper functions
//
public void UpdateDatabase ()
{
if ((PersistenceService != null) && (DirtyListService != null))
{
PersistenceService.UpdateDatabaseWithList (DirtyListService.AllDirtyObjects()) ;
}
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Accessing the ECO Space

Every ECO framework application created by a Developer Studio 2006 wizard has a single instance of the generated
ECO space class. The ECO space instance is exposed as a property of the main form. Below is an example of the
EcoSpace property in a generated main form class:

[C#]
public Borland.Eco.Handles.EcoSpace EcoSpace

{

get { return (Borland.Eco.Handles.EcoSpace)rhRoot.EcoSpace; }
set { rhRoot.EcoSpace = value; }

[Delphi]

property EcoSpace: TProjectlOEcoSpace read get EcoSpace;

When you add more ECO-enabled forms to your application using the ECO Enabled Windows Form wizard, the
IDE will generate a new form class with a constructor that takes an instance of an ECO space as a parameter. In

addition, and similar to the main form, each subsequent ECO enabled windows form you create with the wizard will
have its own EcoSpace property. The constructor initializes this property with the ECO space parameter. An ECO
application only has one instance of an ECO space, so the typical usage scenario is to pass the ECO space instance

from the main form to secondary forms when they are created. The following example creates a new ECO enabled
form in response to a button click on the main form:

[Delphi]

// TWinForm is the application's main form.

procedure TWinForm.Buttonl Click(sender: System.Object; e: System.EventArgs);

var
// TWinForml is a secondary form generated by the ECO Enabled Windows Form wizard.
newForm: TWinForml;

begin

// Create the secondary form, passing the EcoSpace property to the secondary form's
constructor.

newForm := TWinForml.Create (EcoSpace);
//

end;

[C#]

private void buttonl Click(object sender, System.EventArgs e)

{

// EcoWinForm is a secondary form generated by the ECO Enabled Windows Form wizard.
EcoWinForm newForm;

// Create the secondary form, passing the EcoSpace property to the secondary form's
constructor.

newForm = new EcoWinForm (EcoSpace) ;

Il

Accessing the Service API

The following code demonstrates various ways to call service APl methods.
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[C#]
private void buttonl Click(object sender, System.EventArgs e)
{

IUndoService undoService;

// Get a reference to the ECO Undo Service.
undoService = EcoSpace.UndoService;

// Call the interface's StartUndoBlock method.
undoService.StartUndoBlock ("Undo Block 1");

// You can also call directly through the ECO space.
EcoSpace.UndoService.StartTransaction () ;

//

undoService.CommitTransaction () ;

[Delphi]
procedure TWinForm.Buttonl Click(sender: System.Object; e: System.EventArgs);
var
undoService : IUndoService;
begin

// Get a reference to the ECO Undo Service.
undoService := EcoSpace.UndoService;

// Call the interface's StartUndoBlock method.
undoService.StartUndoBlock ('Undo Block 1');

// You can also call directly through the ECO space.
EcoSpace.UndoService.StartTransaction;

//

undoService.CommitTransaction;
end;

Other service interfaces and their methods can be called using a similar technique. Each ECO service interface and
its purpose is shown in the following table.

Interface Description

IStateService Allows you to discover whether a particular object or property in the ECO space
has been modified.

IPersistenceService Provides a consistent API for you to update objects in the ECO space, without
regard to the persistence mechanism.

IDirtyListService Allows you to retrieve a list of all modified objects, and to query the ECO space

to discover whether any objects have been modified.

An object is considered modified if it does not have the same state in memory
as in persistent storage.
IExtentService Allows you to query the ECO space for all instances of a certain class.
IObjectFactoryService Provides methods for you to create new instances of the classes in your model.
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IVariableFactoryService

ITypeSystemService
[VersionService

IOclService and IOcITypeService

IUndoService
IExternalldService

The 10bjectFactoryService interface methods create new objects using their
type information. This approach is more generic than directly creating a new
object by calling the C# new method, or the Delphi Create method.
Provides a programmatic interface for creating what are essentially
VariableHandle components.

Variables created with this service can be used directly with the 10clService.
Allows you to get the type system of the model, and to validate the model
programmatically.

For domain classes that have been marked as versioned, this interface allows
you to get a specific version of an object from persistent storage.

These interfaces allow you to evaluate expressions in Object Query Language
(OCL).

IOclService is a descendent of IOclTypeService. Only the 10clService
interface is exposed through the ECO space.

Allows you to create undo/redo blocks and transactions.

Returns a globally unique ID for an ECO object, regardless of whether the
object has been saved in persistent storage.

This ID is only valid within the ECO space where the ID originated. This service
is intended primarily for use in ASP.NET applications.
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Working with ECO Handles

This topic introduces the concept of ECO handles, and describes their usage in the ECO framework. Note that further
usage of the word handle always refers to an ECO handle. Before reading this topic you should have some familiarity
with the basics of building Object Constraint Language (OCL) expressions. In particular, the concept of evaluating
an OCL expression in a specific context.

m Definition of a root handle and a rooted handle.

m Chained evaluation of handles.

m Usage of handles on the Tool Palette.

m Programmatic access to the objects referenced by handles.

Handles in the ECO framework

Borland.Eco.Handles

ElementHandle

g N

RootHandle RootedHandle

VAN VAN

FeferenceHandle| |VariableHandle OclPSHandle | [ExpressionHandle

The diagram shows the relationships between the various kinds of ECO handles.

Handles and Chained Evaluation

Every ECO framework application must have an instance of an ECO space. The ECO space contains both the model
definition, and the objects that are created while your application runs. Handles are a mechanism that enables you
to get hold of objects in the ECO space at runtime. A handle can represent either a single object, or a list of objects,
or a calculated value.

Note: The ECO Application wizard automatically declares an ECO space class, and generates code to create of
that class at runtime.

Handles are configured at designtime. Setting the properties of a handle at designtime determines the objects the
handle will attach to, or the value the handle will hold at runtime.

Handles are linked together to form a chain. The contextual instance of a particular handle is established by the
previous handle in the chain. There are two types of handles in the ECO framework:

m Root handle: A root handle exists to establish an initial context for all the other handles in the chain.
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m Rooted handle: Evaluation of a rooted handle begins in the context established by the previous handle. The
previous handle can either be a root handle, or another rooted handle.

Handles represent objects and values, therefore, they are also the link between the ECO space and your application's
user interface. All ECO handles can be used as .NET data sources for GUI components. The ECO framework uses
standard .NET data binding mechanisms. Once you bind a GUI component to a handle, you can work with the
component the same way as you would if it were bound to any other kind of data source.

Root Handles

If rooted handles are the individual links in the chain, then a root handle is the spike that is hammered into the ground
to anchor the chain. The ground is your application's ECO space.

There are two important designtime properties of root handles that must be set to establish the initial context: the
EcoSpaceType property, and the StaticValueTypeName property.

The EcoSpaceType property points to your application's ECO space. The EcoSpaceType property gives the root
handle the type system of the model, and a link to the runtime world where objects live.

The StaticValueTypeName property determines the type of object to which the root handle will refer. This property
is used by the IDE during designtime to establish a context for the OCL Expression Editor. At runtime, the framework
will throw an exception if the root handle is ever set to reference an object that does not match the type set in the
StaticValueTypeName property.

At runtime, you can set the Element property of a root handle to refer to a specific object in the ECO space. Root
handles are the only handles that have a writable Element property. Evaluation of the rooted handles in the chain
begins with the object referenced by the root handle.

Rooted Handles

Rooted handles have a property called Expression. The Expression property is an OCL expression that, when
evaluated, produces an object, a set of objects, or an atomic element such as a specific attribute or a calculated
value. When we talk about evaluating rooted handles within a certain context, we are actually talking about the
context for the handle's OCL expression. The context begins at the root handle, and evolves through the chain of
rooted handles.

Types of Root Handles

There are two types of root handles you will encounter in the Enterprise Core Objects category on the Tool
Palette. These are the ReferenceHandle, and the VariableHandle classes.

ReferenceHandle

The ReferenceHandle is a concrete descendent of the RootHandle class. The EcoSpaceType property must be
configured at designtime to refer to your application's ECO space. The handle's StaticValueTypeName property
should also be configured, as this will provide additional designtime assistance in the OCL Expression Editor, as
well as runtime type checking on the handle's Element property.

Every form that needs access to the objects in the ECO space must have at least one instance of a ReferenceHandle.
The ECO Application wizard automatically generates a ReferenceHandle for the main form. The default name of
this ReferenceHandle is rhRoot. For secondary forms, the ECO Enabled Windows Form wizard generates a
ReferenceHandle, also having the default name rhRoot.

VariableHandle

Unlike a ReferenceHandle, a VariableHandle holds a value that does not exist in the ECO space. You configure a
VariableHandle with an ECO space and a StaticValueTypeName, however, a VariableHandle is typically not used
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to reference objects of classes defined in the model. Instead, a VariableHandle holds values of atomic data types
such as the .NET type System. Int32. This is because a VariableHandle holds an indirect reference to the object,
unlike a ReferenceHandle, which holds the object directly.

A VariableHandle can be used as a data source for GUI components; they are typically used in conjunction with
OclVariables objects to create parameters for use in OCL expressions.

Types of Rooted Handles

There are two types of rooted handles you will encounter in the Enterprise Core Objects category of the Tool
Palette. These are the ExpressionHandle, and the OclPSHandle classes.

ExpressionHandle
An ExpressionHandle references an object or a list of objects through the evaluation of its OCL expression.

You must link the RootHandle property of an ExpressionHandle with either a root handle (an instance of a
ReferenceHandle or VariableHandle class), or another ExpressionHandle.

You configure the Expression property of the ExpressionHandle using the OCL Expression Editor. When you open
the OCL Expression Editor, the context of the expression (the type of the OCL keyword self) is determined by the
type of the result returned by the previous handle in the chain. If the previous handle is a root handle, the type is
determined from the StaticValueTypeName property. If it is another ExpressionHandle, the type is determined from
the Expression property of that handle.

OcIPSHandle

Unlike an ExpressionHandle, an OclPSHandle is always executed against persistent storage, rather than data in
memory (i.e. in the ECO space). Therefore, the result of executing an OclPSHandle is a static snapshot of the
contents of persistent storage.

An OclPSHandle has a method called Execute. The handle's OCL expression is not evaluated until the Execute
method is called. Usually, you will call the Execute method in response to some event on a form, such as a button
click.

An OclPSHandle is typically used when the OCL expression has an intermediary part that results in a large number
of objects, and a subsequent part that filters the set down to a smaller number. For example, a call to
allInstances followed by a select statement.

The OCL expression is first mapped to a SQL query, which is then evaluated by the database. A select statement
in an OclPSHandle will therefore be able to take advantage of any indices defined within the database. With an
ExpressionHandle, the entire set of objects would be created and then processed in memory.

Since the OCL expression of an OclPSHandle is first mapped to SQL, there are some restrictions on OCL constructs
that you can use. The following operations and constructs are supported:

m Navigation: You can freely access attributes and roles defined in the model. However, derived and non-
persistent attributes and roles cannot be used in the expression, since the database has no knowledge of them.

m List operations: select, reject,allInstances, size, orderBy,minValue, maxvalue, average, sum,
exists, forall, notEmpty, isEmpty, and union are supported.

m Boolean operators: =, <, >, <=, >=, <>, and, or, not, xor, sqlLike, sqlLikeCaselInsensitive are
supported.

m Arithmetic operators: +, *, /, -, div, mod are supported.
m Enum: Enumerated constants are supported.
m Type operations: oc1IsKindOf, oclIsTypeOf, oclAsType are supported.
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m Other operations: TsNull is supported.

The following operations and constructs are not supported:

m Typecasting and metadata operations: TypeName, attributes, associationEnds, superTypes,
allSuperTypes, allSubClasses, oclType are not supported.

m String, Date, and numeric conversion: subString, pad, postPad, formatNumeric, formatDateTime,
strToDate, strToTime, strToDateTime are not supported.

m Operations relating to Object Versioning Extension: atTime, allInstancesAtTime, existing are not
supported.

m List operations: count, includesAll,difference, including, excluding, symmetricDifference,
asSequence, asBag, asSet, append, prepend, subSequence, at, first, last, orderDescending,
sumTime are not supported.

m Other operations: 1ength, min, max, asString, allLoadedObjects, regExpMatch, inDateRange,
inTimeRange, constraints, collect, if, concat are not supported.

There are other restrictions on the OCL expressions used in a OclPSHandle:

m Data types: At no point in the expression can there be a collection of attributes (e.g. Collection (String)).

m TableMapping: Child mapped tables would complicate the questions generated by the translator since each
query must be posed to a number of tables. Currently, it is not possible to refer to attributes/roles that are stored
in child mapped tables.

m Bags: In the OCL specifications, the expression Person.allInstances.home should result in a bag of
objects. Bags allow for multiple instances of the same object, so if two persons live in the same house, the
house would occur twice in the result. SQL, however, does not allow this when making joins, so the results of
such an implicit collect will be a set, and not a bag.

Using the Objects Referenced by Handles

Handles reference objects in the ECO space. A handle could therefore refer to a single object, a list of objects, or it
might hold calculated values. Regardless, every handle has a property called Element that you use to get the value
of the handle. Since the ECO framework has no knowledge of the types defined in your model, there are commonly
used code idioms that allow you to get from the ECO type (held by the handle) to a type defined in your model.

The handle's Element property gives back a reference to the ECO IElement interface. The method AsObject returns
the element as a .NET System.Object. From there, you can cast the object to a type defined in your model, as
shown in the following code. In the code, the variable rhPerson is a ReferenceHandle that has been set to refer to
an instance of a model class called Person.

[Delphi]

var
E : Borland.Eco.ObjectRepresentation.IElement;
O : System.Object;

P : Person;
begin
E := rhPerson.Element;
O := E.AsObject;
P := O as Person;
P.DoSomething; // Now you can call methods and access attributes of the Person class.

// This code could be abbreviated...
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P := (rhPerson.Element.AsObject) as Person;
P.DoSomething;

// Rbbreviating even more...
(rhPerson.Element.AsObject as Person) .DoSomething;
end;

[C#]

Borland.Eco.ObjectRepresentation.IElement E;
System.Object O;

Person P;
E = rhPerson.Element;
O = E.AsObject ()
P = O as Person;
P.DoSomething () ; // Now you can call methods and access attributes of the Person class.

// This code could be abbreviated...
P = (rhPerson.Element.AsObject) as Person;
P.DoSomething () ;

// Abbreviating even more...
(rhPerson.Element.AsObject as Person) .DoSomething () ;

When the element referenced by the handle is a collection, you must first cast the Element property to the ECO
interface 10bjectList. In the following code, the variable ehAl1Persons is an ExpressionHandle. It is also assumed
the list returned by this expression contains at least three elements. The Expression property has been set to retrieve
all instances of the Person class from the ECO space.

[Delphi]

var
L : Borland.Eco.ObjectRepresentation.IObjectList;
O : System.Object;

P : Person;
begin

L := ehAllPersons.Element as IObjectList; // Cast the element to an IObjectList

O := L[2].AsObject; // Retrieve the object at list index 2, and
cast it to a System.Object

P := O as Person; // Cast the object to a Person

P.DoSomething; // BAccess properties and methods of the Person
class.

// This could be abbreviated...

L := ehAllPersons.Element as IObjectList;
P := (L[2].AsObject) as Person;
P.DoSomething;

// BAbbreviating even more...

P := (ehAllPersons.Element as IObjectList) [2] .AsObject as Person;
P.DoSomething;

end;

[C#]

Borland.Eco.ObjectRepresentation.IObjectList L;

753



System.Object O;
Person P;

L = ehAllPersons.Element as IObjectList; // Cast the element to an IObjectList

O = L[2].AsObject; // Retrieve the object at list index 2, and cast
it to a System.Object

P = O as Person; // Cast the object to a Person

P.DoSomething () ; // Access properties and methods of the Person class.

// This could be abbreviated...

L = ehAllPersons.Element as IObjectList;
P = (L[2].AsObject) as Person;
P.DoSomething () ;

// BAbbreviating even more...

P = (ehAllPersons.Element as IObjectList) [2] .AsObject as Person;
P.DoSomething () ;
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Working with ECO Subscriptions

This topic describes how the ECO subscription mechanism is implemented, and how you work with it in your
applications. The following items are discussed:

m The ECO subscription mechanism.

m Two different types of subscriptions: Reevaluate and Resubscribe
m Using subscriptions with derived attributes.

m Using the SubscriberAdapterBase abstract class.

The ECO Subscription Mechanism

The ECO framework implements a publish and subscribe pattern to notify subscribers of changes to objects,
relations, and attributes.

Note: Objects, relations, and attributes are all implementers of the IElement interface.

The ECO handles that use OCL expressions, such as ExpressionHandle, are programmed to work with the
subscription mechanism. When you work entirely within the form designer, using the OCL Expression Editor to
configure handles on a form, you do not need to be aware of the inner workings of the subscription mechanism at all.

However, there are times when you will want to use the |OclService interface directly. For example, if you have a
component that is not aware of the .NET databinding mechanism (such as a status bar) and you want to display
values in this component, you will call the EvaluateAndSubscribe method of the I0clService interface. Another
example might be to display a special icon when changes have occurred, such as an email program might indicate
when unread messages have arrived. Again, you would use the EvaluateAndSubscribe method to accomplish this.
Finally, you might also encounter a case where the value of an attribute or column cannot be computed in OCL.

When using the IOclService directly, you must know the two different kinds of subscriptions to which you can respond.
When you need to compute a value in source code rather than in OCL, you must know how to place the two different
kinds of subscriptions.

Reevaluate and Resubscribe

Looking at the four overloaded IOCLService methods, EvaluateAndSubscribe, you can see that each one takes two
different subscriber parameters: reevaluateSubscriber, and resubscribeSubscriber.

IElement EvaluateAndSubscribe (IElement root, string expression, ISubscriber
reevaluateSubscriber, ISubscriber resubscribeSubscriber) ;

IElement EvaluateAndSubscribe (IElement root, IExternalVariablelList variablelList, string
expression, ISubscriber reevaluateSubscriber, ISubscriber resubscribeSubscriber) ;
IElement EvaluateAndSubscribe (IElement root, IClassifier rootType, string expression,
ISubscriber reevaluateSubscriber, ISubscriber resubscribeSubscriber);

IElement EvaluateAndSubscribe (IElement root, IClassifier rootType, IExternalVariableList
variablelList, string expression, ISubscriber reevaluateSubscriber, ISubscriber
resubscribeSubscriber) ;

These two parameters correspond to the two different kinds of subscriptions you can place: Reevaluate
subscriptions, and ReSubscribe subscriptions. The difference between them has to do with the impact any change
in the ECO space has on existing subscriptions. All changes will always cause a reevaluation to occur, so that
subscribers will be informed when they must reevaluate a particular data value. In addition to the reevaluation of
data, some changes in the ECO space also require additional subscriptions to be created. The difference between
the two kinds of subscriptions is illustrated in the following example.
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You have a model that contains a Person class and a Building class. You have drawn an association between
these two classes such that a person can own zero or many buildings. In addition, you have an association between
a Building and a Person, such that a building can have zero or many residents (i.e. instances of the Person
class). These relationships are shown below.

FPerson residants owmedBuiding E!-uilding
1 On*

0.

At some point while your application is running, the ECO space contains one person object, and this person owns
two buildings. You have built the following OCL expression to retrieve all the residents in all the buildings owned by
a person:

self.ownedBuildings.residents

Note: In the expression, self is an object of type Person.

The purpose of the subscription mechanism is to allow you to keep all the components that display or use data
returned by this expression up to date.

The result of this OCL expression is shown in the diagram. The subscriptions automatically placed by the OCL
evaluator are marked with an asterisk.
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B ——

If a new Person is created and added to the list of residents for building B1, the result would be as shown:

B S
P
B, —

Adding a new person as a resident in an existing building changed the result set of our OCL expression, but it did
not impact the set of subscriptions itself. This kind of change would trigger only a reevaluate subscription. Adding a
new building with its own set of residents would result in the structure shown in the diagram below.
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The change not only affected the result set, but it caused a new subscription to be added as well. This kind of change
triggers both a reevaluate and a resubscribe subscription.

The rule of thumb is that if a change occurs in the last element of an OCL navigation (in this example, in the residents
relation) only the value needs to be reevaluated (a reevaluation is required). If a change occurs anywhere else in
the navigation (in this example, in the ownedBuildings relation), both the value and the subscriptions must be
reevaluated (a reevaluation and a resubscription are required).

Having two different subscribers allows you to take different actions when these two types of subscriptions occur.
When working with the EvaluateAndSubscribe method, you can pass a null value for either subscriber parameter if
you are notinterested in that kind of subscription. You can also pass the same subscriber to both parameters, causing
a minor impact in performance. A resubscription will be performed in those cases where only a reevaluation is
required.

Using Subscriptions with Derived Attributes

In some cases you will not be able to compute the value of a derived attribute in OCL. In these cases you must
implement a specific design pattern in your class so that the framework will be able to call your source code to get
the value of the attribute. For a derived attribute whose value is computed in source code, you must add a method
to your class with the following signature:

[Delphi]

function attributeNameDeriveAndSubscribe (reevaluateSubscriber : ISubscriber;
resubscribeSubscriber : ISubscriber) : System.Object;

[C#]

System.Object attributeNameDeriveAndSubscribe (ISubscriber reevaluateSubscriber, ISubscriber
resubscribeSubscriber) ;

You must replace attributeName with the name of the attribute you are deriving. For example, in our Person
class, if we wanted to derive the attribute called fullName in source code, we would implement the method

[Delphi]

function fullNameDeriveAndSubscribe (reevaluateSubscriber : ISubscriber;
resubscribeSubscriber : ISubscriber) : System.Object;

[C#]
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System.Object fullNameDeriveAndSubscribe (ISubscriber reevaluateSubscriber, ISubscriber
resubscribeSubscriber) ;

Please refer to the procedure Deriving an Attribute in Source Code for an example of computing a value and placing
subscriptions in source.

Using the SubscriberAdapterBase Abstract Class

If you need to implement a component that responds to subscriptions, start by deriving a subclass of the ECO abstract
class, SubscriberAdapterBase. When you use SubscriberAdapt